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Mastering PowerBuilder OLE 2.0 — Part II In previous sessions, you have learned what OLE is and how it is implemented in PowerBuilder. Objectives



   



Accessing Structured Storage System Using OCX Controls OLE Automation Creating & Distributing PowerBuilder OLE Objects



Structured Storage System OLE includes a hierarchical storage system, which resembles a file system within a file. There are two levels of storage in the OLE storage system: storage objects, which can be viewed as the directory level in a typical file system, and stream objects, which can be viewed as the file level. A storage object may contain streams and/or other storage objects; a stream object contains data. Each OLE object is assigned its own storage object. Access to objects and data within the OLE storage system is through a set of interfaces provided by OLE. OLE provides an implementation of this storage system that it calls compound files. Unlike the DOS file system, where you can have a file and directory with the same name, You can't have a storage and stream with the same name. Although OLE applications are not required to use compound files, compound file usage is encouraged because the OLE storage system provides efficient and flexible access to object data. The storage system interfaces allow objects, or portions of objects, to be read from disk to memory without the need to load the entire file. This feature is significant when loading a compound document that contains either a large number of objects or a single large object such as a video clip since it is more efficient to load only the data that is currently needed. That is, applications need not wait for unwanted data to be loaded before the wanted data is made available to the user.



The OLE storage system can be used for a variety of storage needs. The following figure shows an example of how a simple compound document that consists of some text, an embedded worksheet object, and a nested embedded chart object can be stored.



When the compound document in the above figure is saved to disk, it is saved as a single file that contains separate "internal" storage areas for each object. The highest level of storage for this file is the storage object for the document, which is the disk file. The document storage object contains stream objects for the document's native data (text in this case) and OLE data, as well as a storage object for the embedded worksheet object. The worksheet object in turn contains streams for its native data and OLE data, plus a storage object for the embedded chart. For those applications requiring the ability to undo changes made to a document during an edit session, the storage system includes a two-phase commit operation. An application choosing to save in transacted mode has both the old and new copies of the document available until the user chooses to save or undo the changes. Applications not needing this feature can choose to save in direct mode where changes to the document and its objects are incorporated as they are made. The following example shows storing an OLE object in the storage:



OLEStorage lOLEstorage int lresult lOLEstorage = create OLEstorage lresult = lOLEstorage.open( "c:\workdir\ole_tst.ole" ) If lResult 0 Then goto CompleteExecution lresult = ole_control1.open( "c:\workdir\oletest.ppt" ) If lResult 0 Then goto CompleteExecution ole_control1.SaveAs( lOLEstorage, "oletest.ppt" ) CompleteExecution: lOLEstorage.save() lOLEstorage.close() destroy lOLEstorage SaveAs() function comes in different flavors. Calling ole_control1.SaveAs( FileName ) saves the file in the specified operating system file. Calling ole_control. SaveAs( OLEStorageName, "FileName" ) save the OLE object as a sub-strorage in the specified storage file. The above example saves the object that is opened in the OLE control as a member of the "OLE_TST.OLE" storage.



You may want to list all the sub-storages in a storage file. For this you need to use stream functionality and write the label for the every sub-storage member you write in the storage: The following example opens all the selected files into the OLE control one after the other and saves all those selected file in the specified OLE Storage file as members; At the same time, it will also write labels for each sub-storage it writes in the storage. Save selected files to the storage (by inserting in the OLE control )



OLEStorage lOLEStorage OLEStream lOLEStream Integer lTotalItems, lResult, i Long lPosToStartWriting String lStr, lFileNameWithPath, lFileName, lContents lTotalItems = lb_1.TotalItems() If lTotalItems = 0 Then Return lResult = GetFileSaveName( "Select OLE File to Open", & lFileNameWithPath, lFileName, & "OLE", "OLE Files (*.OLE), *.OLE" ) If lResult = 0 Then Return lOLEStorage = Create OLEStorage lOLEStream = Create OLEStream lResult = lOLEStorage.Open( lFileNameWithPath ) lStr = sle_dir.Text If NOT (Right( Trim( sle_dir.Text),1) = "\") Then lStr = Trim( lStr ) + "\" End If lResult = lOLEStream.Open( lOLEStorage, & "Contents", StgReadWrite! ) If lResult 0 Then goto CompleteExecution // Read the whole label, and move the write pointer to // the last byte,by that we can append to the label. lResult = lOLEStream.Read( lContents ) lOLEStream.length( lPosToStartWriting ) For i = 1 to lTotalItems Step 1 // Act only if the items is selected in the list box. If lb_1.State(i) = 1 Then // Insert the file in the OLE control. lResult = ole_control1.InsertFile( lStr & + lb_1.Text(i) ) If lResult 0 Then MessageBox( "Insert File Error", lResult ) Goto CompleteExecution End If // Save the opened OLE Object as a sub-storage lResult = ole_control1.SaveAs( lOLEStorage, & lb_1.Text(i) ) If lResult 0 Then MessageBox( "File Save Error", lResult ) Goto CompleteExecution End If // Move the pointer to the next byte to write the label. lOLEStream.Seek( lPosToStartWriting ) // Write the label for each object you save // as the sub-storage.



lResult = lOLEStream.Write( lb_1.Text(i) + "~n" ) If lResult < 0 Then Goto CompleteExecution End If Next Goto CompleteExecution CompleteExecution: ole_control1.Save() lOLEStorage.Close() Destroy lOLEStream Assuming you selected two files "OLE_TEST.DOC" and "OLE_TEST.XLS" to save as OLE objects in the storage, the internal structure looks like the following figure after executing the above script:



It is the same logic as shown in the previous example we used to save the OLE object in the storage as a sub-storage. However the more logic goes writing the label using the stream. Stream stores the native data. It is not recommended to manipulate the stream data by the OLE Client unless the client writes to that stream. Suppose a PowerBuilder application write to a stream, other PowerBuilder applications can modify that stream. However, for streams written by other OLE Server, It is good to invoke the OLE Server that wrote the stream, to modify the data. Stream object offers few functions to read/write to the stream and you will see using all the available functions at the stream in the above example. In the above example, Open() opens the a stream "contents" in read-write mode. "contents" is like the name of the file in the DOS file structure. After opening, the Read() reads the whole content of the stream into the specified variable. Calling the Length() returns the length of the stream content and we are moving the pointer to the last byte of the stream by calling the Seek(). We have a generic function Len( "String" ) which returns the length of the passed string and stores in the assigned variable . However, for the Length() function, you need to pass a variable that stores the length of the stream as the argument. Write() writes the specified content to the stream. We are using the special character "~n" (new line) at the end of the each label to separate the labels. The following example does the same thing as the above script, except, this script opens all the OLE Objects in the OLE Control instead of Inserting in the OLE Control. This script runs faster because, opening the OLE Object doesn't need to invoke the OLE Server, which makes the script to run faster. Where as InsertFile() invokes the associated OLE Server, even though it will not activate the inserted object. Invoking the OLE Server takes a lot more time than simply calling the interface functions to the OLE object to know what class the object belongs to and to know the display information. Each OLE Object has to provide some minimum interfaces that says what methods it supports, to return the display information, otherwise, it is not an OLE Object at all. So, invoking this method takes a lot less time than invoking the server it self.



OLEStorage lOLEStorage OLEStream lOLEStream Integer lTotalItems, lResult, i Long lPosToStartWriting String lStr, lFileNameWithPath, lFileName, lContents lTotalItems = lb_1.TotalItems() If lTotalItems = 0 Then Return lResult = GetFileSaveName( "Select OLE File to Save", & lFileNameWithPath, lFileName, & "OLE", "OLE Files (*.OLE), *.OLE" ) If lResult = 0 Then Return lOLEStorage = Create OLEStorage lOLEStream = Create OLEStream lResult = lOLEStorage.Open( lFileNameWithPath ) lStr = sle_dir.Text If NOT (Right( Trim( sle_dir.Text),1) = "\") Then lStr = Trim( lStr ) + "\" End If lResult = lOLEStream.Open(lOLEStorage,"Contents",StgReadWrite!) If lResult 0 Then goto CompleteExecution lResult = lOLEStream.Read( lContents ) lOLEStream.length( lPosToStartWriting ) For i = 1 to lTotalItems Step 1 If lb_1.State(i) = 1 Then lResult = ole_control1.Open( lStr + lb_1.Text(i) ) If lResult 0 Then MessageBox( "File Open Error", lResult ) Goto CompleteExecution End If lResult = ole_control1.SaveAs( lOLEStorage, lb_1.Text(i) ) If lResult 0 Then MessageBox( "File Save Error", lResult ) Goto CompleteExecution End If lOLEStream.Seek( lPosToStartWriting ) lResult = lOLEStream.Write( lb_1.Text(i) + "~n" ) If lResult < 0 Then Goto CompleteExecution End If Next Goto CompleteExecution CompleteExecution: ole_control1.Save() lOLEStorage.Close() Destroy lOLEStream Till now we are saving the specified OLE Objects to the storage files. Now, let us see how to open a sub-storage and display in the OLE Control. This is very simple logic, just you need to call the Open() for the OLE Storage and call another Open() to open in the OLE Control.



OLEStorage lOLEStorage Integer lResult, I lOLEStorage = Create OLEStorage lResult = lOLEStorage.Open( iOLEFileToOpen )



lResult = ole_control1.Open( lOLEStorage, lb_2.SelectedItem() ) If lResult 0 Then MessageBox( "File Open Error", lResult ) Destroy lOLEStorage Return -1 Else MessageBox( "Open", "Successful" ) End If lOLEStorage.Close() Destroy lOLEStorage In the previous example, while storing the objects in the OLE Storage as sub-storages, we also made use of streams to write the labels. If there is no label, how do you know what sub-storages a storage contains? Since, we have taken care of this problem, let us see how to read the stream and display the labels for each sub-storage:



Integer lResult, lBeginPos, lEndPos String lFileNameWithPath, lFileName, lLabel, lItemText Long lLength OLEStorage lOLEStorage OLEStream lOLEStream lOLEStorage = Create OLEStorage lOLEStream = Create OLEStream lResult = GetFileOpenName( "Select OLE File to Open", & lFileNameWithPath, lFileName, & "OLE", "OLE Files (*.OLE), *.OLE" ) If lResult = 0 Then Return lResult = lOLEStorage.Open( lFileNameWithPath ) iOLEFileToOpen = lFileNameWithPath lResult = lOLEStream.Open( lOLEStorage, "Contents", StgRead! ) If lResult 0 Then MessageBox( "Error opening label", lResult ) Goto CompleteExecution End If lb_2.Reset() lResult = lOLEStream.Read( lLabel, True ) If lResult > 0 Then lResult = lOLEStream.Length( lLength ) If lLength > 0 Then lBeginPos = 1 lEndPos = 0 Do While True lEndPos = Pos( lLabel, "~n", lBeginPos ) If lEndPos 0 Then lItemText = Mid( lLabel, lBeginPos, & (lEndPos - lBeginPos) ) lb_2.AddItem( lItemText) lBeginPos = lEndPos + 1 Else Exit End If Loop End If End If CompleteExecution: lOLEStorage.Close()



lOLEStream.Close() Destroy lOLEStorage Destroy lOLEStream First we need to read the stream called "contents" and check for the new line character and list the name in the ListBox and continue doing so till the end of the stream.



Nested Storages In the above example, we have stored the sub-storage up to one level. The following example shows saving a sub-storage in a sub-storage.



OLEStorage lOLEStorage1, lOLEStorage2, lOLEStorage3 Integer lResult lOLEStorage1 = Create OLEStorage lOLEStorage2 = Create OLEStorage lOLEStorage3 = Create OLEStorage lResult = ole_control1.Open( "c:\workdir\3.doc" ) If lResult 0 Then goto CompleteExecution lResult = lOLEStorage1.Open( "c:\workdir\1.ole" ) If lResult 0 Then goto CompleteExecution lResult = lOLEStorage2.Open( "Months", StgReadWrite!, & StgExclusive!, lOLEStorage1 ) If lResult 0 Then goto CompleteExecution lResult = lOLEStorage1.Save() If lResult 0 Then goto CompleteExecution lResult = lOLEStorage3.Open( "Dates", StgReadWrite!, & StgExclusive!, lOLEStorage2 ) If lResult 0 Then goto CompleteExecution lResult = ole_control1.SaveAs( lOLEStorage3, "3.doc" ) If lResult 0 Then goto CompleteExecution CompleteExecution: lOLEStorage1.Close() lOLEStorage2.Close() lOLEStorage3.Close() Destroy lOLEStorage1 Destroy lOLEStorage2 Destroy lOLEStorage3 This example does not make use of streams, to make the example more simple. After executing the script, the internal storage looks as shown in the following picture.



Saving the nested storage is like transactions. In a transaction, unless you commit the outer-most transaction, the transaction is not complete. For example,



Begin Tran Tran1 Begin Tran Tran2 … … Commit Tran Tran2 This doesn't complete the transaction, However calling "Commit Tran Tran1" instead of "Commit Tran Tran2" will commit all the nested transactions. Saving nested sub-storages also similar to this. You need call Save() for the root storage file, not for the sub-storages.



Opening From the Nested Storage The following example makes use of three OLEStorage objects to open objects at third level.



OLEStorage lOLEStorage1, lOLEStorage2, lOLEStorage3 Integer lResult lOLEStorage1 = Create OLEStorage lOLEStorage2 = Create OLEStorage lOLEStorage3 = Create OLEStorage lResult = lOLEStorage1.Open( "c:\workdir\1.ole" ) If lResult 0 Then goto CompleteExecution lResult = lOLEStorage2.Open( "Months", StgReadWrite!, & StgExclusive!, lOLEStorage1 ) If lResult 0 Then goto CompleteExecution lResult = lOLEStorage3.Open( "Dates", StgReadWrite!, & StgExclusive!, lOLEStorage2 ) If lResult 0 Then goto CompleteExecution lResult = ole_control1.Open( lOLEStorage3, "3.doc" ) If lResult 0 Then goto CompleteExecution Return 0 CompleteExecution: lOLEStorage1.Close()



lOLEStorage2.Close() lOLEStorage3.Close() Destroy lOLEStorage1 Destroy lOLEStorage2 Destroy lOLEStorage3 Return 0



Component Based Software As explained in the previous session, Traditional development tools and applications are monolithic, which means they come pre-packaged with a wide range of features, most of which can't be removed or replaced with alternatives. For example, both word processor and spreadsheet applications come with spell checker, charting, etc.. The functionality and interface might differ in these two applications, since these two applications are developed by different vendors/ developers. Component software overcomes these problems and also gives a lot more benefits. A component is used by "plugging it into" a development tool container. The container and component are then used by an application developer together to create an application. Component-based software development is a new and much more productive way to design, build, and sell software, and it has significant implications for software vendors, users, and corporations. Advantages of Component Based Software and OLE 2.0























Choice of Component: Since component-based development enables the proliferation of a large number of standard components that work in a variety of containers from different vendors, corporations will have more choices of technology that can be tailored to meet highly specific business needs. Better integration: Because development tool and application containers will support a standard means of component-level communication, products from different vendors will inter-operate more fully than today's applications. As a result, users will find it easier to exchange data between applications, and systems analysts will have an easier time building custom business solutions with off-the-shelf tools. Better quality: Market opportunities for component developers will increase dramatically due to standardization. Broad-based participation in the component software market by small, medium, and large vendors will increase competition for discrete pieces of functionality. This increased competition should produce more innovative and higher-quality software. Easier custom solutions: Component-based development will enable the same component to be easily plugged into a wide range of development tools and applications, allowing a much greater degree of application customization than is possible today. Storage Requirement: Lot of monolithic applications provide common functionality such as spell-checking, monolithic software needs lot of storage



requirements; In contrast, component software has a lot less storage requirement. Custom controls were first defined in Microsoft Windows version 3.0. A custom control was a DLL that exported a defined set of functions. These controls were available from third-party developers. Custom controls were neat, but most C developers preferred to write their own. Moreover, the custom control architecture didn't support the Visual Basic development environment because it didn't allow Visual Basic to query the control for information on properties and methods. A new custom control architecture, called the VBX, was defined specifically to support Visual Basic. Basically, a VBX is a dynamic-link library (DLL) that follows a specification, allowing it to work with Visual Basic. The VBX has become incredibly popular. Thousands of VBXes, from simple buttons to complicated networking controls, are available for a wide range of uses. VBXes are written in C/C++, so they can automate tasks that are too difficult, time-consuming, or simply impossible in Visual Basic. VBX custom controls are currently one of the most popular forms of reusable software. The popularity of VBXes increased the demand for reusable components in other programming environments. For example, Visual Basic programmers needed custom controls for the 32-bit platform; and C/C++ users wanted controls for MIPS and Alpha as well as Intel processors. Unfortunately, VBXes are restricted to the 16-bit Visual Basic environment, so it was impossible to extend VBXes to answer these needs. The VBX architecture, however, while it has been rapidly accepted by developers, was never designed to be an open, standard interface. The low-level interaction between VBXes and Visual Basic ties the VBX architecture to Visual Basic, making it a difficult interface for other container applications (other development tools) to fully support. Thus, the same VBX cannot be used across multiple hardware platforms, multiple operating system platforms, or in multiple development environments. It is also a 16-bit architecture that does not readily port to 32 bits. Instead of extending a hardware-specific architecture (VBX) to support multiple platforms (especially 32-bit environments), the OCX Control (also called as OLE custom control) architecture was developed for both 32-bit and 16-bit platforms. In contrast, VBXes are limited to 16 bits. OCX Controls are more powerful than VBXes and merge the benefits of VBXes with the benefits of OLE 2.0. They are not a superset of VBXes-they have a completely different architecture. Additionally, OCX Controls are not limited to Visual Basic. OCX Controls are designed to work in any container that supports OLE 2.0.



OCX Control Architecture As extensions to the existing OLE 2.0 specification, the OCX control architecture is built on proven technology and an industry-wide standard. Both 16- and 32-bit components can be developed using the same OCX control source code (simply recompiling) under Windows 3.1, the Windows NT operating system. The new architecture also opens up the possibility of OCX controls being available in the future on additional operating systems such as the Macintosh or UNIX. An OLE Control (OLE 2.0 control in the window) is an OLE InProc object (an OLE object that loads into the address space of its container) with some extended functionality. All OLE 2.0-compliant containers (for example, PowerBuilder) can already hold OLE Controls. The controls (OLE 2.0 Control in the window), however, can only get events in containers that support OLE Control events. This doesn't matter for some controls. Consider the case of a calendar control that lets you click to change the month. If you only need to display the month, you could insert the control and click to the month you want.



The purpose of most controls, however, is to send event notifications to their parent. Most existing OLE containers, such as those generated by AppWizard in Visual C++, don't know how to handle these event notifications. For instance, if you drop an OLE Control push button into a container that doesn't support OLE Controls, you can push the button as much as you want, but the container doesn't know how to respond. In a container that supports OLE Controls, this button control would send events to the container, which would then respond appropriately. For example, you could insert an OLE graph control into PowerBuilder, and the graph control would display the temperature. If the temperature were higher than the record temperature, the control would fire an event to PowerBuilder. The PowerBuilder application would handle this event. This function would then display "Record temperature reached today". An OCX control is an embeddable object with in-place activation capabilities. Every OCX custom control has three sets of attributes:



  



Properties: Named characteristics or values of the control such as color, text, number, font, and so forth. Events: Actions triggered by the control in response to some other external actions on the control, such as clicking a mouse button or pressing a key. Methods: A function implemented in the control that allows external code to manipulate its appearance, behavior, or properties. For example, an edit or other text-oriented control would support methods to allow the control container to retrieve or modify the current text, perhaps performing operations such as copy and paste.



A VBX custom control communicates with its container application based directly on Windows message processing. Visual Basic prefixes a control handle (HCTL) onto a standard Windows message and passes the message on to the custom control. The custom control can then process the message and send it back to Visual Basic and Windows for default procedure handling. In contrast, OCX control communication is based on the standard OLE 2.0 Automation Interfaces for OLE objects. An OLE 2.0 interface is essentially a pointer to a table of functions, any of which can then be executed. The OCX control architecture also adds support for events, a standard way for the control to invoke a call back in its container.



Inserting an OCX Control Placing the OCX control is similar to placing OLE control in the window. Select OLE option from the Controls menu option. From the prompted dialog box, select Insert Control. You will see all the OCX controls that are registered. Before an OCX control is available for programming, it should be registered in the Windows (3.0/95/NT) registry. Typically, at the time of installation, installation programs take care of registering those controls. Otherwise, we can also do manually, by selecting Register Now... option in the dialog box.



Before you place the control, you may want to see what events the OCX control supports and what functions/properties are available. Select Browse... CommandButton to see all these properties. The dialog box for "Status Bar" control looks as below:



However, after placing the control in the window work-place, you can't browse from any right mouse button options. To browse the properties, you need to use "Object Browser". After placing the control in the window work-place, it looks like any other window control. However, there are two controls in the window similar to DataWindow Control and DataWindow Object relationship; there are OLE Control (similar to DataWindow Control) and the OCX control (similar to DataWindow Object). When you select Properties from the right mouse button popup menu, you can set the OLE control properties. Whatever properties you see for the OCX control in the Object Browser, you can change them interactively by selecting OCX properties... from the right mouse button popup menu.



PowerBuilder merges all the OCX control events with OLE control. So, for "Status bar" control, you will see two "click" events, i.e., "Click" event from the OLE control and "Clicked" event from the OCX



control. PowerBuilder lists OCX control event names only, it doesn't map to PowerBuilder event ids automatically. So, you need to open the User Events declaration dialog box by selecting Declare/User Events from the menu after selecting the OLE control and remove all the duplicate events and map the unmapped OCX events to relevant PowerBuilder event ids.



You can change OLE control attributes like any other control. For example, to make the OLE control invisible:



OLE_Control.Visible = False To set the OCX control attributes, you need to use 'Object' keyword. For example, to change the status bar text:



OLE_Control.Object.SimpleText = "Ready" Accessing functions are also similar. For example, to hide the OLE control:



OLE_control.Hide() To refresh the Status Bar:



OLE_Control.Object.Refresh() The following code uses the Status Bar in the MDI frame window. This 3D status bar is used, because, PowerBuilder default status bar with MDI frame with Mircohelp is not so powerful as Status Bar.



/* Window Open Event: This code sets the MDI Client workspace. If you don't do this, you can't see any sheet that you open in this MDI window. */ mdi_1.width = This.WorkSpaceWidth() mdi_1.Height = This.WorkSpaceHeight() - & ole_status_bar.Height mdi_1.x = 1 mdi_1.y = 1 /* Window Resize Event: This code resizes the Status Bar whenever the window is resized */ ole_status_bar.width = This.WorkSpaceWidth() ole_status_bar.x = 1 ole_status_bar.y = This.WorkSpaceHeight() - & ole_status_bar.Height This example is available in OLE_AUTO.PBL. If you want to run this application in the development environment without doing the installation of this example program, you need to register "Status Bar" OCX in the window registry. Note that, Each OLE custom control is accompanied by a file with an .OCA extension. The .OCA file stores cached type library information and other data specific to the custom control. The .OCA files are typically stored in the same directory as the OLE custom controls themselves. The .OCA files are recreated as needed; file sizes and dates may change.



OLE 2.0 Automation Up until now, you have been learning about the activation of an OLE 2.0 server from a PowerBuilder application and how the user can interact with the server application. However, OLE 2.0 allows you to do much more than simply activating the server application. OLE Automation is a Windows protocol intended to replace DDE. As with DDE, an application can use OLE Automation to share data or control another application. Once the server is active, you can use a command set provided by the server to manipulate the object, a task that you can perform behind the scenes, out of the user's sight. This technology is especially useful if you need to use features of one application in another. With OLE Automation, you can integrate features from both applications in a single procedure. For example, a PowerBuilder application can use Microsoft Excel as a financial calculation engine. Whenever the PowerBuilder application needs to have a financial calculation performed, it can simply call one of Excel's functions, passing the data to be calculated as parameters. Excel performs the calculation and returns the results to the PowerBuilder application. In this way, applications can greatly extend their capabilities by transparently using the functions of other applications.



OLE Objects OLE 2.0 control in the window is used when there is a need for the user to interact with the OLE Server application. When there is no user interaction required with the OLE Server, i.e., whenever you need automation, we can modify OLE Server's objects in the memory through the script. The following simple example retrieves data from the DataWindow and saves the data in word document with separate passwords to open the document and write to the document using the OLE Object.



OLEObject lOLEObject lOLEObject = Create OLEObject SetPointer( HourGlass! ) dw_1.SetTransObject( SQLCA ) dw_1.Retrieve()



dw_1.SaveAs( "c:\workdir\results.txt", Text!, True ) lOLEObject.ConnectToNewObject( "word.basic" ) lOLEObject.FileOpen( "c:\workdir\test2.doc" ) lOLEObject.Insert( "Results" + "~n") lOLEObject.InsertFile( "c:\workdir\results.txt" ) lOLEObject.FileSaveAs( "c:\workdir\results.doc", 0, 0,& "password", 0, "write_password" ) lOLEObject.FileClose() Destroy lOLEObject SetPointer( Arrow! ) Above example saves the DataWindow results to "RESULTS.TXT". The function ConnectToNewObject() creates an empty object of the specified class and connects to that. After connecting to the specified class, all the commands that are given at the OLE Object level belongs to the connected class. For example, FileOpen() is the Word command. PowerBuilder doesn't check for the existence of the command or syntax errors. However, if the command is not existing at run-time or there is any error in the syntax, it will result in the run-time error. The command "FileSaveAs" saves the file to the specified file. PowerBuilder doesn't support OLE Server's statements, it supports only the functions. If there is any statement, you still need to use parenthesis. The actual command to save the file in the Word is as follows:



FileSaveAs [.Name = text][,.Format = number] [,.LockAnnot = number][,.Password = text] [,.WritePassword = text][,.AddToMru = number] [,.RecommendReadOnly = number] The equaling command to save the file with passwords in Word 6.0 is:



FileSaveAs .Name = "c:\workdir\results.doc", .Password = "Password", .WritePassword = "write_password" Wherever we want to leave to the default values, we need to supply 0 (Zero), otherwise, specify the actual value. The above PowerBuilder code example saves the file and also specifies a password to open the file and another password to allow the user to write to the file. After running this script, if you open the file, it will prompt for two passwords, one to open the file and another is write password. The following example finds words "WordToReplace" and replaces with the word "NewWord". The last argument 1 says, replace every occurrence of the specified word.



lOLEObject.EditReplace ( "WordToReplace", "NewWord", 0,0,0,0,0,0,0,1 ) However, you should not run commands that allocate memory in the OLE Server. For example, declaring a word variable in the Word Server (OLE Server). If you need something like that, declare those variables in the PowerScript and change the logic accordingly. To learn more about WordBasic for automation, refer to Word documentation and/or Word 6.0 developers kit. If you want to connect to the existing object, you can use "ConnectToObject" function. The following example illustrates OLE Automation.



Mail Merge Using OLE 2.0



In the case of DDE, the server application (Word) is visible to the user. The same is true when you place an OLE 2.0 control in a window and invoke the server application. However, you don't need to place an OLE control on a window to manipulate an OLE object in your script. If you think that user interaction isn't necessary, you can create an OLE object independent of an OLE control, connect to the server application, calling functions and setting attributes as you wish for that object. The following example uses an external data source DataWindow that contains addresses and another Word document to act as the form letter. The following figure illustrates the process involved:



If you open up "c:\workdir\ole_letter.doc", you'll see that it contains some text and a blank heading ready for the address. We've defined a bookmark called "Address" after the word "To" and we will use this to specify where the address should go.



The PowerBuilder Window This example is the w_mail_merge_using_ole window in the OLE2-2.PBL library. If you open up the window, you'll see that it contains a DataWindow control containing the address information and just two CommandButtons. The code for the clicked event of the Mail Merge button is as follows:



Any lResult Long lTotRows,i,j String lAddress // Declare and create ole object. OLEObject OLEMailMerge



OLEMailMerge = CREATE OLEObject lResult = OLEMailMerge.ConnectToNewObject( "word.basic" ) If Integer(lResult) 0 Then DESTROY OLEMailMerge MessageBox( "Error in connecting to Word for Windows", & "Error Code: " + String( lResult ) ) Return End If lTotRows = dw_1.Rowcount() For i = 1 to lTotRows Step 1 lAddress = dw_1.GetItemString(i,1) For j = 2 to 7 Step 1 lAddress = lAddress + "~r~n" + & dw_1.GetItemString(i,j) Next ClipBoard( lAddress ) lResult = OLEMailMerge.FileOpen( & C:\workdir\ole_letter.doc") If Integer(lResult) 0 Then DESTROY OLEMailMerge MessageBox("Error in connecting to Word " + & "for Windows", "Error Code: " + String( lResult ) ) Return End If // These are the important commands: OLEMailMerge.editgoto( "Address" ) OLEMailMerge.insert( lAddress ) OLEMailMerge.FilePrint() OLEMailMerge.FileClose( 2 ) Next lResult = OLEMailMerge.DisConnectObject() DESTROY OLEMailMerge When you run this example, it might take long time depending on the your computer and whether MSWord is already open or not. In this example, we are introducting a new data type "ANY". This variable is used especially, when you don't know the return value of the OLE Server method. Later when you compare with any value, we need to explicitly convert the value as shown in the example. We define OLEMailMerge as an OLE object, connect to the Word document and then send the various server commands. The important lines are: Code



Description



OLEMailMerge.editgo( "Address" ):



This sends the command to go to the bookmark.



OLEMailMerge.insert( lAddress ):



This inserts the address.



OLEMailMerge.FilePrint():



This prints the document.



OLEMailMerge.FileClose( 2 ):



This closes the document without saving it.



We are closing the document without saving it, so that when we loop around for the next address, we can reopen the document as a clean copy. Any attribute, function or parameter used against this object are referred to the server. So PowerBuilder doesn't need to know whether they are valid or not and will not check them. If the functions or attributes are invalid, you will get an error at run-time.



When you run this window and click on the Mail Merge button, you won't see much happening, but assuming your computer is connected to a printer, you should get two printed copies of our form letter, one for each of the addresses in our DataWindow.



In-Process Versus Out-Process When OLE Automation is implemented as In-Process, OLE Server uses OLE Client Application's memory; OLE Server is implemented as DLL (Dynamic Linked Library). A Dynamic Linked Library doesn't have its own stack, instead it uses the application's memory that is called. On the other hand, Out-Process OLE Automation doesn't use OLE Client application's memory, instead, it uses its own memory. The implementation is typically done with EXE files. This is more complex than In-Process automation, since the implementation should take care of communication between OLE Server and OLE Client. Well, COM specification hides this complexity from the OLE Server/OLE Client developer's. You can also implement Network Out-Process OLE Automation, however, you need to wait till Microsoft implements Distributed OLE.



OLE Automation - PowerBuilder Implementation In previous sections, you have learned how to make use of Microsoft word 6.0 OLE server for various needs such as 'find and replace' a specific word. Similarly, you can also create PowerBuilder's OLE server and allow any OLE client applications to make use of PowerBuilder functionality. PowerBuilder implements OLE Automation Server as in-process, i.e., makes use of the calling application's (OLE Client) memory. You can make use of any Non-Visual user object to create PowerBuilder OLE Automation Server. The following are the steps that are involved in creating a PowerBuilder OLE Automation Server.



    



Create a Class (Non-Visual User Object) Define required attributes Define required functions Create .REG (Registry file) Merge .REG file with Windows (95)/(NT) registry



You have learned about creating non-visual user objects in the "User Objects" session. So, let's skip to second step. Every OLE Server Object should register its identity with the operating system (Windows), then only operating system can supply all the available OLE server object names when you browse for the valid OLE Servers in the OLE Client application. Similar to the Social-Security number each person has in USA, all OLE Server Objects have a number called GUID (Globally Unique Identifier). GUID is also referred as UUID (Universally Unique Identifiers), CLSID (Class ID). Before we explore PowerBuilder's OLE Automation Server implementation, it would be better to understand fully about windows Registry, since you need to deal with the registry in the development as well as at OLE Server installation time.



Windows Registry The registry is a system-defined database that applications and Windows system components use to store configuration data. In the past, Windows 3.1 applications stored their configuration data in WIN.INI or some other application-defined .INI file. The system stored its configuration information in SYSTEM.INI. This information was stored in ASCII files that a user could edit and view in any simple text editor, such as Notepad. In the system registry, the data is stored in binary files, so applications can no longer rely on text editors for updating the information contained in the registry. Instead,



applications may either use the registry functions supplied by the system or create registration files (.REG) that contain information to be stored in the registry. These .REG files are ASCII files that can be created with any text editor. The Registry Editor (REGEDT32) can read in these files and store the information in the appropriate places in the registry.



Need For Registry You are probably wondering why the change from something so easy to use (ASCII .INI files) to something that sounds more complex (binary files). In the past, Windows-based applications used the GetProfileString() and SetProfileString() functions to store information in the WIN.INI file. However, as more and more applications were written for Windows, it became apparent that this method had some problems. One big problem was the scope of the WIN.INI file. Remember, each application was storing information in this file, and there weren't any rules that stated what could be stored and where to store it. Thus the WIN.INI file became confusing because items were added to it in no particular order. When the file was opened, it was hard to find or change something. It was also difficult to determine exactly what needed to be changed and whether all of the changes had been made. Because there weren't any rules as to what could be stored, WIN.INI could potentially become very large; however, there was an internal limitation of 64K for .INI files in Windows. So if the file became too large, you were just out of luck. This, we can all agree, is simply not an acceptable situation. To get around these problems, it was recommended that applications begin storing their information in private .INI files rather than in WIN.INI. Okay, so this got around the potential confusion as to what application uses what and the size issue. But this didn't prove to be such a great solution either. Because applications used different files, they were unable to share configuration and other information easily. This was a big problem for applications that were using dynamic data exchange (DDE) or OLE, because these applications needed to share server names. As a result, the registration database was created in Windows 3.1. This database is the basis of the Windows NT and Windows 95 registry.



The Structure Of the Registration Database The registry stores data in a hierarchically structured tree. The tool that allows you to see this is called the Registry Editor. Each key can contain children known as subkeys and data entries called values. Keys don't have to have values associated with them. Sometimes, all that the application needs to know is that the key exists; other times, an application may need many values to be associated with a specific key. A key can have any number of values, and the values can be in any form.



Keys have names just like a variable. Key names can consist of one or more printable ANSI characters (values ranging from 32 through 12) and cannot include spaces, backslashes, or wildcard characters (* and ?). This means that you can name both your dog and your key "Spot" if you so desire. Key names beginning with a period (.) are reserved. These names are not localized into other languages; however, values associated with the keys may or may not be localized. Subkeys also have names, and the name must be unique with respect to the key immediately above it in the hierarchy. The registry supports several different data types for values. Your application can use any of these data types, depending upon what you want to store. Table 1 contains a list of the different data types supported. Data type



Description



REG_BINARY



Binary data in any form.



REG_DWORD



A 32-bit number.



REG_DWORD_BIG_ENDIAN



A 32-bit number in big-endian format.



REG_DWORD_LITTLE_ENDIAN A 32-bit number in little-endian format. This is the most common format for computers running Windows NT. REG_EXPAND_SZ



A null-terminated string that contains unexpanded references to environment variables (for example, %PATH%)



REG_LINK



A Unicode symbolic link.



REG_MULTI_SZ



An array of null-terminated strings, terminated by two null characters.



REG_NONE



No defined value type.



REG_RESOURCE_LIST



A device-driver resource list.



REG_SZ



A null-terminated string.



Predefined Keys Predefined keys are system-defined keys that help an application navigate in the registry. These keys also make it possible to develop tools that allow a system administrator to change whole categories of data. The following keys are defined at the root of the registry:















 







HKEY_CLASSES_ROOT: Entries within this key define types (or classes) of documents and the properties associated with those types. Data stored under this key is used by Windows shell applications and by OLE applications. This is where file viewers and shell extensions store their OLE CLSIDs, and where in-process servers are registered. HKEY_CURRENT_USER: Current user preferences are stored within this key. These preferences include items such as the settings of environment variables, data about program groups, colors, printers, network connections, and application preferences. This key is included to make it easier to set the current user's settings; the key maps to the current user's branch in HKEY_USERS. Software vendors use this key to store the current userspecific preferences to be used within their applications. HKEY_LOCAL_MACHINE: Entries within this key show the physical state of the computer, including data about the bus type, system memory, and installed hardware and software. This key contains subkeys that contain information about network logon preferences, network security information, software-related information (server names, location of the server, and so on). HKEY_USER: This key stores information about the default user configuration and contains a branch for each user of the computer. HKEY_CURRENT_CONFIG: This key is mapped to a subkey within HKEY_LOCAL_MACHINE. This is where non-user-specific configuration information that pertains to hardware is stored. For example, an application may store a different server name for its data depending on whether the system is attached to a network. HKEY_DYN_DATE: This key is used to store dynamic registry data. The Windows 95 registry supports both static data (data stored on disk within the registry) and dynamic data (data that changes a lot, such as performance statistics). This dynamic data area is the mechanism provides real-time data to Win32 applications that can run remotely as well as locally. This also allows the system monitor to provide performance statistics on remote Windows 95 systems.



Coming back to GUID, GUIDs appear in various places, however, as a PowerBuilder application developer, we need to deal with .REG files only.











.REG files: When you create an application, you usually create one or more .REG files. The .REG files contain the GUIDs for the classes that your application exposes. These GUIDs are added to the registry when you run REGEDIT.EXE with /M option. More about this is covered in a minute. The system registry: Contains the GUIDs for your classes in multiple places. This is where OLE and applications get information about your classes.











   



.ODL files: When you describe objects in an Object Description Language (.ODL) file, you provide a GUID for each object. Compiling the .ODL file with MKTYPLIB.EXE places the GUIDs in a type library, which usually exists as a .TLB file. .TLB files: Type libraries describe your classes, and this information includes the GUIDs for the classes. You can browse .TLB files using the TIBROWSE sample application supplied with OLE. .H files: Most application developers will declare CLSIDs for their classes in a header file using the DEFINE_GUID macro. Creating a .REG File nbsp; PowerBuilder object exposes couple of methods in relation with .REG file creation, those are GenerateGUID() and GenerateRegFile(). Before you create the .REG file, you need to generate GUID.



OleObject PBObject String GUID Long lResult PBObject = Create OLEObject lResult = PBObject.ConnectToNewObject( "PowerBuilder.Application" ) If lResult < 0 Then MessageBox( "Connection Error", lResult ) Else PBObject.LibraryList ="c:\workdir\ole2auto.dll" PBObject.MachineCode = false // This is a pCode object result = PBObject.GenerateGUID(REF GUID) If lRresult < 0 Then MessageBox( "UID Generation Error", result ) Else LResult = PBObject.GenerateRegFile( GUID, & "nvuo_test", "pb_class.object", 1, 0, & "First Non Visual Object for In-Bound OLE Auto",& c:\workdir\nvuo_tst.reg") End If End If



 



  



The above example declares a OLEObject variable and creates OLEObject and it connects to the Application's type in PowerBuilder Object by using familiar function ConnectToNewObject(). Later it sets some attributes for the OLEObject. PowerBuilder object exposes few attributes: LibraryList: Contains library list to be searched for classes for creating classes. MachineCode: This boolean attribute specifies, whether it is pCode or machine code. Setting to True means, it is machine code. These two attributes are ignored after creating the first instance and these attributes need to be set before creating the first instance. Once you set these attributes, you need to call GenerateRegFile(). This function takes the following arguments:



Argument



Data Type



Notes



GUID



String



Globally Unique Identifier that is created by GenerateGUID()



ClassName



String



NVO Class Name that you created



ProgID



String



OLE Programmatic Identifier. OLE Clients use this name for programming.



MajorVersion



Integer



Major Version



MinorVersion



Integer



Minor Version



Description



String



Description to be displayed by OLE



TargetFile



String



.REG file name create







Once you execute this script and open the generated .REG file, it looks something like:



REGEDIT ;;;;;;;;;;;;;;;; ; ; Registry entries for pb_class.object



; ; CLSID = {E9E6FF51-788E-11CF-9B30-524153480000} ; ;;;;;;;;;;;;;;;; ; Version independent entries: HKEY_CLASSES_ROOT\ pb_class.object = First Non Visual Object for In-Bound OLE Auto HKEY_CLASSES_ROOT\ pb_class.object \CLSID = {E9E6FF51-788E-11CF-9B30524153480000} HKEY_CLASSES_ROOT\ pb_class.object \CurVer = First Non Visual Object for InBound OLE Auto.1 HKEY_CLASSES_ROOT\ pb_class.object \NotInsertable ; Version specific entries: HKEY_CLASSES_ROOT\ pb_class.object.1 = First Non Visual Object for In-Bound OLE Auto HKEY_CLASSES_ROOT\ pb_class.object.1\CLSID = {E9E6FF51-788E-11CF-9B30524153480000} HKEY_CLASSES_ROOT\ pb_class.object.1\NotInsertable ; CLSID entries: HKEY_CLASSES_ROOT\CLSID\{E9E6FF51-788E-11CF-9B30-524153480000} = First Non Visual Object for In-Bound OLE Auto HKEY_CLASSES_ROOT\CLSID\{E9E6FF51-788E-11CF-9B30-524153480000}\ProgID = pb_class.object.1 HKEY_CLASSES_ROOT\CLSID\{E9E6FF51-788E-11CF-9B30524153480000}\VersionIndependentProgID = pb_class.object HKEY_CLASSES_ROOT\CLSID\{E9E6FF51-788E-11CF-9B30-524153480000}\InProcServer32 = PBROI050.DLL HKEY_CLASSES_ROOT\CLSID\{E9E6FF51-788E-11CF-9B30-524153480000}\NotInsertable HKEY_CLASSES_ROOT\CLSID\{E9E6FF51-788E-11CF-9B30-524153480000}\Programmable HKEY_CLASSES_ROOT\CLSID\{E9E6FF51-788E-11CF-9B30524153480000}\PowerBuilder\ClassName = nvuo_test HKEY_CLASSES_ROOT\CLSID\{E9E6FF51-788E-11CF-9B30524153480000}\PowerBuilder\LibraryList = HKEY_CLASSES_ROOT\CLSID\{E9E6FF51-788E-11CF-9B30524153480000}\PowerBuilder\BinaryType = PCODE 



To merge this file with registry, either run REGEDIT /M C:\WORKDIR\NVUO_TST.REG or just double click on this file in the FileManger. You will be notified about successful registration. After this, you can use this object similar to the "Word.Document" that you have used with ConnectToNewObject().



 OLEObject lOLEObject Long lRetStatus lOLEObject = create OLEObject lRetStatus = lOLEObject.ConnectToNewObject( "pb_class.Object" ) If lRetStatus < 0 Then



MessageBox( "Error Info.", lRetStatus ) Else lOLEObject.uo_DisplayMessage( "Calling from " + & OLE Client App." ) End If lOLEObject.Disconnect() Destroy lOLEObject 



You will learn about distributing OLE Server object later in "Application Deployment" session.



Summary We've looked at OLE Structured storages, OCX controls, PowerBuilder's OLE Server creation, and Windows Registry The Mail Merge example should have shown you how easy it is to use OLE Automation and highlighted the differences between OLE and DDE.



Advanced Scripting, DataWindows - II You have learned PowerScript, DataWindows and advanced stuff like DDE, OLE and so on. This is the time to develop some re-usable objects, by which you can reuse them in the projects that you will be doing as part of these PowerBuilder courses. And also, we will introduce you to the advanced DataWindow coding. This is the kind of session that we will never say "this is the end of the session". In this session you will learn:



     



An object to export the DataWindow with more user-friendly prompts An object that allows print preview zooming of a given DataWindow An object that allows interactive sorting of a DataWindow Advanced DataWindow scripting Advanced scripting using window controls, etc. Drag and Drop



Estimated Session Time 300+ minutes Prerequisites:



  







You should have PowerBuilder (Desktop/ Professional/ Enterprise version) installed on your computer. Interactive DataWindow Sort Utility We are sure that you know how to sort the data in the DataWindow. You just need to call Sort() function. Then, why we are developing this utility? When we call Sort() function, PowerBuilder displays all the columns in the DataWindow in the sort criteria dialog box. As you know, the database names and the headings in the DataWindow may not be exactly same. In the column names there are a lot of restrictions, and, typically, the names would be cryptic for the end user. What we are going to do in this utility is that, let the user click on the DataWindow column interactively and let's take care of sorting the data. Paint a tabular style DataWindow with an external data source. Define the result set for the DataWindow as follows:



Name



Type



Length



Decimals



column_name



string



40



0



sort_order



string



1



0







 



 



Change the edit style for the sort_order column as RadioButton. The allowed values for the sort_order column should be "A" (Asc), "D" (Dsc) and save the DataWindow as d_sort.



Paint a window as shown in the following picture. There are four controls in the window. A DataWindow dw_sort, the three other controls are CommandButtons. Those are cb_sort, cb_delete and cb_close from left to right. Save this window as w_sort. Make sure to set the window type as Child window. Disable all window options expect visible, boarder and title. Set the title to "Sort". Associate d_sort DataWindow to the dw_sort DataWindow control.



Declare two instance variables: iWindow as a Window, and iDw as a DataWindow:



Window iWindow DataWindow iDw 







The purpose of iDw is to store the DataWindow that the user wants to sort on, while iWindow stores the window. Actually, storing the window isn't necessary, but if we do, it allows the sort window to be more flexible. For example, suppose that two sheets are open and the user invoked the sort window from Sheet2. As you know, we are allowing the user to select the column by clicking on the appropriate sheet, so if the user clicks on a column from Sheet1, we won't be able to find the column name. Sending both the Window and the DataWindow overcomes this problem. We need to declare a function wf_initialize() at this window level. The purpose of this window is to initialize the instance variables. We can't hard code the DataWindow name to sort, since we are creating a general purpose utility. After opening this window, let the user of this utility call this function saying which DataWindow to sort and in which window the DataWindow is in.



// Object: w_sort // Function: wf_initialize // Access Level: public



// Returns: (none) // Arguments: p_window window By value // p_dw datawindow By value String lSortOrderStr, lSortOrderStr1, lColName, lSortOrder Int lEndPos = 0, lSpacePos Long lNewRow If ( NOT IsValid( p_window )) OR & ( NOT IsValid( p_dw )) THEN Close( This ) End If iWindow = p_window idw = p_dw lSortOrderStr = idw.Describe( "datawindow.Table.Sort" ) If lSortOrderStr "!" and lSortOrderStr "?" Then dw_sort.Reset() Do While Len(Trim(lSortOrderStr)) 0 lEndPos = Pos(lSortOrderStr, ",") If lEndPos = 0 Then lEndPos = len(lSortOrderStr) End If lSortOrderStr1 = Left( lSortOrderStr, lEndPos -1 ) lSortOrderStr = trim(Mid ( lSortOrderStr, & lEndPos+1 )) lSpacePos = Pos(lSortOrderStr1, " ") lColName = Left(lSortOrderStr1, lSpacePos) lSortOrder = Trim(Mid(lSortOrderStr1, lSpacePos)) lNewRow = dw_sort.InsertRow(0) dw_sort.SetItem( lNewRow,1, lColName ) dw_sort.SetItem( lNewRow,2, lSortOrder ) Loop End If If dw_sort.RowCount() = 0 Then cb_sort.enabled = False cb_delete.enabled = False Else cb_sort.enabled = TRUE cb_delete.enabled = TRUE End If Return 







This function assigns the Window and DataWindow to instance variables and determines the existing sort order by calling Describe(). If there is any problem, Describe() will return either '!' or '?'. The following loop parses the sort order string returned by Describe() and inserts each column name and sort order in the dw_sort DataWindow. Okay, in the above function, we know which DataWindow to sort. But, we don't know the sort criteria. We need know each column the user clicks and add it to the sort criteria. We need one more function wf_add_to_sort_cols. Declare the following function at the window level.



// Object: w_sort // Event: wf_add_to_sort_cols // Access: Public // Returns: (none) // Arguments: p_window window By value // p_dw datawindow By value // p_clicked_col_name string value String lArg1, lClickedColName



Long lNewRow If IsValid( p_dw ) Then If p_dw idw Then idw = p_dw dw_sort.Reset() End If Else Return End If If IsValid( p_Window ) Then If p_Window iWindow Then iWindow = p_Window End If Else Return End If lNewRow = dw_sort.InsertRow(0) dw_sort.SetItem( lNewRow, "column_name", p_clicked_col_name ) dw_sort.SetItem( lNewRow, "sort_order", "A" ) //idw.AcceptText() cb_sort.enabled = TRUE cb_delete.enabled = TRUE Return  



This function checks that the DataWindow and Window are valid and then adds the column name to the dw_sort DataWindow control and enable the Sort and Delete buttons. The final thing to do is to apply the sort criteria when the user clicks on the Sort button. Write the following code for the clicked event of the cb_Sort button:



// Object: cb_sort // Event: Clicked Long lTotRows, i String lSortStr dw_sort.AcceptText() lTotRows = dw_sort.RowCount() If lTotRows > 0 Then lSortStr = dw_sort.GetItemString(1,1) + " " + & dw_sort.GetItemString(1,2) End If If lTotRows > 1 Then For i = 2 to lTotRows Step 1 lSortStr = lSortStr + ", " + dw_sort.GetItemString(i,1) + & " " + dw_sort.GetItemString(i,2) Next End If idw.SetSort( lSortStr ) SetPointer( HourGlass! ) idw.Sort() SetPointer( Arrow! ) 







This sets the values from each row in the dw_sort DataWindow control and prepares the sort strings with a loop. Before we actually sort the DataWindow, we call SetSort() with the new sort criteria. We then change the pointer to an hourglass, and call the Sort() function, before changing the pointer back. As a final touch, allow the user to delete a sort criteria by clicking on the Delete button:



// Object: cb_delete // Event: Clicked Long lCurrentRow lCurrentRow = dw_sort.GetRow() If lCurrentRow > 0 Then dw_sort.DeleteRow( lCurrentRow ) If dw_sort.RowCount() = 0 Then This.enabled = FALSE cb_sort.enabled = FALSE End If End If 



Now, we are done with developing the utility. Let's use it. Open the w_product_master window and comment all the code in the ue_sort event for the window and type the following code:



Open( w_sort ) w_sort.wf_initialize( this, dw_product )  



As explained above, we are opening the window and calling the initialize function with the window and DataWindow names. Now we have to allow the user to select a column by clicking on it. The following code has to be written for the clicked event for the DataWindow control on w_product_master:



// Object: dw_product // Event: Clicked If Handle( w_sort ) > 0 AND & Upper(dwo.Type) = "COLUMN" Then w_sort.wf_add_to_sort_cols( Parent, This, dwo.Name) Return 0 End If Return 0 



This code checks whether or not the w_sort is open using the Handle() function. If the return value is greater than zero, the window is open and we call another function to add the column to the sort list.



 



Want to see this in action? Run the application and test it. Working? Hey Guys, take it and use it in your real applications. You pay No royalties to us.



An Object To Export a DataWindow You can save the data contained in a DataWindow in most of the popular file formats, including .XLS, .DBF, tab delimited text and so on. We know that you learned about this in previous sessions. You have used SaveAs() to export the DataWindow. You might ask us, "Why we need to develop an object to export a DataWindow, when we can export it using a simple function call SaveAs()?" The answer is that, the text in the SaveAs dialog box is not user-friendly. For example, it says, CSV. It's a kind of cryptic. It would be more user-friendly if we display "Comma Separated Text (CSV)". There is no facility that allows us to change the text of the prompts in the SaveAs dialog box. So, we need to develop our own. What we're going to do is painting a popup window with required controls. We haven't used a popup window till now. Now, you can see it in action. Paint a window as shown in the picture below. The controls are ( left top to bottom, right top to bottom ) Static Text control (st_file_name), SingleLineEdit control (sle_file_name), Static Text control (st_file_format), DropDownListBox (ddlb_file_format), CheckBox ( cbx_heading ). The control that is next to the sle_file_name is a PictureButton (pb_file_browser). The controls in the right side are cb_export and cb_cancel.



Disable the maximize, minimize and resize options of the window and set the window type as "Popup" window and save the window as w_export.



Declare an instance variable called idw_to_save as a DataWindow.



DataWindow idw_to_save Now, add the following code to the "Open" event of this window:



// Object: w_export // Event: Open If IsValid( Message.PowerObjectParm ) Then idw_to_save = Message.PowerObjectParm Else Close ( This ) End If SetFocus( ddlb_file_format ) Return In the above code, we are expecting the DataWindow name that is supposed to be exported, as the parameter. When this window is opened using OpenWithParm() function, you can pass the DataWindow as the parameter in the function. As explained in the 'InterObject Communication' topic in the "MDI Windows" session, the parameters passed in this way are stored in the Message object. Later, we are setting the focus to the DropDownListBox to allow the user selecting the format to export. Write the following code for the Clicked event of the cb_file_name CommandButton.



// Object: cb_file_browser // Event: Clicked /* This script makes sure that user selects one of the file types and if selected, invokes a dialog box to accept the file name All the if conditions below simply display the selected type



of files in the Select File dialog box. */ string lFileTypes, lFileExt, lFileName, lTitle1 int lRetValue If Trim(ddlb_file_format.text) "" Then lFileName = Right(ddlb_file_format.text,5) Else MessageBox( "Info", "Please select the file format," + & " before you select the file name", Information!, OK!,1 ) Return End If CHOOSE CASE lFileName CASE "(CSV)" lFileTypes = "Comma Separated Files (*.CSV),*.CSV" lFileExt = "CSV" CASE "(DBF)" lFileTypes = "Dbase Files (*.DBF),*.DBF" lFileExt = "DBF" CASE "(DIF)" lFileTypes = "DIF Files (*.DIF),*.DIF" lFileExt = "DIF" CASE "(XLS)" lFileTypes = "Excel Files (*.XLS),*.XLS" lFileExt = "XLS" CASE "(WKS)" lFileTypes = "Lotus 1-2-3 Ffiles (*.WKS),*.WKS" lFileExt = "WKS" CASE "(SLV)" lFileTypes = "Multiplan Files (*.SLV),*.SLV" lFileExt = "SLV" CASE "(SQL)" lFileTypes = "SQL Files (*.SQL),*.SQL" lFileExt = "SQL" CASE "(TXT)" lFileTypes = "Text Files (*.TXT),*.TXT" lFileExt = "TXT" CASE "(HTM)" lFileTypes = "HTML Tables (*.HTM),*.HTM" lFileExt = "HTM" CASE "(PSR)" lFileTypes = "PowerSoft Report (*.PSR),*.PSR" lFileExt = "PSR" CASE "(WMF)" lFileTypes = "Windows Meta Files (*.WMF),*.WMF" lFileExt = "WMF" END CHOOSE lRetValue = GetFileSaveName("Save file as", sle_file_name.text, lTitle1, & lFileExt, lFileTypes) If lRetValue = 1 then cb_ok.enabled = TRUE We simply check which file type the user selects from the DropDownListBox and call the GetFileSaveName() function. This function invokes a standard dialog box, to allow the user to select or supply a file. It takes the following five parameters:



1. Heading to the dialog box 2. Variable to store the user selected file name with full path in the dialog box



3. Variable to store the file name returned 4. Type of files to display 5. Default file extension to add to the file if the user neglects to provide this If the user supplies a valid filename, we enable the Export CommandButton. The code for this control's clicked event is:



// Object: cb_export // Event: Clicked /* Basically, this script uses the SaveAs() function. Depending on the format type user selects, the appropriate Enumerated file type is supplied to the function. You cannot use macro like in dBase/FoxPro. That's why the script looks very big for a simple thing. */ boolean lSaveHeadings Int lUserAnswer String lFileName, lFileExt lFileName = Trim(sle_file_name.Text) lFileExt = Upper(right(ddlb_file_format.text,5)) If lFileName "" then If FileExists( lFileName ) then lUserAnswer = MessageBox( "Warning!", lFileName + & " already exists." + "~r" + & "Do you want to override the existing file? ", & StopSign!, YesNo!, 2) If lUserAnswer = 2 Then Return End If If cbx_heading.checked then lSaveHeadings = TRUE else lSaveHeadings = FALSE End If If lFileExt = "(CSV)" then idw_to_save.SaveAs( lFileName, CSV!, lSaveHeadings ) elseif lFileExt= "(DBF)" then idw_to_save.SaveAs( lFileName, dBASE3!, lSaveHeadings ) elseif lFileExt= "(DIF)" then idw_to_save.SaveAs( lFileName, DIF!, lSaveHeadings ) elseif lFileExt= "(XLS)" then idw_to_save.SaveAs( lFileName, Excel!, lSaveHeadings ) elseif lFileExt= "(WKS)" then idw_to_save.SaveAs( lFileName, WKS!, lSaveHeadings ) elseif lFileExt= "(SLK)" then idw_to_save.SaveAs( lFileName, SYLK!, lSaveHeadings ) elseif lFileExt= "(SQL)" then idw_to_save.SaveAs( lFileName, SQLInsert!, lSaveHeadings ) elseif lFileExt= "(TXT)" then idw_to_save.SaveAs( lFileName, Text!, lSaveHeadings ) elseif lFileExt= "(HTM)" then idw_to_save.SaveAs( lFileName, HTMLTABLE!, lSaveHeadings ) elseif lFileExt= "(PSR)" then idw_to_save.SaveAs( lFileName, PSREPORT!, lSaveHeadings ) elseif lFileExt= "(WMF)" then idw_to_save.SaveAs( lFileName, WMF!, lSaveHeadings ) end if Close ( Parent )



end if This script makes use of the SaveAs DataWindow function. Depending on the selected file format, it calls the SaveAs with appropriate enumerated data type. If the user has selected the Save Headings also checkbox, we also set lSaveHeadings to TRUE. This causes the function to include the headings with the data. The Close button simply closes the window:



// Object: cb_close // Event: Clicked close( Parent ) Want to see this in action? Open the w_product_master window and comment all the code for the ue_export event and write the following code and run the application.



OpenWithParm( w_export, dw_product ) Return 0



Print Preview - Zoom Utility We've already added some code to implement the Print Preview function, but as you will remember, it wasn't very useful - all it did was format the object ready for printing; no other functionality was provided. We can improve on this by allowing the user to zoom in or out on the object when they Print Preview. As our user interface is now becoming much more graphic based, let's use a scrollbar to implement this extra feature. Paint a child window as shown in the following picture. Disabling the control menu, the resize, maximize and minimize buttons. At the top of the window we have two StaticText controls with 40% and 200% as the text. The control below the StaticText controls is a Horizontal Scrollbar, leave its name to the default. The rest are two CommandButtons, cb_print and cb_close. Save this window as w_print_preview_zoom.



Declare an instance variable called iDw of type DataWindow.



DataWindow iDw Write the following code to the window's open event.



/* This script sets the minimum and maximum values for the horizontal scroll bar, takes the print preview zoom percentage of the datawindow through Describe function and sets the position of the scroll bar to the same position.



*/ Integer lDwZoom iDw = Message.PowerObjectParm If NOT IsValid( iDw ) Then Close( This ) iDw.Modify( "datawindow.print.preview=yes" ) lDwZoom = Integer( iDw.Describe( "datawindow.print.Preview.Zoom")) hsb_1.MinPosition = 40 hsb_1.MaxPosition = 200 hsb_1.Position = lDwZoom iDw.Modify("datawindow.Print.Preview.Rulers=yes") The comments in the code explain exactly what this does. The final line turns on the rulers for print preview. There are five specific events associated with a scrollbar, as depicted in the following table. These events are executed depending on what the user does or where he clicks. Event



When It Occurs



lineleft



Occurs when the user clicks on the left arrow



pageleft



Occurs when the user clicks between the current position and the left arrow



move



Occurs whenever the user drags the current position indicator



pageright Occurs when the user clicks between the current position and the right arrow lineright



Occurs when the user clicks on the right arrow



The code for each of these is fairly simple. First, the LineLeft event:



/* This event occurs when you click on the left arrow of the scrollbar. You need to set the position of the scrollbar and take care when the position goes below the minimum position and change datawindow print preview zoom percentage accordingly */ // Object: hsb_1 // Event: LineLeft String lArg1 This.Position = This.Position - 1 If This.Position < This.MinPosition then This.Position = This.MinPosition lArg1 = "datawindow.Print.Preview.Zoom=" + String( This.Position) iDw.Modify( lArg1 ) We decrease the current position of the scrollbar by one unit and use Modify() to alter the print preview zoom value. Note that the above script is making sure that the zoom value doesn't exceed the minimum value.



// Object: hsb_1 // Event: LineRight String lArg1 This.Position = This.Position + 1 If This.Position < This.MinPosition then This.Position = This.MinPosition lArg1 = "datawindow.Print.Preview.Zoom=" + String( This.Position) iDw.Modify( lArg1 ) The code for the PageLeft event is exactly the same, except that we move the current position by five units, as opposed to one:



// Object: hsb_1 // Event: PageLeft String lArg1 This.Position = This.Position - 5 If This.Position < This.MinPosition then This.Position = This.MinPosition lArg1 = "datawindow.Print.Preview.Zoom=" + String( This.Position) iDw.Modify( lArg1 ) The amount by which you move the current position is entirely optional. The scripts for LineRight and PageRight are exactly the same, except that they increase the current position by five and check that we don't go over the maximum value.



// Object: hsb_1 // Event: PageRight String lArg1 This.Position = This.Position + 5 If This.Position < This.MinPosition then This.Position = This.MinPosition End If lArg1 = "datawindow.Print.Preview.Zoom=" + String( This.Position) iDw.Modify( lArg1 ) The code for the Moved event is slightly different, but simpler than its cousins:



/* Sets the print preview zoom percentage to the position of the horizontal scroll bar */ String lArg1 lArg1 = "datawindow.Print.Preview.Zoom=" + String( This.Position) iDw.Modify( lArg1 ) This code simply sets the print preview zoom property to the value of the current position of the scrollbar. Finally, we want to actually be able to print the DataWindow once we've previewed it, so we add the following code to the Print button:



// Object: cb_print // Event: Clicked idw.Modify( "datawindow.Print.Prompt=yes" ) idw.Print( TRUE ) When the user close this window, we need to set the DataWindow back to normal, i.e., not in print preview mode. Write the following code to the clicked event of cb_close CommandButton.



//Object: cb_close // Event: Clicked iDw.Modify( "datawindow.print.preview=no" ) Close( Parent ) Want to see this in action? If you already don't have, add a menu item "Print Preview Zoom" just above the "Print Preview" under the "File" menu bar option in the m_sheet_menu menu. Write the code to trigger the ue_print_preview_zoom event in the active window. Declare ue_print_preview_zoom user-defined event and write the following code:



OpenWithParm( w_print_preview_zoom, dw_product )



Run the application and test it. Working? Use it in your real applications. You pay No Royalties. But, you need to help us with a small thing. Right now, 40% and 200% is hard coded in the code. Make changes to set these values any number the user-developer of this utility wants. That's your exercise.



Color CommandButton Object in the DataWindow Object With version 6.0, PowerBuilder allows you to place a CommandButton in the DataWindow object and has added couple of events ButtonClicking and ButtonClicked to program the CommandButton. When you place the button in the DW object, you can select one of the two pre-defined actions and you don't have to write any code for it. The following lists the pre-defined actions. Value Action



Description



Value returned to ButtonClicked event



0



UserDefined



(Default) Allows for programming of the ButtonClicked and ButtonClicking events with no intervening action occurring.



Return code from the user's coded event script



1



Retrieve (Yield)



Retrieves rows from the database. Number of rows retrieved Before retrieval actually occurs, option to yield is turned on. This allows the Cancel action to take effect during a long retrieve



2



Retrieve



Retrieves rows from the database. The Number of rows retrieved option to yield is not automatically turned on



3



Cancel



Cancels a retrieval that has been started with the option to yield



0



4



PageNext



Scrolls to the next page



The row displayed at the top of the DataWindow control when the scrolling is complete or attempts to go past the first row-1 is an error



occurs 5



PagePrior



Scrolls to the prior page



The row displayed at the top of the DataWindow control when the scrolling is complete or attempts to go past the first row-1 if an error occurs



6



PageFirst



Scrolls to the first page



1 if successful-1 if an error occurs



7



PageLast



Scrolls to the last page



The row displayed at the top of the DataWindow control when the scrolling is complete or attempts to go past the first row -1 if an error occurs



8



Sort



Displays Sort dialog box and sorts as specified



1 if successful-1 if an error occurs



9



Filter



Displays Filter dialog box and filters as Number of rows filteredNumber < 0 specified if an error occurs



10



DeleteRow



If button is in detail band, deletes row associated with button; otherwise, deletes the current row



1 if successful-1 if an error occurs



11



AppendRow



Inserts row at the end



Row number of newly inserted row



12



InsertRow



If button is in detail band, inserts row using row number associated with the button; otherwise, inserts row using the current row



Row number of newly inserted row



13



Update



Saves changes to the database. If the 1 if successful-1 if an error occurs update is successful, a COMMIT is issued. If the update fails, a ROLLBACK is issued



14



SaveRowsAs



Displays Save As dialog box and saves Number of rows filtered rows in the format specified



15



Print



Prints one copy of the DataWindow object



0



16



Preview



Toggles between preview and print preview



0



17



PreviewWithRulers Toggles between rulers on and off



0



18



QueryMode



Toggles between query mode on and off



0



19



QuerySort



Specifies sorting criteria (forces query mode on)



0



20



QueryClear



Removes the WHERE clause from a query (if one was defined)



0



To see how this works, place a button object in the footer band in d_products_maint DataWindow object and select SaveRowsAs pre-defined action from the properties sheet and run the application, retrieve data and click on that button. Placing the button object is also useful when you generate updatable HTML forms from the DataWindow. This feature is explored in 'WWW-PB' session in detail. Unlike the CommandButton Window control, you can specify background and foreground colors to the button object.



ButtonClicking and ButtonClicked events work similar to Window CloseQuery and Close events, meaning, ButtonClicking event fires just before ButtonClicked event. If the former event returns zero, then the later event is fired, otherwise, PowerBuilder doesn't execute the later event. The row number parameter to both of these events is the row number on which the button is placed. If you click on a button placed in the Footer area passes the bottom most visible row on the DataWindow and button in the Summary band passes the last row in the DataWindow (same as the one returned by the RowCount() function).



Drag And Drop Drag and Drop functionality allows you to create more user-friendly interface. With this interface, instead of selecting a series of menu options, user can drag the object and drop on to the required object. For example, to print a document, user can drag the document and drop on the printer icon, which will get printed. Similarly, dragging and dropping the same document on a recycle bin will delete the document. Whether you wrote the code to provide drag-n-drop functionality or not, you are using this in your daily life. Simple, example would be the File Manager. What you do to copy files from one drive to another drive. You simply select the files and drag them to the target drive. That's all. If you do drag and drop files from one directory to another which are on the same drive, Windows will move the files instead of copying. The solution to this problem is, press the Ctrl key and hold it down as you drag the files. If you drag and drop files between directories under Windows '95, the files won't get copied, instead, Windows creates links to the files in the target directory. You need to copy and paste using the right mouse button menu.



Drag-n-Drop Events Can I drag any PowerBuilder object? No. All descendent to the DragObject objects are draggable. Objects that are inherited from Draw object, such as line, circle, rectangle, etc, do not have drag-ndrop functionality. All draggable objects have the following events: DragEnter: This event gets fired in the target object, as soon as dragged object enters the target object boundaries. What you can do in this event? You can write code to check the object type & class that is being dropped and change the icon to stop icon if the dragged object is not allowed to drop. DragWithIn: As long as the user keeps dragging the dragged object within the target object boundaries, this event keeps firing in the target object. The need of writing code in this event is very rare. DragDrop: When the dragged object is dropped on the target object, this event fires in the target object. As soon as the user drops the object, drag-n-drop cycle ends. Most of the coding in the dragn-drop functionality, you need to write here. First thing in the code you need to do after checking for the object type & class name is to change the drag icon to normal mouse pointer, so that user knows drop part is done from his side. If you are doing any heavy duty processing in this event, change the mouse pointer to HourGlass and set it to normal when the processing is done. DragLeave: If the user drags the dragged object out of the target object boundaries without dropping, this event fires in the target object. Typical coding in this event is, changing the icon to the one which it was while entering into target object boundaries. BeginDrag, BeginRightDrag: These two events are available only for ListView and TreeView objects. These events occur when the user presses the mouse button and drags. All the above mentioned drag



related events are fired only when the dragging is enabled (we will explain about enabling drag functionality in a moment). But, these two events are fired whether or not dragging is enabled.



Drag-n-Drop Attributes There are two attributes related to drag-n-drop functionality. One is DragIcon and the other one is DragAuto. DragIcon specifies the icon to display when the object is in drag mode. Remember, in the PowerBuilder sort criteria dialog box, when you drag a column to drop on the criteria box, PowerBuilder displays a small rectangle along with the mouse pointer. That small rectangle is the drag icon. What if I don't specify any drag icon? Well, when the object is put in the drag mode, PowerBuilder displays the outlines of the object, rectangle, as the icon along with the mouse pointer. How big the icon would be? It's exactly the same size of the object. If you drag a DataWindow control that has no DragIcon specified, you will see the icon equivalent to the size of the DataWindow control. Where can I specify the DragIcon? You can specify in the painter, or in the script. When you go to the properties dialog box to any window control that is inherited from the Drag object, you will see Drag Drop tab page.



You can use from the existing PowerBuilder's stock icons, such as Rectangle!, StopSign!. These stock icons are part of PowerBuilder DLLs, so when you deploy the application you don't have distribute these icons. With version 5.0, PowerBuilder is shipping a lot of icons and bitmaps and you can find them in the art gallery. If you have painted your own icons, you can also use them ( use the Browse button). You can also change these icons at runtime in the script:



This.DragIcon = "c:\workdir\images\record.ico" This.DragIcon = "record.ico" This.DragIcon = "rectangle!" When you use one of the PowerBuilder stock icons, you need to suffix the icon name with the exclamatory mark "!" as shown in the above example. If you want to paint icons/bitmaps on your own, you don't have spend money to purchase painting tools. PowerBuilder comes with "Watcom Image Editor" which is really a lot powerful than PaintBrush. DragAuto is a boolean attribute. If this attribute is set to true, PowerBuilder displays the drag icon as soon as the user clicks on the object and user can start dragging the object. Don't set this option to true for objects like DataWindow controls when they are designed for data entry. Why? Because, as soon as the user clicks on the DataWindow, the object is set into the drag mode and the code that you wrote for the Clicked event won't get executed. That's why, start the drag mode in the script in the appropriate event as shown below:



This.DragAuto = True



Drag-n-Drop Functions There are couple of functions related to the drag-n-drop. One is Drag() and the other one is DraggedObject(). You use the drag() function to start, cancel/stop the drag mode. For example, you may want to start drag mode when the mouse is moving while the left mouse button is depressed.



IF keydown( KeyLeftButton! ) THEN This.Drag( Begin! ) END IF The above code is for the ue_mouse_move event for a DataWindow control. This event is mapped to pbm_mousemove event id. We are checking whether left mouse button is depressed by calling KeyDown() function. If so, we are turning on the drag mode. Dropping on the target object automatically ends the drag mode. In the target object, you can call DraggedObject() function to find out the object that is dragged. Then you can call TypeOf() and ClassName() functions to find out the object type and the class name.



If DraggedObject().TypeOf() = DataWindow! Then If DraggedObject().ClassName() = "dw_left" Then //Code End If End if In the above code, we are checking whether the dragged object is a DataWindow or not. If it's a DataWindow, we are checking whether its name is dw_left or not. The above code won't work if you are using versions prior to 5.0. Because, we are using nested functions. You need to write the following code instead of the above:



DragObject l_DragObject l_DragObject = DraggedObject() If l_DragObject.TypeOf() = DataWindow! Then



If l_DragObject.ClassName() = "dw_left" Then // Code End If End If In the nested code listing, we are skipping one step of storing the object in a local variable. The function DraggedObject() returns an object that is dragged. In the first code fragment, we are expecting that TypeOf() function is available at the object returned by the DraggedObject(). For example, say, DraggedObject() returns a DataWindow control, TypeOf() function is available at the DataWindow control. TypeOf() and ClassName() functions are available at all PowerBuilder objects, so, there won't be any problem and both of the above code fragments are right. Do you agree? The answer is Yes and No. If you are writing this code to the DragDrop event and if you are sure that this DragDrop is not being called from anywhere in the program, then the above code is right. But, if you are calling the DragDrop event from somewhere in the application or if you are writing this code as a function and being called from places other than DragDrop event, you are in trouble. Any Guesses?



To illustrate the problem, we wrote the first listing of the code in the clicked event of a CommandButton and ran the application. The above picture is the result of clicking on that CommandButton. What happened? When we click on the CommandButton, we are not dropping any object on CommandButton. So, the DraggedObject() returns null value. We are calling TypeOf() function for a null object. That's why the above error. Be careful while calling the nested functions. Make sure the function returns proper object and the nested function is available at the returned object. It's hard to debug this type of code also. Even the second code fragment is not the perfect code. You need to check for the valid object before the IF function:



If NOT IsValid( l_DragObject ) Then Return -1



Implementing the Drag-n-Drop Functionality Do you remember, we have created a user object to shuffle DataWindow rows between two DataWindows. We are using the CommandButtons to shuffle rows. Let's make it user-friendly by adding the drag-n-drop functionality. Open the user object uo_shuffle_rows_between_2_dws that you have painted in the user objects session. Declare the following instance variables:



String i_DragIcon DragObject i_DragObject Define a user event ue_mouse_move for both dw_left and dw_right DataWindows. Map this event to pbm_mousemove event id. Go to the properties dialog box for the dw_left DataWindow control and set drag icon as "Question!". Do the same for the dw_right DataWindow control also.



Write the following code to the ue_mouse_move event for the dw_left.



If keydown( KeyLeftButton! ) Then This.Drag( Begin! ) End If Do the same thing for the dw_right DataWindow control also. This code turns on the drag mode. What we need to do when something dropped on these DataWindows? Write the following code to DragDrop event of dw_left DataWindow control.



// Object: "dw_left" // Event: DragDrop" DragObject l_DragObject l_DragObject = DraggedObject() If NOT IsValid( l_DragObject ) Then Return -1 If l_DragObject.TypeOf() = DataWindow! Then If l_DragObject.ClassName() = "dw_right" Then cb_transfer_to_left.Event Trigger Clicked() End If End If Since we already wrote the script to shuffle rows to the CommandButtons, we are making use of that code. In the above listing, we are triggering the clicked event of cb_transfer_to_left if the dw_right is dragged. Copy this script to the DragDrop event of the dw_right DataWindow control and replace dw_right with dw_left and cb_transfer_to_left with cb_transfer_to_right. That's all, basically we are done. One more thing that we can add is that, let's display stop sign when the DataWindow is dragged onto a CommandButton. Write the following code to the DragEnter event of cb_transfer_to_right CommandButton.



i_DragObject = DraggedObject() If IsValid( i_DragObject ) Then i_DragIcon = i_DragObject.DragIcon i_DragObject.DragIcon = "StopSign!" End If In the above code, we are storing the current drag icon of the dragged object in an instance variable and setting the drag icon to StopSign. Write the following code to the DragLeave event of cb_transfer_to_right CommandButton.



If IsValid( i_DragObject ) Then i_DragObject.DragIcon = i_DragIcon End If Copy these two scripts to the cb_transfer_to_left CommandButton also.



Now, It's is the time to run and test this functionality. You might get a clash with the multi row selection. After selecting multiple rows, if you click on the DataWindow control thinking to drag the DataWindow, you will see all the selected rows are deselected and only one row is selected. What you can do is that, after selecting the final row you want to drag, don't leave the mouse button and start dragging it.



Pipeline User Object & Data Pipeline Painter In very simple terms, you can use the data pipeline object to copy data from one table to another and the way it works is something similar to DataWindow object even though not exactly. As you know, using the DataWindow object when you are in the DataWindow painter, you can retrieve data from the database and do changes and save the changes back to the database, right from the painter. You don't have to do any programming except defining the SQL statement. Similarly, you can define the data pipeline in its painter and execute it and copy data between tables. You need to have DataWindow control to use the DataWindow object at runtime. Right? You assign the DataWindow object to a DataWindow control and write all the script to the DataWindow control. Similarly, to use the data pipeline object at run-time, you need to use a user object of type Pipeline. All the definition is defined in the data pipeline object in its painter. You write all the script for the pipeline user object and other window controls.



Where I Can Use the Data Pipeline Object And Pipeline User Object? You can use data pipeline painter and pipeline user object in many different places such as:



  



Copying data from one table to another: Both tables are in the same database, for ex: product database. Tables are in two different databases, for ex: product & history databases, both are Sybase SQL AnyWhere databases







Tables are in two different databases and each database is from different vendor, for ex: product database in Sybase and history database in Oracle



Use variety of data sources; You aren't restricted to use the straight simple SELECT statement. You can use:



  



SELECT statement SELECT statements with UNIONs Stored Procedures



Defining the Data Pipeline Object Invoke the data pipeline object painter by clicking on



icon.



Here, you need to select two database profiles. One is the source and the other one is the destination. Our target of this example is to copy data from product_master to product_master_history table. We don't have the product_master_history table. Don't worry. Keep going. Select the SQL Select data source and click OK button. Select product_master from the Select Table dialog box and click on Open button. Select all the columns from the product_master table. Just for the sake of example, let's assume all obsolete products have "obsolete" word at the beginning of their description. Let's select only those items. Define the WHERE clause as follows:



lower("dba"."product_master"."product_description") like 'obsolete%' Then switch to the data pipeline definition mode by clicking on the



icon.



Here, you can specify the number of rows after which pipeline object has to COMMIT statement in the database. You can also specify the maximum number of errors after which pipeline has to stop pumping the data into the target table. Type-in the target table "t_product_master_history". If you want PowerBuilder to copy the extended attributes, check Extended Attributes option; you can do this only when you choose Create or Replace option for the Options prompt. You have a lot of choices on how you want t copy the data. You can ask for:



    



Create a new table specified in the Table prompt and insert rows in that table. Drop the existing target table and re-create the table and insert rows in the new table. Add rows to the specified table Update the rows in the specified table Delete the rows and insert rows



We need two of the above options. We need to create t_product_master_history table since it's not existing. Later we need to refresh it. Just select Create - Add Table option. Turn on Extended Attributes option. Save the object as dp_copy_to_history. Don't exit from this painter. Click on the execute icon. You will see the status on the MicroHelp status bar. Now, the table is created and eligible rows are copied. From now onwards, we need to refresh the table. Basically, we add the rows. Now, select Append Insert Rows option and save the object and exit the painter. Let's see how to use this in the script and move the rows to the history table.



Defining Pipeline User Object



As explained earlier, in order to execute the data pipeline object at run-time, you need to use pipeline user object. Invoke the user object painter and select Standard under the Class option and click OK button. Select pipeline from the list of standard classes and click OK button. This object has three major event.



  



PipeStart PipeMeter PipeEnd



When you execute this object using Start() function, PipeStart event fires. For each row pipeline acts in the target table, PipeMeter event fires. At the end PipeEnd event fires. For our example, what we can do is, display the number of rows being copied as each row is copied to the target table. That means, we need to write the script in the PipeMeter event. Declare three instance variables as shown below. We will be using these variable to display the status.



StaticText st_read, st_written, st_errors Write the following code to the PipeMeter event.



If IsValid( st_read ) THEN st_read.text = string( RowsRead ) If IsValid(st_written) THEN st_written.text = string( RowsWritten) If IsValid( st_errors ) THEN st_errors.text = string( RowsInError) Save the object as "uo_p_copy_to_history" and exit the painter. Observe that, we have just declared the variables, but we are neither creating those variables using the CREATE statement not assigning any objects to this variables. We will be assigning the objects before we execute this object.



Pipeline Object At Work Paint a window as shown in the picture below:



The window has a DataWindow dw_error. All the controls in the right hand side are CommandButtons, cb_execute, cb_cancel, cb_repair, cb_close. The rest are StaticText controls. Name the StaticText controls in the bottom which are shown with border as st_read, st_written and st_errors ( from left to right ). Save the window as w_move_to_history. Please note that, no DataWindow object is associated with dw_error DataWindow.



Declare the following instance variables:



uop_copy_to_history ip_CopyToHistory Transaction it_Target Write the following code to the window's Open event:



// Object: w_move_to_history // Event: Open it_Target = CREATE Transaction it_Target.dbms = sqlca.dbms it_Target.database = sqlca.database it_Target.userid = sqlca.userid it_Target.dbpass = sqlca.dbpass it_Target.dbparm = sqlca.dbparm Connect using it_Target; If it_Target.sqlcode 0 Then SQLCA.uf_Display_Error() Close( This ) End If ip_CopyToHistory = CREATE uop_copy_to_history ip_CopyToHistory.DataObject = "dp_copy_to_history" ip_CopyToHistory.st_read = st_read ip_CopyToHistory.st_written = st_written ip_CopyToHistory.st_errors = st_errors In the above code, we have created a new transaction object. This is require because, we need two transaction objects for the data pipeline execution, one for connecting to the source database and another for connecting to the target database. Actually, we are connecting to the same database "product" in this example. After creating the transaction object, we are populating the values from the SQLCA, since we are connecting to the same database. Similarly, we have created an user object of type uop_copy_to_history. Then we set the instance variables that we have declared in the user object for displaying the status. Write the following code for the window Close event.



// Object: w_move_to_history // Event: Close If IsValid( ip_CopyToHistory ) Then DESTROY ip_CopyToHistory DESTROY it_Target In the close event, we are destroying the objects that we have created in the open event.



// Function: wf_delete_old_products // Arguemtns: None // Return Value: Integer // Access level: Private Event: Clicked String ls_SQLStatement ls_SQLStatement = & 'DELETE FROM "dba"."product_master" ' + ' WHERE lower & ("dba"."product_master"."product_description") ' + & " like 'obsolete%'"



Execute Immediate :ls_SQLStatement ; IF SQLCA.SQLCode = 0 THEN Return 0 Else SQLCA.uf_Display_Error() Return -1 End If In this function we are deleting all obsolete products from the product_master table.



// Object: cb_execute // Event: Clicked Integer li_ReturnStatus SetPointer( HourGlass! ) This.Enabled = False cb_close.Enabled = False li_ReturnStatus=ip_CopyToHistory.Start( SQLCA, & it_Target, dw_Error) If li_ReturnStatus 1 Then MessageBox("Error while copying the data to " + & "history table", "Error return code: " + & string(li_ReturnStatus)) End if li_ReturnStatus = wf_delete_old_products() If li_ReturnStatus = 0 Then Commit Using SQLCA ; Commit Using it_Target ; Else Rollback Using SQLCA ; Rollback Using it_Target ; End If This.Enabled = True cb_close.Enabled = True SetPointer( Arrow! ) In the above code, we are actually executing the pipe object by calling Start() function. This function takes three parameters. Source transaction object, target transaction object and the DataWindow name in which it has to display any errors. PowerBuilder automatically creates the DataWindow depending on the errors and displays in the specified DataWindow. Once copying is successful, we are calling a function in which we deleting all the copied rows from the product_master table. If everything is successful, then we are committing otherwise, we are rolling back the changes. What happens when there is error. PowerBuilder displays all the errors in the DataWindow. User can then do appropriate changes and click on the Repair button.



// Object: cb_repair // Event: Clicked Integer li_RetStatus li_RetStatus = ip_CopyToHistory.Repair( it_Target ) If li_RetStatus = 1 Then li_RetStatus = wf_delete_old_products() If li_RetStatus = 0 Then Commit Using it_Target ; Commit Using SQLCA ;



Return 0 End If End If Rollback Using it_Target ; Rollback Using SQLCA ; Return 1 Repair() function takes the target transaction object as the parameter and applies the changes that are done to the errors in the target database.



// Object: cb_cancel // Event: Clicked ip_CopyToHistory.Cancel() Rollback Using it_Target ; Rollback Using SQLCA ; If user wants to cancel by any reason, he can do so by clicking on the Cancel CommandButton. We are calling the Cancel() function at the pipeline object and rolling back any changes that are made. That's all. In the open event of the application object, append the following code for testing purpose and run the application.



Open( w_move_to_history ) You will see that 0 rows are copied, since there is no obsolete product. Open the product master window at run-time and prefix few products description with "obsolete" and save it. Then run the pipe object. You might get some errors when you try to delete any products that have transactions. This is because of the referential integrity we have declared using the foreign keys in the database. Just for the purpose of testing, add few new products in the product_master table with "obsolete" prefix in the description and try it.



DataStore Object Do you remember, in the transaction window, we are using a hidden DataWindow control to print the transactions report. This is because, we are using different DataWindow controls dw_tran_header and dw_tran_detail for transaction entry and printing those two DataWindows together as we see on the screen isn't possible. In some places we also have used hidden DataWindow controls to make sure that user is not adding a existing product_no again. In all these areas wherever we are using hidden controls, we aren't really coding for clicked, rButtonDown events. Because, those are hidden, user can't click on them. That means providing any visual related events and functions are meaningless. What we mean by "Visual" in this context is, any user interaction related event and functions. With version 5.0, PowerBuilder came up with a new object called DataStore. A DataStore is a nonvisual DataWindow control. It's like a DataWindow control except that many of the visual properties associated with the DataWindow control aren't available at DataStore object. However, because you can print DataStores, PowerBuilder provides some events and functions for DataStores that pertain to the visual presentation of the data.



Where To Use a DataStore? There are three main areas where you can use DataStore instead of a DataWindow control.















 



 



Background Processing: Sometimes we use multiple DataWindow controls on the screen to display one single report. An example for this would be transactions window in our application. Those DataWindows are not usable for printing. So, we use a hidden DataWindow control for printing. By using the hidden DataWindow control, we are putting all the visual overhead. It would be more efficient to use DataStore instead of hidden DataWindow control, by that we are reducing a lot of overhead. Processing Embedded SQL: Lot of times you need to use embedded SQL to check whether a particular record is existing in the database or not. For example, when the user enters a new product in the product_master, in the ItemChanged event of that DataWindow control, we are checking for the existence of the newly entered product. If it's already existing in the database, we are displaying an error. Well, we are using a hidden DataWindow control in this case. Some people use embedded SQL instead of hidden DataWindow control. It would be more efficient if you use DataStore instead of embedded SQL/hidden DataWindow control. Distributed Objects: You can use DataStore in the server application when you are developing a distributed application. More details on this topic are covered in the "Distributed Objects" session. Using DataStore In Our Application As you know, we are using a hidden DataWindow control, dw_product_check in the w_product_master window. What for we are using this hidden DataWindow control? We want to check whether the new product the user entered is existing in the database or not. If isn't existing, we are displaying an error. Let's use the DataStore to get the same functionality that we are getting by hidden DataWindow control. Declare an instance variable as follows:



DataStore ids_ProductCheck 



Append the following to the existing script for the window open event:



ids_ProductCheck = CREATE DATASTORE ids_ProductCheck.DataObject = "d_display_product" ids_ProductCheck.SetTransObject( SQLCA )  



We are creating an instance of a DataStore object and assigning the DataWindow object to the DataStore object, similar to the way we change the DataWindow object to a DataWindow control. Then we are setting the transaction object. Comment the following script that is related to the hidden DataWindow control.



// dw_product_check.SetTransObject( SQLCA )







Comment the following line in the ItemChanged event of dw_product DataWindow control:



//dw_product_check.Retrieve( Integer( Data ) ) 



Add the following line just below the above line:



ids_ProductCheck.Retrieve( Integer( Data ) ) 



Similarly, comment the following line:



// If dw_product_check.RowCount() = 1 Then 



Add the following line just below the above line:



If ids_ProductCheck.RowCount() = 1 Then 



A good programmer destroy all the object that (s)he has created. So, let's do the same. Add the following line in the window Close event:



DESTROY ids_ProductCheck 



Now, run the application and see whether it's working properly or not.



How Is DataStore Object Different From DataWindow Control ? 



   







In a DataWindow control, if you call Sort() function after the SetSort() function with a NULL value argument, PowerBuilder displays the sort criteria dialog box. PowerBuilder doesn't display dialog box for DataStore object. Same thing applies to the Filter() function also. Same thing applies to SaveAs() function also. Prompt for Criteria feature is not available for DataStore object. If you call Retrieve() function at a DataWindow control with no arguments when the DataWindow object is designed for taking arguments, PowerBuilder prompts you for arguments at run-time. If you do the same for DataStore object, PowerBuilder doesn't prompt you for the retrieval arguments. DataStore object has the same types of buffers that a DataWindow control has. However, the use of edit control is slightly different in the DataStore object. In case of DataWindow control, edit control buffer stores the user input and copies to the primary buffer only when the data passes the validation. In case of DataStore object, user is not going to supply any data interactively. All data manipulation is done in the script. The edit control buffer is used to validate data entered in the DataStore object using ImportFile(), ImportClipbord(), ImportString() functions.



The following events aren't available at a DataStore object:



              



Clicked DoubleClicked rButtonDown DragDrop DragLeave DragWithin DragEnter GetFocus LooseFocus EditChanged ReSize ItemFocusChanged RowFocusChanged ScrollHorizontal ScrollVertical



Powersoft Reports With version 4.0, Powersoft introduced a new format in which you export a DataWindow, that is, PSR (Powersoft Report). You will find a choice PSReport! for this export type in the SaveAs() function, PowerBuilder saves the file with .PSR extension. What's the use of exporting into this format. Well, there are a lot. When you double-click on a file with .PSR extension either in the File Manager/Explorer, MS-Windows invokes InfoMaker automatically and displays the report. You can also e-mail a PSR file in any mail system such as Microsoft Mail/Lotus cc:Mail that supports MAPI. You can also use the PSR file in the OLE. InfoMaker is a subset of PowerBuilder, designed for the end-user. End users use InfoMaker to create reports. As you know, you can manipulate the data when you are in the DataWindow preview mode at design time. But, in InfoMaker, user can't make any changes to the data. Its whole purpose is just reports. After exporting the DataWindow in PSR format, if you double-click on the file in the File Manager/Explorer, it won't invoke any application, instead it prompts you for the application with which you want to associate the report. This is because, when you install PowerBuilder, PowerBuilder won't register for .PSR type in the registry. If you install InfoMaker, it registers automatically for you. If you want to create a report at design time, you don't have to install InfoMaker, instead, you can invoke the Report painter. In the standard PowerBar, you won't find any icon for the Report painter. Customize and add icon. You will find two of these icons. The one which has blue color on the top is the Report painter. In this you can paint the report. The other one with green color is the Run Report icon. In this you can just run the report and you can't design a report using this icon. Unlike a DataWindow painter in which you can set the update properties, you can't set the update properties in the Report painter. If you paint a report with nested reports, PowerBuilder doesn't save all the nested reports a single report, instead, it saves the names of the nested reports with the main report. To run the main



report, the user should have the nested reports available in the Library Search path.



Describe & Modify Functions To read and change the attributes of a DataWindow object, we call describe() and modify() function. Describe() returns the value of the specified attribute. For example, the following statement returns whether the DataWindow is in the query mode or not.



String ls_QueryModeCheck ls_QueryModeCheck = & dw_product.Describe( "datawindow.querymode" ) The first value in the argument is the object name and the second one is the attribute name. There are few attributes that are applicable for whole DataWindow object. For example, querymode, printpreview. In that case, the first argument is literally "DataWindow". Say, you want to find whether the font for the product_description field is italic or not, then we need to replace "DataWindow" with the column name, product_description in the above code.



String ls_FontItalicCheck ls_FontItalicCheck = dw_product.Describe( & "product_description.font.italic" ) While dealing with the column, you can specify the column number instead of column name. For example, in the dw_product DataWindow control, the second column is product_description, the function call would be:



String ls_FontItalicCheck ls_FontItalicCheck = & dw_product.Describe( "#2.font.italic" ) When you use the column number, you need to prefix the column number with pound sign as shown in the above example. The return value of Describe() is always a string datatype. So, when you are expecting a numeric or other datatype, you need to convert it into the desired datatype. The correctness of the argument is not checked at compile time. If there is anything wrong with the argument, Describe returns "!". We use Modify() function to change the value of an attribute. The following code sets the DataWindow in the query mode:



dw_product.Modify( "DataWindow.QueryMode=yes" ) The following code changes the product_balance field:



dw_product.Modify("product_balance.Format='[red] & $#,###,##0.00'") The following code sets the retrieval argument of a nested report.



ls_Arg = ".Nest_Arguments=((~"" + & string( lEmpIdToPrint ) + "~"))" dw_print.Modify( "r_emp_details" + lStrArg ) dw_print.Modify( "r_emp_vacations" + lStrArg ) dw_print.Modify( "r_emp_wages" + lStrArg )



dw_print.Modify( "r_emp_docs" + lStrArg ) The above example is taken from the Payroll project. In the employee data entry window we have four DataWindows. Since we can't print all those four DataWindows together as we see on the window, we are using a composite DataWindow that has four DataWindows. Each of the DataWindow has a retrieval argument of the employee id. The retrieval argument of a nested DataWindow can't be specified with a normal Retrieve() function. So, we need to use Modify() function to set the retrieval argument of each of the nested DataWindow. To do this, we need to specify the nested DataWindow object name and ".Nest_Arguments" property and the value. We are use tilde sign "~" to use special characters in the quotations. For example, if you want to use a tab character, you need to use "~t". Similarly to represent a double quotation in a double quotation, you need to use "~"" tilde before the quotation. You are not limited to using a constant value in the Modify() function. You can assign a value through an expression that PowerBuilder evaluates during execution, instead of having to directly assign a value. The following is the syntax:



' DefaultValue ~t DataWindowExpression ' DefaultValue is the value to assign the property if the DataWindow expression doesn't return a valid value. Please note that, you should separate the default value and DataWindow expression with a tab character.



dw_product.Modify( "product_balance.Color = '0 ~t & if( " product_balance < product_reorder_level,255,0)'") The above statement changes the color of product_balance to red if the balance is less than the reorder level, otherwise, the color is set to black.



dw_wages.Modify( "effective_date.TabSequence=0" ) In the above example, we are setting the tab sequence of effective_date column to zero. That means user can't edit that field. That's fine. But, If you want to allow the user to edit the field in the new records, but want to protect in the existing records, the above statement won't work. We need to use an expression.



dw_wages.Modify("gross_wages.Protect='1~tIf( & IsRowNew(),0,1)'") When you set the tab sequence of a field, it applies to the field in all records. Instead, if you use protect attribute, you can apply at a record level. In the above example, we are protecting the field if it's not a new record. The above two examples would be useful for you in the upcoming project "Payroll Project", which you need to code from beginning.



dw_product.Modify( "product_balance.Color = '0 ~t " + & "if(product_balance < product_reorder_level,255,0)'" + & "product_balance.Font.Weight = '400 ~t " + & "if(product_balance < product_reorder_level, & 700,400)'" + & "product_balance.Alignment = '1 ~t" + & "if(product_balance < product_reorder_level,0,1)'") You are not limited to one expression per Modify() function. You can use multiple expressions separated by a single space between each expression. In the above statement we are setting the



product_balance to red color with bold font and left aligned. We have used three expressions separated by a single space.



You can also use CREATE statement to add objects to the DataWindow at run-time. The following example is taken from the help, which adds an ellipse to the DataWindow.



dw_1.Modify( "CREATE ellipse(band=detail x='1229' " + & " y='0' height='112' width='739' brush.hatch='6' " + & " name=oval2 "brush.color='65535' pen.style='0' " + & " pen.width='10' pen.color='0' background.mode='1' " ) You can also destory the elements from the DataWindow using DESTORY statement.



dw_1.Modify("DESTROY oval2") Destroying a column by name does not remove the column data from the buffer. It just removes the column from the display.



dw_1.Modify("DESTROY emp_id") If you want to remove the column's data also from the buffer, include the keyword COLUMN.



dw_1.Modify("DESTROY COLUMN emp_id")



New Dot Notation Syntax For DataWindow Objects With version 5.0, Powersoft introduced a new syntax for accessing the DataWindow object in a DataWindow control or DataStore. That's .Object notation. Using this convention, you reduce a lot of Describe and Modify() calls. In some cases where you add records in a loop and set each item, you can see a lot of performance improvement with this syntax. You can also reduce a lot of code. Using this new syntax, you can do two things. One is reading/changing the data and another is reading/changing the elements attributes. We use ".Object" syntax for data manipulation. The syntax is available in different flavors.



dw_product.Object.Data[ 1, 2 ] = "obsolete "+ & dw_product.Object.Data[ 1, 2 ]



In the above example we are making a product obsolete by prefixing "obsolete" to the product_description. In the Data[1,2], 1 is the row number and 2 is the column number. In this convention, we need to use .Object literally after the DataWindow control name. The full syntax is:



dwcontrol.Object.Data {.buffer } {.datasource } & [ rownum, colnum ] Buffer and DataSource are optional. Primary is the default for buffer and current is the default for DataSource. In the above example, we are basically changing a specific column in a specific row. If you want to change few columns in a few rows, we have a different syntax:



dwcontrol.Object.Data {.buffer } {.datasource } & [ startrownum, startcolnum, endrownum, endcolnum ] If you want to change the whole row, the following is the syntax:



dwcontrol.Object.Data {.buffer } {.datasource } & {[ rownum ]} This syntax is useful when you want to set the whole row. If you want to set all rows, don't specify the row number. This syntax is useful when you have the data in an array and want to load the data from the array into a DataWindow. If you want to change all the selected rows, use the following syntax:



dwcontrol.Object.Data {.Primary } {.datasource } .Selected Please note the word , .Primary after the .Data in this syntax, in other syntaxes you have the choice of specifying the buffer. when you know the field name, you can use the following syntax for multiple rows:



dwcontrol.Object.columnname{.buffer}{.datasource} & [startrowNo,endrowNo] Use the following syntax to read/change a particular column in the selected rows:



dwcontrol.Object.ColName {.Primary }{.datasource}.Selected All the above syntaxes are used to read or manipulate the data. Now, let's see changing the attributes. Now, let's see manipulating the object attributes. The following is the syntax:



dwcontrol.Object.dwobjectname {.Object.dwobjectname}.property & {.property}{=value} With this syntax, we can do everything that we can do with the Modify() function. The following makes the DataWindow read-only:



dw_employee.Object.DataWindow.ReadOnly = "yes" Previously, we have used Modify() function to make work_or_vac_code as read-only for existing rows, but editable for new rows. The following does the same thing with new syntax:



dw_emp_vacations.Object.work_or_vac_code.Protect = & "1~tIf(IsRowNew(),0,1)" You can observe that there is no difference in the expression.



Treeview Control TreeView control is one of the Windows 95 controls i.e., these controls were introduced with the Windows 95 operating system. Using a TreeView control you can display hierarchical data in the window and create more user-friendly screens. The behavior of this control is similar to windows explorer. Each item in this control is called TreeViewItem. In the following picture, Receipts is a TreeViewItem, Issues is a TreeViewItem and each transaction number you see is a TreeViewItem. Each TreeViewItem has a level number. The first item from which all the TreeViewItems branch is called RootTreeViewItem. In the following picture, Transactions is the RootTreeViewItem. The level of RootTreeViewItem is 1. The TreeViewItem level increments by one for each branch. In the following picture, Receipts, Returns and Issues all have level 2. All the transactions under Receipts are at level 3, similarly transactions under Issues are also at level 3.



Unlike ListBox and DropDownListBox you cannot specify the tree items at painting time. You need to write code to add tree items in the TreeView control. Create a new window and place a TreeView control on the window. Write the following code in the window open event and run the window.



tv_trans.InsertItemFirst( 0, Transactions, 1 )



The first argument specifies the tree item handle under which you want to insert a tree item. We do not have any other tree items in this TreeView control; so, we specify 0, i.e. to display the item as the first one in the control. The second argument specifies the label, third option specifies the picture number to use before the label. Close the window and go to the TreeView control properties. Select Pictures tab and change the first prompt to Run! and run the window again. Now you will see the following picture.



At painting time, you can either specify stock pictures or custom pictures in the TreeView control properties dialog box. In the script, you can refer to these pictures by the index number (index starts from the top, in the same order that you specified in properties dialog box). Changing the above code to the code shown below will not display any icon before the label.



tv_trans.InsertItemFirst( 0, Transactions, 0 )



Now, let us see how to add pictures to the TreeView Control at run-time. Replace the above code with the following and run the window. You will see Help icon instead of a Closed Folder icon.



Integer li_icon1 li_icon1 = tv_trans.AddPicture( Help!) tv_trans.InsertItemFirst( 0, Transactions, li_icon1)



We are adding a picture to the TreeView control using AddPicture() and capturing the return code of it. We are specifying that return code in the InserItemFirst(). To insert a TreeViewItem, there are two more functions available, InsertItemLast() and InsertItemSort(). The following picture depicts the result of different functions when the TreeView control already has the following TreeViewItems.



Now, let us add few branches to the Transactions root item. Before you write the code, change the picture to Custom039! in the Picture tab page of the properties dialog box. Replace the above code in the window’s open event with the following code and run the window.



long ll_trans, ll_receipts, ll_issues, ll_returns ll_trans = tv_trans.InsertItemFirst( 0, Transactions, 1) // The following three tree items are branches // to Transactions. // This is achieved by using ll_trans as the first // argument in the following functions. ll_receipts = tv_trans.InsertItemFirst( ll_trans, Receipts, 1 ) ll_issues = tv_trans.InsertItemFirst( ll_trans, Issues, 1 ) ll_returns = tv_trans.InsertItemFirst( ll_trans,Returns, 1 ) You will see all tree items in the TreeView control as children of Transactions. We are able to do this by using the handle of Transactions in the InsertItemFirst(). You can observe the lines that are connecting all the TreeViewItems in the TreeView control. If you wish not to show these lines, you need to turn off ShowLines property in the property dialog box. By default, the lines are not shown to the root tree item. Turn on Lines at Root option, if you need to show lines for the root tree item also. Turn this option on and run the window.



In addition to the lines, you will see one more thing, a button before the line. The button will display + sign when the branch has sub-branches but not expanded, - sign when the branch has sub-branches and the branch is already expanded. You will not see the button if the branch has no sub-branches. At run-time, clicking on the + button will expand the branch and vice-versa. That’s why, there is no button for Receipts, but Transactions has the button. If you wish, you can turn off displaying buttons before the picture by turning off ShowButtons property in the property dialog button. Turning off ShowButtons feature is useful when you are using custom icons. You can allow the user editing the label by turning on EditLabels property. This option is turned off by default. Turn on and run the window. Click on the label twice (don't double-click) and you will be able to change the label. Similarly, you can also allow the user to delete the TreeViewItems by turning on DeleteItems property. Like any other editable window controls, you can hide the selection when the TreeView control is not in focus by turning on Hide Selection property. This is the default. While coding for TreeView control, you need to learn about one more object, TreeViewItem. To access the properties of any TreeViewItem in a TreeView control, you need to use TreeViewItem. This relationship is like the one you find between DataWindow control and DataWindow object. I will give an example of using TreeViewItem in a moment. If you browse the system objects in the Object Browser, you will find that TreeView is inherited from DragObject while TreeViewItem is inherited from Structure object. This paragraph will prepare you for the next topic. Recall about the TreeViewItem handle. Whenever you insert an item in the TreeView control using any of the InsertXXXXX(), they return the handle of the inserted item. For example, we captured the handle of the Transactions item in the above code example and use that to insert sub-branches to Transactions. TreeView control has two events in relation to item selection, they are SelectionChanging and SelectionChanged. For example, say, the Receipts item is highlighted and now, you click Issues item. At first SelectionChanging event will be fired. If this event returns zero, then SelectionChanged event will be fired and Issues option will be highlighted. These events are similar to CloseQuery and Close events. If SelectionChanging returns any non zero value, the selection will NOT be changed which means, Receipts is still highlighted. Say, we don’t want to allow a particular user to see the Issues. What do we do?. The solution is simple, return 1 from the SelectionChanging event. How do we know which item was clicked by the user?. Well, SelectionChanging event has two arguments, handle for the old item and new item (item that was just clicked). Remember that handle is of long data type. We don’t know the handle of Issues TreeViewItem to compare. What we know is the label, Issues. You might think, we can find out the label by accessing the Label property for the handle since we know the handle. Your idea is good, but that item doesn’t have any Label property.



// The following line will give compilation error. If NewHandle.Label = Issues Then Return 1



Hey, long is a normal traditional data type; It doesn’t have any properties or functions like an object. Here is where you use the TreeViewItem object. Write the following code to the SelectionChanging event and run the window. Click on Issues and see if you can select that item.



TreeViewItem ltvi_item tv_trans.GetItem( NewHandle, ltvi_item ) If ltvi_item.Label = "Issues" Then Return 1



Once we know the handle of the item, we need to call GetItem() to read all the information about that item into a variable of type TreeViewItem (ltvi_item in the above example). Now we check or change the attributes of the TreeViewItem. Changing the TreeViewItem property does't reflect in the TreeView control automatically. You need to call SetItem() to apply the changes done to the TreeViewItem. The following code will demonstrate it.



TreeViewItem ltvi_item tv_trans.HasButtons = True tv_trans.GetItem( 2, ltvi_item ) ltvi_item.Children = True tv_trans.SetItem( 2, ltvi_item ) tv_trans.Expandall(1) Place a CommandButton on the window and write the above code. Expand Transactions. You will not find buttons before other items. Now collapse Transactions and click on the CommandButton. You will see Receipts has expand button. The second line says, display buttons for all items that has children. If you look at the previous code, Receipts, Issues and Returns do not have any children; Only Transactions has children. Then, how did Receipts get a button? The answer is definitely not the ExpandAll(). This function just expands and displays. The answer is, Children attribute. Turning on this option for any TreeViewItem makes the TreeView control to think the specified TreeViewItem has children, even though it really doesn’t have children. That’s why, Receipts has got that expand button. Once we turned on this property, we are applying changes to the TreeView control by calling SetItem() for that item handle. Before we jump on to the next topic, let us have a look at the other syntax of the InsertXXXXX() functions. All these functions are overloaded. They take either a label to insert an item or a TreeViewItem as an argument. Do you remember the code we wrote to insert Transactions item. tv_trans.InserItemFirst( 0, Transactions, 1) The above code is using the first syntax. Let us use TreeViewItem to insert an item.



TreeViewItem ltvi_item ltvi_item.Label = Transactions ltvi_item.PictureIndex = 1 tv_trans.InsertItemFirst( 0, ltvi_item ) Now, let us learn about a most useful function for the TreeView control. That is FindItem(). Using this function, you can find the current item, previous, next items, first visible TreeViewItem on the screen and so on. Place one more CommandButton and write the following code to the Clicked event. Run the window, click on different items and click on this new button and understand the FindItem() function.



TreeViewItem ltvi_root, ltvi_FirstVisibleTreeViewItem TreeViewItem ltvi_NextVisibleTreeViewItem TreeViewItem ltvi_NextTreeViewItem TreeViewItem ltvi_CurrentTreeViewItem TreeViewItem ltvi_PreviousVisibleTreeViewItem TreeViewItem ltvi_PreviousTreeViewItem TreeViewItem ltvi_ParentTreeViewItem TreeViewItem ltvi_ChildTreeViewItem long ll_root, ll_next, ll_firstVisible, ll_NextVisible long ll_Current, ll_Child, ll_PreviousVisible long ll_previous, ll_parent ll_root = tv_trans.FindItem( RootTreeViewItem!, 0) tv_trans.GetItem( ll_root, ltvi_root ) MessageBox( "Root Item", ltvi_root.Label )



ll_current = tv_trans.FindItem( CurrentTreeViewItem!, 0 ) tv_trans.GetItem( ll_current, ltvi_CurrentTreeViewItem ) MessageBox( "Current Tree Item", ltvi_CurrentTreeViewItem.Label ) // Returns the next tree item in the same branch level ll_next = tv_trans.FindItem( NextTreeViewItem!, ll_current ) tv_trans.GetItem( ll_next, ltvi_NextTreeViewItem ) MessageBox( "Next Tree Item", ltvi_NextTreeViewItem.Label ) ll_previous = tv_trans.FindItem( PreviousTreeViewItem!, ll_current ) tv_trans.GetItem( ll_previous, ltvi_PreviousTreeViewItem ) MessageBox( "Previous Tree Item", ltvi_PreviousTreeViewItem.Label ) ll_parent = tv_trans.FindItem( ParentTreeViewItem!, ll_current ) tv_trans.GetItem( ll_parent, ltvi_ParentTreeViewItem ) MessageBox( "Parent Tree Item", ltvi_ParentTreeViewItem.Label ) // Returns the first child item from top for the specified item. ll_child = tv_trans.FindItem( ChildTreeViewItem!, ll_current ) tv_trans.GetItem( ll_child, ltvi_ChildTreeViewItem ) MessageBox( "Child Tree Item", ltvi_ChildTreeViewItem.Label ) /* Returns the next visible tree item (It doesn't consider the tree item level) That means, the next visible tree item may be one of the following depending */ // on the selection. // * Next Child of the selected item // * Next Child of the selected parent item // * Next item that is in the same level of the selected // item's parent item ll_FirstVisible = tv_trans.FindItem( FirstVisibleTreeViewItem!, 0) tv_trans.GetItem( ll_FirstVisible, ltvi_FirstVisibleTreeViewItem ) MessageBox( "First Visible Tree Item", & ltvi_FirstVisibleTreeViewItem.Label ) ll_NextVisible = tv_trans.FindItem( NextVisibleTreeViewItem!, & ll_FirstVisible ) tv_trans.GetItem( ll_NextVisible, ltvi_NextVisibleTreeViewItem ) MessageBox( "Next Visible Tree Item", & ltvi_NextVisibleTreeViewItem.Label ) ll_PreviousVisible = tv_trans.FindItem( & PreviousVisibleTreeViewItem!, ll_FirstVisible ) tv_trans.GetItem( ll_PreviousVisible, & ltvi_PreviousVisibleTreeViewItem ) MessageBox( "Previous Visible Tree Item!", & ltvi_PreviousVisibleTreeViewItem.Label ) One key thing you need to remember for this function is that, when ever you use NextTreeViewItem! as an argument to this function, this function returns the handle of the next item that is in the SAME LEVEL. The same is the case with the PreviousTreeViewItem!. However, the behavior of FirstVisibleTreeViewItem! and NextVisibleTreeViewItem! arguments are different. The return value is the next and pervious visible item’s handles irrespective of the LEVEL. Similar to the picture, you can also assign another picture for each item to display the state of the item. If you see in the properties dialog box for the TreeView control, you will find two tab pages -Pictures, State Pictures. We have already demonstrated about using picture. In most of the cases, this option is enough. For example, say, you are using FileFolder icon for all options. If you want to display OpenFileFolder icon when the branch is expanded, you can add that icon to the pictures list and set the PictureIndex of the TreeViewItem when the item is expanded (You can do this in the ItemExpanding or ItemExpanded events).



Treeviewitem ltvi_CurrentItem



long ll_tvi // Get the handle for the current item. ll_tvi = tv_trans.FindItem( CurrentTreeViewItem!, 0 ) // Read the current item information tv_trans.GetItem( ll_tvi , ltvi_CurrentItem ) // Set the state picture to the FileClose icon ltvi_CurrentItem.StatePictureIndex = 2 // Apply the changes to the TreeView control from the TreeViewItem tv_trans.SetItem ( ll_tvi, ltvi_CurrentItem ) PictureIndex and SelectedPictureIndex properties refer to the pictures that you specify in the Pictures tab page of the TreeView control property dialog box. The picture names you specify in this tab page are listed in PictureNames array property. If you add pictures using AddPicture() function, they are not available in the PictureNames array property at run-time. The StatePictureIndex property refers to the picture names specified in the State tab page. To add a state picture at run-time, you need to call AddStatePicture() function. Similar to the AddPicture() function, state pictures that you add using AddStatePicture() is not available in the StatePictureName array property of the TreeView control. The following picture depicts the places where these pictures were used in the TreeView control. When a TreeViewItem is selected, the picture you specified in the SelectedPictureIndex property is displayed in place of the picture you specified in the PictureIndex property. When the TreeViewItem is deselected, picture of the PictureIndex will be displayed in its original place automatically. To illustrate this, add Custom096! as 5th and Custom082! as 6th item in the Pictures tab, Custom049! as the 5th item in the State tab page. Append the following code to the Window’s Open event and run the code. At run-time, click on Issues and Receipts one at a time and see how the code works.



TreeViewItem ltvi_receipts tv_trans.GetItem( ll_receipts, ltvi_receipts ) ltvi_receipts.PictureIndex = 5 //Ax icon ltvi_receipts.StatePictureIndex = 5 // Music ltvi_receipts.SelectedPictureIndex = 6 // Pencil tv_trans.SetItem( ll_receipts, ltvi_receipts ) You can also specify an overlay picture using SetOverlayPicture() function. This function makes use of pictures that you specify in the Pictures tab page, i.e., PictureNames array property. When you use this function, make sure that picture is of the same size as the other pictures. You can use Watcom Image Editor to create bitmaps, icons or cursors; you don’t have to purchase other costly tools for this purpose. You can specify the size of the pictures in the property dialog box. If the original picture size is 16 by 16 and if you specify 32 by 32, PowerBuilder will stretch the picture to fit into 32 by 32 pixels area. Couple of more important events are ItemExpanding and ItemExpanded. The former event is fired first. If you want to prevent the item from expanding, return 1 in the ItemExpanding event. A typical use of ItemExpanded event is changing the icon when you are using custom images and HasButtons property being turned off. Similar to Item expansion, there are events related to item collapse also – ItemCollapsing, ItemCollapsed. You can allow the user to edit the labels of the TreeViewItems by either turning on Edit Labels option in the property dialog box or setting the TreeViewItem’s EditLabels property of the TreeView control in the script. BeginLabelEdit event is fired at the beginning of the label editing. If you want to disable label editing for a particular item, check for that in this event and return 1. Similarly, EndLabelEdit is fired at the end of label editing, when the user press Enter key after editing or pressing on other TreeViewItem or other Window control. Returning 1 in this event retains the original label.



Recall the Window’s Open event script, in which we are populating all the high level branches --such as Receipts, Issues and Returns. But, we didn’t populate actual transaction numbers under each category. How to populate them, where to write the script?. The best event to write this script is the ItemPopulate event. This event will fire only when the Children property is set to True and will not fire if the item is already populated. Replace the Window’s Open event script with the following code. This code illustrates the right way of coding.



TreeViewItem ltvi_Item long ll_trans, ll_receipts, ll_issues, ll_returns Integer li_receipts_icon, li_returns_icon, li_issues_icon // Add pictures to the TreeView control. // Find these icons in the demo that you will // download in a moment. li_receipts_icon = tv_trans.AddPicture( receipt.ico ) li_returns_icon = tv_trans.AddPicture( return.ico ) li_issues_icon = tv_trans.AddPicture( issue.ico ) // Add categories to the TreeView Control. ltvi_Item.Label = Transacations ltvi_Item.PictureIndex = 1 ltvi_Item.SelectedPictureIndex = 2 ltvi_Item.StatePictureIndex = 2 ltvi_Item.Children = TRUE ll_trans = tv_trans.InsertItemFirst( 0, ltvi_Item ) ltvi_Item.Label = Receipts ltvi_Item.PictureIndex = li_receipts_icon // We are not setting CHILDREN property to TRUE // since it is already set above. ll_receipts = tv_trans.InsertItemFirst( & ll_trans, ltvi_Item ) ltvi_Item.Label = Issues ltvi_Item.PictureIndex = li_issues_icon ll_issues = tv_trans.InsertItemFirst( ll_trans, ltvi_Item ) ltvi_Item.Label = Returns ltvi_Item.PictureIndex = li_returns_icon ll_returns = tv_trans.InsertItemFirst( ll_trans, ltvi_Item ) // Expand only at the root level for the user // to see all the categories tv_trans.ExpandItem( ll_trans ) // Set the DataWindow transaction object. // dw_trans.SetTransObject( SQLCA ) I am using Custom039! and Custom066! in the Pictures tab page and Custom039!, Custom050! in the States tab page. Observe in the above code, we are setting the Children property to TRUE. At the end we are expanding only the root item by calling ExpandItem(). This will list all the children of Transaction, but not the grand children. If you want to expand grand children also, you need to call ExpandAll() function. Now, we need to write code in the ItemPopulate event to populate different categories of the transactions whenever user clicks on them. I painted a DataWindow with external data source and using it for demonstration.



// Window: w_treeview_demo // Control: tv_trans // Event: ItemPopulate



DataStore lds_trans Long ll_TotalRows, i String ls_tran_type TreeViewItem ltv_item // Read the current item information. This.GetItem( Handle, ltv_item ) //If NOT ltv_item.ExpandedOnce Then if upper( ltv_item.Label ) = "RECEIPTS" Then ls_tran_type = R elseif upper( ltv_item.Label ) = "ISSUES" Then ls_tran_type = I elseif upper( ltv_item.Label ) = "RETURNS" Then ls_tran_type = T elseif upper( ltv_item.Label ) = "TRANSACTIONS" Then return 0 else return 0 End If // Create and set the Datawindow object. lds_trans = Create DataStore lds_trans.DataObject = d_trans_list lds_trans.SetTransObject( SQLCA ) // Uncomment the following one line code in real application. // lds_trans.Retrieve( ls_tran_type ) // Get rid of the following two lines in the real application. // It is here since it is a demo and I don't want to go // through the database connection. lds_trans.SetFilter( tran_type = ' + ls_tran_type + ') lds_trans.Filter() // Populate all the transaction numbers under the current item. ll_TotalRows = lds_trans.RowCount() For i = 1 to ll_TotalRows tv_trans.InsertItemLast( Handle, String( & lds_trans.GetItemNumber( i, 1 )), 1) Next //End If In the above code, we are setting the transaction type depending on the selection and filtering the DataWindow and adding all those items to the TreeView control under the correct category. If the user selects Transactions or the transaction number, we are simply ignoring it and returning back. I am sure every function used in the above code is explained earlier either in this topic or in other topics. Questions? E-mail us. One more interesting property that you may need when you want to do some thing only when the item is expanding for the first time or only when the item is already expanded; That is ExpandedOnce property. Similar to any other window control that is inherited from the DragObject, you can also implement Drag-n-Drop interface for the TreeView control. This feature is explained in detail in the Drag-n-Drop session. However, there is one interesting point in this control, which is that you no longer have to draw drag icons, PowerBuilder will display the item that is being dragged as the icon. To get this effect, select None as the drag icon in the property dialog box. Do you remember that, if you do the same thing for a DataWindow control, PowerBuilder will display a square/rectangle that is equal to the size of the DataWindow control as the drag icon?



There is one important function related to the drag-n-drop feature, the SetDropHighlight() function. This highlights the TreeViewItem that is passed as argument to this function. Please note that, highlighting a TreeViewItem using this function does not fire the SelectionChanging/SelectionChanged events. If you need, you can use TreeView control as a front-end for the data that is stored in the database. TreeView control has a property Data. The good thing about this property is that, the value of this property is not displayed on the screen and the data type of this property is Any ,which means that you can store all most all types of data in it. You can use a DataStore to retrieve the data from the database and display the data in the TreeView control. Store the database key information in Data property. When the user drags and drops or deletes or renames items, you can use either embedded SQL or the DataStore to update the database. I assume that you can do this very easily since you know about DataWindow, DataStore and TreeView control. If you still need an example, refer the end of this topic.



Programming Tab control Tab control is another Window's 95 control introduced with version 5.0. Using this control you can create diary like user interface. Tab control user interface in PowerBuilder was never heard of prior to version 3.0. From version 3.0 developers started developing tab controls using user objects and found that developing tab control was not that easy and also would not be that flexible. Tab control is a container for the tab pages. Initially, when you place the tab control on the window/user object, you will see one tab page available by default. Logically, you can divide the tab control in two areas, one, tab area (the top area of the tab control where tabs are displayed at design time) and the other is the tab page area. Clicking on the tab page area will prompt you for the tab page properties. Clicking on the tab area irrespective of the displayed tab page, PowerBuilder displays the tab control's property dialog box.



To learn about tab control & tab page properties, please refer to Tab Control in the 'Window Painter' section.



Using a Common Control For All Tab Pages You may come across a situation where you want to use a single control say a DataWindow control for all tab pages and want to filter that DataWindow depending on the tab page selection. For example, say you want to create a tab control with three tab pages, Receipts, Issues, Returns. You may want to use a single DataWindow control and retrieve all the transactions and filter transactions depending on the selected tab page.



What you could do in this situation is you can place a tab control on the window. Place a DataWindow control somewhere on the window (make sure you don't place the DataWindow control directly over the tab control). Then either you can pull the DataWindow control onto the tab control and set 'BringToTop' option from it's popup menu or you can do that at run-time through programming. The above sequence is very important. If you want to refer to the DataWindow dw_1 from window's open event, you can refer as:



dw_1.SetTransObject( SQLCA ) The thumb rule you need to understand here is that, if you place a control on a tab page directly that control becomes part of that tab page. For ex, if you place dw_1 on the Receipts tab page directly and want to set it's transaction object in the window's open event, you need to code like:



tab_1.tabpage_receipts.dw_1.SetTransObject( SQLCA ) The above reference to the DataWindow is similar to referring to an object in a custom user object. You can refer to the DataWindow directly from tabpage_receipts tab page, but not from other tab pages. For example,



dw_1.SetTransObject( SQLCA ) The above statement is valid if you are writing in any event for the tab page 'tabpage_receipts'. However, if you write the same code in 'tabpage_issues', you get compilation error. Insert two tab pages in the tab control as shown in the above picture (One tab page is created by default for you). Specify 'R', 'I' and 'T' as tag values respectively. We will be using these tag values as the retrieval arguments for the DataWindow to retrieve transactions from the database. Write the following code in the SelectionChanged event of the tab control 'tab_1'.



String ls_TranType ls_TranType = This.Control[ NewIndex ].Tag Parent.Trigger Event ue_filter_trans( ls_TranType ) The index of the selected tab page is passed as an argument to the SelectionChanged event. Using that index number, we are reading the tag value of the selected tab page and passing that to the event 'ue_filter_trans' as an argument. When you compile the code you get error since 'ue_filter_trans' event is not yet defined. Just comment the last line and define 'ue_filter_trans' event at the window level. Define a string argument 'as_tran_type'. Now, uncomment the last line and compile it. As you may recall, window has an array property named 'Control'. All the controls that you place on the window is listed in this property. Similarly, tab control also has 'control' property. It contains all the tab pages that you paint at design time. You can observe in the second line we are referring to 'control' property.



dw_trans.SetFilter( "tran_type = " + '"' + upper( & as_tran_type ) + '"' ) dw_trans.Filter() Return (dw_trans.RowCount() - dw_trans.FilteredCount()) Write the above code to the 'ue_filter_trans' event. I am sure you know what the above code does. In the window opening event, make sure to set the transaction object to the DataWindow control dw_1 and retrieve the data into it.



Save this window as 'w_tab_demo1' and open this window after the w_login window in the application's open event and run the application or download the application by clicking on the button and see it in action. If you are not downloading code, then don't forget creating a DataWindow for the trans table and assigning that DataWindow object to the DataWindow control before you run the application.



Using Independent Controls For Each Tab Page In the previous example we used same DataWindow control for all tab pages. In this section let's learn how to use independent DataWindow controls on each tab page. Create another window 'w_tab_demo2' and add a new tab control to the window. Change the text of the first tab from 'none' to 'Receipts. Name this tab page as 'tabpage_receipts'. Place a DataWindow control on the 'tabpage_receipts'. Name the DataWindow control as 'dw_receitps'. Now, insert a new tab page and name it as 'tabpage_issues'. Change its text to 'Issues'. Place a DataWindow control on the 'tabpage_issues' and name the DataWindow control as 'dw_issues'. Similarly insert one more tab page for 'Returns'. We are using three DataWindow controls but, we haven't created/assigned DataWindow objects to these DataWindow controls. Paint a DataWindow to retrieve all the receipt transactions and assign that DataWindow object to the 'dw_receipts' DataWindow. That means, the data source for the DataWindow would be:



SELECT * FROM trans WHERE tran_type = 'R' Similarly paint DataWindow objects for other DataWindow controls and assign them to the appropriate DataWindow controls. Then write the following code to the 'SelectionChanged' event of the 'tab_1' tab control.



DataWindow ldw1 Transaction ltr1 ldw1 = Tab_1.Control[ NewIndex ].Control[1] If ( ldw1.GetTrans( ltr1 ) ) 1 & Then ldw1.SetTransObject( SQLCA ) return ldw1.Retrieve() You can observe that, in the third line we are using Control[] twice. The first control[] has the list of all the tab pages in the tab control. The second Control[] has the list of all controls that you placed on that tab page. As you know, we placed only one control i.e, DataWindow control on the tab page, That's why, I hard coded Control[1]. In real-world projects, you need to check whether that control is a DataWindow control or not and retrieve it only if it is a DataWindow control. The following revised code does that.



UserObject luo1 DataWindow ldw1 Transaction ltr1 Integer li_Counter, li_TotControls For li_Counter = 1 to li_TotControls luo1 = Tab_1.Control[ NewIndex ].Control[ li_Counter] If luo1.TypeOf() = DataWindow! Then ldw1 = luo1 If ( ldw1.GetTrans( ltr1 ) ) 1 Then & ldw1.SetTransObject( SQLCA ) return ldw1.Retrieve() End If Next



Return 0 You can observe one more technique from the code fragments above. That is, we are checking whether the DataWindow has a transaction object set to it or not. If not, then only we are calling the SetTransObject() function. Now, to really understand the difference between 'Using a single control on all tab pages' and this method, you need to print the codes and compare them. In the former, we are referring to the DataWindow control directly like any other control on the window. However, we need to go an extra mile to find the correct DataWindow control in the tab page.



Creating Tab Pages Using Custom User Objects In the previous method we placed standard window controls on each tab page. In this method, you will learn how to use custom visual user objects on the tab pages. Coding in this method is more complex compared to previous methods. The first one is easy and straightforward. The second method needs more coding. To use this method, you need to have better understanding of PowerBuilder objects, otherwise, the program will end up have heavy run-time errors, such as NULL object references and assigning objects to the wrong variable types and so on. In this method, what I would like you to do is, first create a custom visual user object and then the window. Invoke the user object painter and select 'New' and select 'Custom' from the "Visual" category. Place a DataWindow control on the work area and save it as uo_trans_for_tab_page_demo. I know we haven't assigned any DataWindow object for that. Don't worry, we will be doing that at run-time. Create a window w_tab_demo3 and place a tab control 'tab-1' on the window. Turn off Visual & Enabled properties for the first tab page 'tabpage_1'. Now, click on the tab text display area and invoke the popup menu. Select Insert UserObject and select uo_trans_for_tab_page_demo. Name this tab page as tabpage_issues. Similarly create one more for 'returns'. I would like to do something different for the 'receipts'. This will give you clear understanding of tab control programming. This time instead of selecting 'Insert User Object', select Insert TabPage. Name it as 'tabpage_receipts'. Now, Select 'Controls/User Object' from the menu and uo_trans_for_tab_page_demo and place it on the 'tabpage_receipts' tab page. In summary, we are not using the default tab page. For 'Issues' and 'Returns' we are creating tab pages using user objects. For 'Receipts' we are adding a regular tab page and placing the user object on the tab page. Now, let's see how to program tab control to retrieve data into these DataWindows. Write the following code to the SelectionChanged event of the tab control 'tab_1'.



DataWindow ldw1 UserObject luo1 Integer li_ObjectCount, li_Counter Integer li_Counter1, li_ObjectCount1 li_ObjectCount = UpperBound( & This.Control[ NewIndex ].Control[] ) For li_Counter = 1 to li_ObjectCount If This.Control[ NewIndex ].& Control[li_Counter].TypeOf() = UserObject! Then luo1 = This.Control[ NewIndex ].Control[li_Counter] li_ObjectCount1 = UpperBound( luo1.Control[]) For li_Counter1 = 1 to li_ObjectCount1 If luo1.Control[ li_Counter1 ].& TypeOf() = DataWindow! Then ldw1 = luo1.Control[li_Counter]



Exit End If Next If NOT IsValid( ldw1 ) Then Return -1 ElseIf This.Control[ NewIndex ].& Control[li_Counter].TypeOf() = DataWindow! Then ldw1 = This.Control[ NewIndex ].Control[li_Counter] Exit End If Next If Not IsValid( ldw1 ) Then Return -1 If This.Control[ NewIndex ].ClassName() = & "tabpage_receipts" Then ldw1.DataObject = "d_receipts_for_tabpage_demo" ElseIf This.Control[ NewIndex ].ClassName() = & "tabpage_issues" Then ldw1.DataObject = "d_issues_for_tabpage_demo" ElseIf This.Control[ NewIndex ].ClassName() = & "tabpage_returns" Then ldw1.DataObject = "d_returns_for_tabpage_demo" End If ldw1.SetTransObject( SQLCA ) ldw1.Retrieve() After declaring the variables, we are finding the number of objects that are residing on the selected tab page. Then in a loop we are checking object type for each object on the tab page. Remember that we added the tab page for 'Issues' and 'Returns' by inserting the user object. In this case, This.Control[ NewIndex ] refers to the tab page say, tabpage_issues. Since the tab page itself is a user object, it is referring to 'uo_trans_for_tab_page_demo'. This.Control[ NewIndex ].Control[li_Counter] refers to the DataWindow control inside 'uo_trans_for_tab_page_demo'. However, the above code is not correct for the 'receipts' tab page. In this case, This.Control[ NewIndex ] refers to the tab page 'tabpage_receipts' itself. This.Control[ NewIndex ].Control[li_Counter] refers to the user object 'uo_1' (of type 'uo_trans_for_tab_page_demo') that we placed on the tab page. To refer to the DataWindow control inside the 'uo_trans_for_tab_page_demo' you need to refer to another set of Control[] property. This is being done in the inner FOR loop. For practice read this topic couple of times more. See the code in action. Then do the same without looking at the code. If you can do it (without cut/paste method), you are ready to program tab controls in real world apps.



Creating Tab Pages Dynamically Some times, you may not know the number of tab pages that you need to display at run-time. You need to dynamically create tab pages on the fly at run-time and display it to the user. Another reason you may prefer dynamic tab pages is if there are too many tab pages on the tab control, for it takes more time to load the window. Not every user will be using all the tab pages. So, it is a good idea to create only those pages that are needed at run-time, by this, window will be opened faster and also we don't open tab pages unnecessarily. As you may recall, all the tab pages are listed in the Control[] property of the tab control. We are referring to this property all the time. However, in version 5.0, PowerBuilder DOES NOT populate the dynamic tab page information in the control[] property. Because of this, we need to program tab control in a different way. That is, we need to declare an array of user object variable and refer to those objects in various events & functions.



From version 6.0 onwards, PowerBuilder populates the tab control's Control[] property with the dynamically created pages information. To create tab pages dynamically, you need to understand OpenTab() and OpenTabWithParm() functions. I will explain these functions as we go. First, create a window 'w_tab_demo4' and place a tab control. As we are going to create tab pages dynamically, we do not need the default tab page. Deleting this tab page is a little tricky. If you select the tab page and hit the delete button, whole tab control is removed from the window. What you could do is, select the default tab page, invoke the popup menu for the tab page (not for the tab control) and select Cut option. Declare the following instance variables in the window.



uo_trans_for_tab_page_demo iuo[3] String is_DwObjects[3] The reason we are declaring three subscripts is, we need to create three tab pages, receipts, issues and returns. Write the following code to the window open event.



iuo[1] = Create uo_trans_for_tab_page_demo iuo[2] = Create uo_trans_for_tab_page_demo iuo[3] = Create uo_trans_for_tab_page_demo is_DwObjects[1] = "d_receipts_for_tabpage_demo" is_DwObjects[2] = "d_issues_for_tabpage_demo" is_DwObjects[3] = "d_returns_for_tabpage_demo" tab_1.OpenTab( iuo[1], 0 ) iuo[1].Text = "Receipts" tab_1.OpenTab( iuo[2], 0 ) iuo[2].Text = "Issues" tab_1.OpenTab( iuo[3], 0 ) iuo[3].Text = "Returns" In the above code, first we are creating instances of user objects and storing them in the array. In this example, we are using the same user object in all tab pages, however, you can use different user objects. Similarly, we are storing the DataWindow objects that needs to be assigned. Later we are calling OpenTab() function. This function opens the user object as the tab page and inserts before the specified index. We are specifying zero, which means, append this tab page to the existing tab page. That means, the first tab page we open will become the first one. After opening each tab page, we are setting the tab page text by referring to the user object. If PowerBuilder populates tab control's control[] property with dynamic tab page information, we can set the text in the following way.



Tab_1.Control[1].Text = "Receipts" If you write the above code instead of writing iuo[1].Text = "Receipts", you will be able to compile the code successfully. However, you will end up with run-time error. See, we haven't painted any thing on the tab control at design time. Now, write the following code to the tab control's SelectionChanged event.



DataWindow ldw1 UserObject luo1 Integer li_ObjectCount, li_Counter Transaction lTr1 luo1 = iuo[ NewIndex ]



li_ObjectCount = UpperBound( luo1.Control[] ) For li_Counter = 1 to li_ObjectCount If luo1.Control[ li_Counter ].TypeOf() = & DataWindow! Then ldw1 = luo1.Control[li_Counter] Exit End If Next If Not IsValid( ldw1 ) Then Return -1 //Set transaction object only if it is not already set. If ldw1.GetTrans( lTr1 ) 1 Then ldw1.DataObject = is_DWObjects[ NewIndex ] ldw1.SetTransObject( SQLCA ) End If ldw1.Retrieve() We are storing the reference to the selected tab page's DataWindow control. Then we are setting the DataWindow object and transaction object if it is not already assigned. Then we are retrieving data into the DataWindow control. Before we end this topic, one quick point. If you see the tab control's property dialog box, you will find a property Selected Tab. As soon as PowerBuilder creates the tab control, PowerBuilder selects the tab that you specify for this property. That means, SelectionChanged event is fired and this index number is passed to the event. Remember one thumb rule: Only CUSTOM VISUAL USER OBJECTS can be opened dynamically.



Tab Control User Objects If you understood previous topics pretty well this topic is easy. Let us create a standard visual user object of type tab. Invoke user object painter, select New, and select Standard from the Visual category. Now, select Tab from the popup window. Save this as 'uo_tab'. Create a new window 'w_tab_demo5' and place the user object you created in the previous step on the window. Copy and paste the code you wrote for the window open event from the previous topic. Similarly do for the tab control's SelectionChanged event also. What we are doing here is exactly same as what we did in the previous topic i.e. opening tab pages dynamically. One thing you need to observe is, when you are using tab control user object, you can insert neither regular tab pages nor the user object tab pages at design time. You have to do it at runtime only.



Programming ListView Control Completion of TreeView control exercises might have given you a clear understanding of TreeView control programming. If you have any problem in completing TreeView control exercises, you can find the answers in the PBL given on the TreeView control exercises page. ListView is another Windows’95 control introduced with PowerBuilder 5.0. Unlike the TreeView control where you can display the data only in the hierarchical format, ListView allows you to display data in a wide variety of formats, such as large icons, small icons, listview and report view. Even though ListView and TreeView controls are different, they are similar in many ways. Understanding ListView control would be easy to understand if viewed as a TreeView control with a



difference. Like a TreeView item, a ListView item can have pictures associated with it. You can assign three pictures to a ListView item, i.e. a picture for 'large view', a picture for 'small view' and a picture to indicate the status. You can control the width and height of large view picture and small view picture using LargePictureHeight, LargePictureWidth SmallPictureHeight and SmallPictureWidth properties. Before we go any further with ListView control programming, let’s see how the ListView control looks in different views. The following pictures are taken from the example program that comes with PowerBuilder.



ListView Control - Large Icon View



ListView Control - Small Icon View



ListView Control - listview



ListView Control - Report View Unlike TreeView control, ListView control allows you to specify ListView items in it’s property dialog box (TreeView items are added through programming only). At the same time, you can also assign pictures for each item. However, if you want to display the ListView in report view, you need to add rows and columns through script only. It is a good idea to determine the columns you need and add those columns to the ListView control before you start adding the data. To add a column, you can use either AddColumn() or InsertColumn() functions. AddColumn() takes three arguments, the label for the column, the label alignment (left, right, center) and the width of the column. For example, the following code adds a column with "Products" as its label.



lv_prod.AddColumn("Product", Left!, 525) The next step after adding columns would be to add data (Don’t confuse with the Data attribute) to the ListView control. Say, you want to display the product details in the ListView control in the report format, then you need to retrieve data into a DataWindow and from it add each product to the ListView control. That means, you need to declare a variable of type ListViewItem and set its label to whatever is required and then add that record to the ListView control by calling AddItem() function. The following code is taken from ue_refresh_items event in the w_product window located in PFEXAMW3.PBL.



Integer li_Rows, li_Cnt String ls_Desc, ls_Name, ls_Id, ls_Size, ls_Color String ls_Qty, ls_Price Double ldb_Price ListViewItem llvi_Item SetPointer(Hourglass!) lv_prod.DeleteItems() // Retrieve data into the datastore ids_Products.SetTransObject(SQLCA) li_Rows = ids_Products.Retrieve() // Get all rows from the datastore and add // as items to the listview For li_Cnt = 1 To li_Rows llvi_Item.PictureIndex = & lv_prod.AddLargePicture(ids_Products.& Object.picture_name[li_Cnt]) lv_prod.AddSmallPicture(ids_Products.& Object.picture_name[li_Cnt]) // Save the picture name in the data attribute so it



// can be referenced when the item is dropped. llvi_Item.Data = ids_Products.Object.picture_name[li_Cnt] ls_Desc = ids_Products.Object.description[li_Cnt] ls_Name = ids_Products.Object.name[li_Cnt] ls_Id = String(ids_Products.Object.id[li_Cnt]) ls_Size = ids_Products.Object.prod_size[li_Cnt] ls_Color = ids_Products.Object.color[li_Cnt] ls_Qty = String(ids_Products.Object.quantity[li_Cnt]) ldb_Price = ids_Products.Object.unit_price[li_Cnt] ls_Price = String(ldb_Price, "$#0.00") llvi_Item.Label = ls_Desc + "~t" + ls_Name + & "~t" + ls_Id + "~t" + ls_Size + "~t" + & ls_Color + "~t" + ls_Qty + "~t" + ls_Price lv_prod.AddItem(llvi_Item) Next In the above code, we declared a variable llvi_item of type ListViewItem. Then we deleted all the items in the ListView control. We are then retrieving data from the DataWindow/ DataStore and adding each row to the ListView control. We are populating various variables from the DataWindow/ DataStore and setting the label of the ListViewItem. Observe that each column value is separated by a tab. Finally we are calling AddItem() function to add that row to the ListView control. ListView control parses the label and displays the label under correct column (column values are separated by tabs). However, writing code just like the one above will not display the ListView control in the report format automatically. You need to change the ListView control’s display mode by setting the View attribute. For ex:



lv_prod.View = ListViewReport!



Like the ListBox control, you can allow the user to select more than one item using Shift/Ctrl keys by setting ExtendedSelect to TRUE. At run-time, you can find the total number of selected items by calling TotalSelected() function. At any time, if you need to hide the column headings, you need to set ShowHeader to FALSE. By setting the LabelWrap property to TRUE/FALSE, you can control if the label should wrap when the label is larger than the width of the picture. If you set the AutoArrange property to True, PowerBuilder automatically arranges the icons when the user drags an icon and moves it to another location or resizes the ListView control. If you wish, you can stop the user from dragging icons from one place to another by setting the Fixed Locations to TRUE. The FindItem() for the ListView control TreeView control's FindItem() function. This is an overloaded function and you can find items either by label or in relation to a specific location. Using the second format, you can find the next selected item in all directions (up, down, left, right) as well as in the whole ListView.



Programming RichTextEdit Control If you want to learn about RichTextEdit control properties, please refer to RichTextEdit control under the 'Window Painter' section. This section concentrates only on the programming aspects of RTE control.



Opening & Saving a Document In RTE Control There is no function to open a file in RTE control; However, you can insert either an ASCII file or richtext file into the RTE control. If you are inserting a RTF document make sure the version of RTF is below or equal to 1.2. PowerBuilder supports only 1.2 RTF version. That means, you can not insert a document produced in MS-Word 6 or 7 or 97. The following code fragment taken from the example application demonstrates inserting a document.



String ls_Path, ls_File If GetFileOpenName("Select File", ls_Path, & ls_File, "rtf", "Rich Text (*.rtf), *.rtf") = 1 Then is_FileName = ls_Path // is_FileName is a instant string variable rte_1.InsertDocument(is_FileName, True, & FileTypeRichText!) End If In the above code we prompt the user for the RTF file name using GetFileOpenName() and open that document in the RTE control using InsertDocument(). The second argument to the InsertDocument() says whether you want to clear the content of RTE control before you insert the document or insert the document at the cursor location.



// is_FileName is a instance string variable rte_1.SaveDocument(is_FileName, FileTypeRichText!) Call SaveDocument() to save the document from the RTE control. In the above example we are saving the document to the same document. If you want to save the file as another file and want to get the file name from the user you can call GetFileSaveName().



Previewing & Printing Document From RTE Control Print previewing a RTE document is simpler than DataWindow print previewing. You need to just call Preview() for the RTE control.



rte_1.Preview( True ) Similar to the DataWindow print preview, at run-time user can't edit the document in the RTE control when the RTE control is in the preview mode. However, you can modify the document through scripting. If you want to check whether the RTE is in the preview mode call IsPreview(). Call Print() to print the document from RTE control.



rte_1.Print(1, "", True, True) The first argument specifies the number of copies and second one says the page range. If you do not specify the page range it will print all the pages. If you need to find out the number of pages it is going to print, call PageCount().



Editing Document In RTE Control Like any other editable control such as Multiline Edit control, RTE has a lot of editable functions such as Cut(), Copy(), Clear(), Paste(). You can call SelectAll() to select all the content of the RTE control. Similarly Undo() function also. If you enable the popup menu for the RTE control, all these options will



display on the popup menu and PowerBuilder will automatically execute the appropriate operation. However, if you do not want to show the popup menu and want to control through script then you can use the above functions. You can also search the RTE control using Find() and continue searching by calling FindNext(). Using these functions you can search in different directions i.e., forward/backward/all. You can make the search to find whole words only. You can also make the search case sensitive. These two functions Find() and FindNext() are not available on the RTE control popup menu. However FindAndReplace() function is missing for the RTE control. If you wish to provide this functionality to the user you need to write the code. The code you need to write is not that complex and you can even take the code from the example application. The following code finds and replaces all those that match the specified string. This code is taken from the Clicked event of the cb_ReplaceAll CommandButton on the w_rte_replace window. You can find this window in the pbexamw3.pbl library.



Integer li_Loc, li_Changes irte_1.SetRedraw(False) If ib_FindNext Then li_Loc = irte_1.FindNext() Else li_Loc = irte_1.Find(sle_find.text, True, & Not cbx_matchcase.Checked, & cbx_wholeword.Checked, True ) ib_FindNext = False End If Do While li_Loc > 0 If irte_1.SelectedLength() > 0 And & ((cbx_matchcase.Checked And & irte_1.SelectedText() = sle_find.Text) Or & ((Not cbx_matchcase.Checked) And Lower(irte_1.SelectedText()) = & Lower(sle_find.Text))) Then irte_1.ReplaceText(sle_replace.Text ) li_Changes++ Else MessageBox("Replace", & "This is The Exit. The Find must have failed!!!!") Exit End If li_Loc = irte_1.FindNext() Loop irte_1.SetRedraw(True) If li_Changes > 0 Then MessageBox("Replace", & String(li_Changes) + " replacements made.") Else MessageBox("Replace", "No replacements made.") End If The above code is replacing all the occurrences of the specified string. Even though the code is so long the logic is very simple. The above code is calling Find() for the first time and calling FindNext() in a loop. As you might have seen in any word processor, when your search matches a string the matched string is selected and highlighted. Then calling ReplaceText() will replace that selected (highlighted) text.



Sharing DataWindow/DataStore With a RTE Control



You may recall that except for DataWindow and RTE controls all other window controls do not have data awareness. For example, you can't populate a ListBox or TreeView with data directly from the database unless you retrieve the data from the database separately and populate these controls in a loop. However in RTE, you can share DataWindow/DataStore fields with the RTE control input fields. The following code shares a DataStore with the RTE control by calling DataSource().



rte_1.DataSource( ids_DataStore ) Once you associate a DataWindow/DataStore with a RTE control, you can use the DataWindow/DataStore field names in the RTE control using InputFieldInsert(). As long as the field names in the DataWindow/DataStore and RTE control are same. the DataWindow/DataStore data is available in the RTE control. When a RTE control is not associated with a DataWindow/DataStore, there will be only one instance of the document. However, when you associate a DataWindow/DataStore with the RTE control, PowerBuilder creates the document instances equal to the number of rows in the DataWindow/DataStore. The text you type or picture you insert in the document is repeated for each row in the DataWindow/DataStore. However, the content of the input fields in the RTE control reflects the values of DataWindow/DataStore. All RTE document instances are exactly same except for the content of the input fields. It is similar to the mail merge you do in a word-processor. By default, PowerBuilder displays the content of the field in the RTE control however, you can choose to display the input field name instead of the input field value by setting InputFieldNamesVisible property to TRUE.



DataWindow Dot Notation - Error Handling When you use the ".Object" convention, the compiler checks the syntax only till "Object". Everything following the Object property is evaluated at execution time. PowerBuilder triggers the DataWindow control's Error event whenever an error occurs in the expression at execution time. The Error event allows you to respond with error recovery logic when an expression is not valid. If you write a script for this event, you can catch an error before it triggers the SystemError event at the application object. For example:



dw_product.Object.Data[ dw_product.GetRow(),2] = & 'obsolete ' + & dw_product.Object.Data[ dw_product.GetRow(),2] In the above expression, we are marking a product obsolete by prefixing "obsolete" to the product_description. The above code assumes the product_description would be the second column in the DataWindow. Just for testing, replace 2 with 1 and append this code to the ue_retrieve event of the w_product_master and run the application. You won't get the compilation error and will get runtime error. Since, we wrote no code for the Error event for the dw_product DataWindow control, this error will trigger SystemError event. The Error event has several arguments that provide information about the error condition. The first five arguments in the following listing are the same as the attributes that are available at error object.



    



errornumber errortext errorwindowmenu errorobject errorscript



  



errorline action returnvalue



The last two arguments Action and ReturnValue are passed by reference that allows you to affect the outcome of the event. You can specify one of the following four values for the action:



   



ExceptionFail! ExceptionIgnore! ExceptionRetry! ExceptionSubstituteReturnValue!



The default value for action is ExceptionFail!. That means, if you don't write any code for this event, action contains ExceptionFail!. This value triggers SystemError event. You can populate ReturnValue with a value whose data type matches the expected value that the DataWindow would have returned. This value is used when the value of Action is ExceptionSubstituteReturnValue! Do not use ExceptionSubstituteReturnValue! to substitute a return value when an element in the middle of an expression causes an error. The ExceptionSubstituteReturnValue! is most useful for handling errors in data expressions.



Exercises 1. Move all the transactions for all the obsolete products to "t_trans_history" table using pipeline object. Join "trans" table and "product_master" table to find all the transactions of obsolete products.



2. Similar to the way we are checking for the existing products in the ItemChanged event of "dw_product", we need put a check from the "t_product_master_history". Do this check using a DataStore. 3. In the advanced DataWindows - I exercises, we have asked you to provide the print functionality in the "w_transactions" window using a hidden DataWindow control. Get rid of the hidden DataWindow control and provide the same functionality using a DataStore object. Complete the following exercises and check your work with the following PBL.



4. Enhance the ItemPopulate event’s code to provide the following functionality. 5. Display the full transaction of the selected transaction in a separate DataWindow.



6. Do all the changes that are needed in the w_treeview_demo window to have the following functionality: Display all the transaction dates as children to the Transactions root item. Display Receipts, Returns and Issues as children for each transaction date. Display transactions when the user selects a particular transaction.



7. By studying the following references create a window with a ListView control and populate all items from product_master table into the ListView. User should be able to see the ListView in "Report View" also. Before you start studying, run the example application and run the following examples and see them in work, by that you will understand the code very easily. Study those referenced and write the code. DO NOT cut and paste the code. Window Name



Section/Example Name



Library Name



W_employee_xfer



DataStores/ TreeView Drag/Drop



Pbexamw2.pbl



W_tv_dw_link



DataStores/ TreeView DataWindow Linking



Pbexamw3.pbl



W_data_explorer



DataStores/ Data Explorer



Pbexamw1.pbl



W_dir_tree



Recurson / Directory Tree



Pbexamw1.pbl



w_add_sales_order



Window Controls/ Sales Order ListView



pbexamw1.pbl



The example application has a very good example that demonstrates all the features of RTE control. That's why we are using that example through out this topic instead of rebuilding a separate example. Please refer to the following Window Objects: w_rte, w_rte_find, w_rte_replace, w_rte_mail_merge Menu Objects: m_rte



Distributed PowerBuilder PowerBuilder version 5.0 opens the doors for the New World of computing, Distributed Objects. Powersoft made this possible by leveraging their non-visual objects ("class" user object). In This Session You Will:



   



Understand Two- tier Client/Server Model Understand N-Tier Client/Server Model Build Client PowerBuilder application Build Server PowerBuilder application



Estimated Session Time 240+ Minutes. Prerequisites:







You should have PowerBuilder (Enterprise version) installed on your computer.



Two-Tier Client/server Model The term Client/Server has several definitions in several contexts. In our context, two different applications run either on the same machine or other machine and both of these applications talk to each other. One application acts as a server, and the other application acts as a client. A typical example for the server application would be a database server. It listens requests from the clients—an example being a PowerBuilder application—and sends the results back to the client. Typically a server application is located on a machine which has a lot more horse-power and serves to lot of clients. Another application acts as a client application and typically loaded on a normal machine. The client application makes requests to the server application. For example, a PowerBuilder application sending a SQL query to the database and displaying the results on the screen. The OLE context has a little different definition, but, we won’t be going into OLE now. We won’t be teaching the evolution of computers, but, we need to tell about the conventional computers in few sentences. Conventional applications run in the same memory space. For example, a CICS/COBOL application that runs on a dumb terminal. You need to run that application only on a IBM mainframe terminal. Even if you run the application on your powerful Pentium machine using a terminal emulator, still, the actual application runs on the mainframe, not on your PC. That means, you can’t use your powerful desktop machine, it is just useless when you run the CICS application. On the other hand when applications are designed as per the Client/Server architecture, you don’t have to through away your PC. In the Client/Server architecture, as long as the client and the server is able to talk, it doesn’t matter on which platform the applications are running. We can divide an application into three logical parts, Presentation, Business logic, data handling. In conventional applications such as COBOL/CICS, all these three parts are part of one application. In



Client/Server applications, the client application contains the presentation logic and data handing is done in the server application. The business logic goes either in the client or in the server or split between both the client and server application.



When all the business logic is put in the client application, it is called FAT client model. On the other hand when all the business logic is put in the server application, it is called THIN client model. Where exactly the business logic should go is the choice of the organization.



N-Tier Client/server Model As explained earlier, in the two-tier client/server model, the business logic goes either with the client, or with the server or split between both. Even though the two-tier client/server model has advantages over the conventional model, still it has it’s own limitations. The first and most limitation would be the maintenance and distribution. For example, say the application is using SYBASE SQL Server and PowerBuilder. Say, all the business logic is put on the SQL server in the form of stored procedures and triggers. What happens if the management decides to migrate from Sybase to another database for some reason. All the data has to be converted into the new database and also all the business related code need to be written in the new database, even though there is no change in the actual business logic. Let’s see what happens when we put the business code in the client application. If there is a simple change in the business logic, you need to distribute the new version of the client application to all the users, which is more difficult and time-consuming job.



In the three or n-tier client/server model, we clearly divide the whole application into three logical parts, one application contains the presentation, navigation & GUI logic only. The other would be only the application logic (business logic). The data server just stores the data and contains no business code.



In this model, the business logic is encapsulated and put on a different server. You don’t have to do any changes in the business-related code, when you migrate your client or server to other brands. Any changes that you do to the business logic can be implemented very fast compared to the client application distribution to hundreds of users. The end-user don’t have the need of high powered client machine, since all the business logic and calculations are being done in the application server. Another big benefit is the scalability. When your business expands and add hundreds of users, you can add more and more servers and route the requests from one application server depending on the load on other servers; This would be transparent to the end-user, and also, the client machine always contacts only one server; That means, there is no need to do any change in the client application.



Distributed Computing—PowerBuilder Implementation PowerBuilder provides support for three middle-tier servers:



  



Jaguar Component Transaction Server (CTS) Microsoft Transaction Server (MTS) Distributed PowerBuilder



Powersoft started supporting three/n-tier client/server model since version 5.0 and added more enhancements in version 6.0. PowerBuilder Version 7.0 took to the next higher level by PowerBuilder virtual machine into Jaguar Component Transaction Server and integrating tightly with it. It introduced few things to support this model. In this section, let’s have an overview of all the new objects that are introduced to support distributed computing model. Jaguar CTS/Microsoft Transaction Support will be explained in the later part of this session.



PowerBuilder added the following three new objects to implement distributed computing.



  



Connection Object Transport Object Remote/Proxy Object



PowerBuilder also added the following two events to the Application object to support this model.



 



ConnectionBegin ConnectionEnd



The implementation was further enhanced with the introduction of Transaction pooling and Shared objects and Server push. Let's have an overview of these objects here, explore each of these object properties/events and functions and then implement them. Next few sections examine all the above mentioned objects in detail.



Connection Object Using this object, the client application can talk to the server application. The usage of this object is similar to using a transaction object. However, unlike SQLCA, there is no built-in global variable for the connection object. You need to declare and instantiate a Connection Object using CREATE statement and set attributes similar to the one you set in the SQLCA. In this object, you set attributes like communication-driver name, server computer name and communication protocol type, etc.— explained in detail in 'Connection Object Properties' section. Finally you need to call ConnectToServer() function to connect to the server application. The are the steps you need to follow to connect to the PowerBuilder Application Server.



    



Create a User Object of type Connection Define events/functions to start/stop connection, initialization, error handling Declare a global variable of the User Object you created in the earlier step Create an instance of Connection object Set various attributes







Call ConnectToServer() function to start listening requests from client applications.



Then you need to call CreateInstance() function as needed throughout the application to create instances of remote objects.



Connection Object Properties The following explains connection object properties: Application: The server application name to which the client is connecting. This value depends on the communications driver used. For WinSock, specify the port number, for NamedPipes specify in the \\Location\PIPE\Application format. This value is ignored for the Local driver. Please note that OpenClientServer driver is no longer supported from version 6.0. Driver: This value should be one of the WinSock, NamedPipes, Jaguar, Local. Please note that OpenClientServer driver is no longer supported from version 6.0. ConnectString: Any text value that you want to pass to the ConnectionBegin event at the server. PowerBuilder doesn’t validate this value. It is something like a CommandLine argument to the application. This property is ignored for Jaguar and Local drivers. Location: The server application’s location. Provide LocalHost while testing the application on the same machine otherwise specify either the host name (name specified in the hosts file) or the IP address when you use WinSock driver. For NamedPipes driver, use the same format listed for the Application property. Jaguar driver has different format and supports multiple protocols. Protocol://Host.Port where protocol can be iiop or http or iiops or https. In those four protocols, the last two protocols that have the letter 's' suffix are corresponding secure protocols of the former ones. Since Jaguar supports load balancing, you can specify multiple servers separated by semicolon. UserId: You know what it means. Password: You know what it means. Options: One or more communication options. For example, the buffer size. When you specify more than one option, separate them by semicolon. Option Name



Description



Restrictions



BufSize



Specifies the buffer size.



WinSock driver only



MaxRetry Specifies the maximum number of times the client application tries to connect to the server application when the server's listening port is busy. You will not get an error if the connection is made before the max retries.



WinSock driver only



NoDelay



Specifies that send each packet with no delay between each packet. The default is 1. I don't think you ever want to change this option.



WinSock driver only



RawData



Specifies that the data should be passed in raw format. It defaults to 1. I think it is better to leave this option to default for two reasons, reason one being performance and the second one is good when the client and server are located on different platforms.



Trace: you can use this option while debugging the application to ask PowerBuilder to display more information. Trace Name



Description



Console



Specifying 1 to this option opens a MS-DOS session kind of console window and displays all the activity in that window. This option is ignored on Windows 3.x platform.



DumpArgs Specifying 1 to this option logs parameters and their values to the log file. Level



Specifying 1 to this option is equal to turning on Console, ObjectCalls and ObjectLife options. I don't find any use of this option.



Log



Logs all the specified activity to the log file specified in this option. Unless you are using a single global connection object, specify a unique file name for each connection object. If the file is not there, PowerBuilder creates the file. If the file is already existing, the log will be appended to the file.



ObjectCalls Logs each object method call including method status — success or failure. ObjectLife



Logs every attempt to create and destroy a remote object —proxy object.



Connection Object Events The connection object has three events constructor, destructor and error. The Error event is triggered when a connection error occurs.



Connection Object Functions The connection object has five functions: ConnectToServer: connects the client application to the server application using the values set in its various properties. DisconnectServer: disconnects the client application from the server application. RemoteStopConnection: allows a connected client application with administrative privileges to disconnect a specified client connection from the server application. RemoteStopListening: allows a connected client application with administrative privileges to command a server application to stop listening for requests. Lookup: allows a PowerBuilder client to create an instance of a Jaguar component and is explained later in this session. GetContextService: Creates a reference to a context-specific instance of the specified service. GetserverInfo: allows a client to retrieve information about its connection to the server into a structure of the type ConnectionInfo. Client with administrative privileges can retrieve information about all client connections to a server. The ConnectionInfo structure has the following properties: Property



Data Type



Description



Busy



Boolean



Indicates whether the client connection is currently making a request or receiving results of the previous requests.



CallCount



Long



Indicates the total number of requests made by that client connection.



ClientID



String



Indicates the ID of the client connection.



ConnectTime DateTime Indicates the date and time the client initiated the connection. LastCallTime DateTime Indicates the date and time of the last request made by this client connection. Loaction



String



Indicates the location of the client.



UserID



String



Indicates the user ID of the client that made the connection.



Communication Drivers The distributed computing architecture implemented in PowerBuilder 7.0 supports Sockets, NamedPipes, Jaguar and LocalHost on Windows 95/98/NT, Macintosh, AIX, HP-UX and SUN Solaris. The server must be deployed on a 32-bit platform only. Platform



Driver



Server support



Client support



Windows NT 4.0



NamedPipes



Yes



Yes



WinSock



Yes



Yes



NamedPipes



No



Yes



WinSock



Yes



Yes



NamedPipes



No



Yes



WinSock



Yes



Yes



NamedPipes



No



No



WinSock



Yes



Yes



NamedPipes



No



No



WinSock



Yes



Yes



NamedPipes



No



No



WinSock



Yes



Yes



Windows 95



Windows 98



AIX



HP-UX



Solaris



You can use the Local driver on all supported platforms.



Transport Object Transport object is Class object (Non Visual) used in the server application to listen requests from PowerBuilder clients. You can create multiple instances of this object on the server and set each object driver to a different one, say one is WinSock and another NamedPipes. This allows the server to listen from clients using different drivers. If there are many client connections and want to boost performance, you can create multiple instances of Transport object and assign each instance to a different port. The usage of this object is similar to the Connection object.



     



Create a User Object of type Transport Define events/functions to start/stop listening, initialization, error handling Declare a global variable (array) of the User Object you created in the earlier step Create an instance of Transport object Set various attributes Call Listen() function to start listening requests from client applications.



If you are creating only one instance of the Transport object, then make sure the driver specified in Transport object is same as the one in the Connection object.



Transport Object Properties The following is the list of transport object’s properties: Application: Server Application Name. Driver: The communication driver. It should be one of the WinSock, NamedPipes. ErrCode: Error number ErrText: Error message Location: Same as the Connection object’s Location property Options: Option Name



Description



Restrictions



BufSize



Specifies the buffer size.



WinSock driver only



MaxListeningThreads



Max. number of allowed threads. Please note that each user application can have multiple connection objects which means each client application can create multiple threads.



NoDelay



Specifies that send each packet with no delay between each packet. The default is 1. I don't think you ever want to change this option.



RawData



Specifies that the data should be passed in raw format. It defaults to 1. I think it is better to leave this option to default for two reasons, reason one being performance and the second one is good when the client and server are located on different platforms.



ThreadPooling



Setting this option to 1 causes PowerBuilder to create a pool of threads that expands and contracts according to the number of client connections.



WinSock driver only



TimeOut: Specifies the number of seconds a connection can remain idle before being disconnected. Trace: Has all Trace options of Connection object with the following additional options: DumpArgs



Logs argument details for each function/event calls.



WebPB



Logs all WebPB server activity.



All other options are exactly same as the Connection object Trace options.



Transport Object Events Other than the Constructor and Destructor events, this object has no events.



Transport Object Functions Transport object has two functions Listen() and StopListening(). The former function starts listening to client requests and the later stops listening client requests.



Remote Objects & Proxy Objects In the distributed computing model, you implement all the business logic using Custom class User Objects and place them on the server side. These objects are called Remote Objects since they are away from the client application. Then how do you access those objects from the client application? You can access Remote objects via Proxy objects. Proxy objects are the skeletons of Remote objects and sits on the client side. These objects contain prototype of public functions and instance variables. The function prototype includes number of arguments, each argument datatype, how that argument is passed and the function return type, etc. Protected and Private variables/function are not accessible from other objects and are not included in the prototype. Proxy objects themselves are not editable directly, but are generated by PowerBuilder. To create proxy objects, you need to display New dialog box by selecting File > New menu option and doubleclick on 'Proxy Library' option located under Projects tab page. Then select the output library, and all objects for which you want to create proxy objects. If you are accessing other objects from those selected objects, PowerBuilder automatically adds them to the list under the 'Implicitly Included Objects' category. As long as the prototype does not change, you do not need to recreate proxy objects every time you change the remote object. In the client application scripts you need to refer to the proxy object and the proxy object in-turn routes all the function/event calls transparently to the actual user object that is sitting in the server application. Before you use the proxy object in the client application programming, you need to make an additional call, CreateInstance()—to make an association between the proxy object and the remote object. CreateInstance()creates an instance of the remote object on the server. Before you create the executable, move all actual user objects that have proxy object set to the server application and keeps proxy objects in the client application.



Application Object Events for Distributed PB Powersoft added two events to the application object, ConnectionBegin and ConnectionEnd and are triggered only in the server application. The former event fires whenever a client requests a connection and the later event is fired when a client terminates the connection.



Transaction Pooling



In the two-tier architecture, PowerBuilder application directly connects to the database using either the global default transaction object SQLCA or a custom one. As you know, a typical PowerBuilder application connects to the database in the beginning ( either in the login window or in the application’s Open event) and closes the database connection in application’s Close event. That means, if there are 1000 clients, a total of 1000 connections are open in the database server as long as the client application is open even though the user is not doing anything. In the n-tier model, the client will not connect to the database server directly, instead the client does all the database specific operations via the application server. The application server in turn connects to the database and executes the client’s requests and sends the results back. In the application server, you can handle the client’s database requests in one of two ways. The first one would be most straightforward, in which you open one connection for each client. That means, you open 1000 connections for a total of 1000 clients. As you know, all clients won’t be doing the database operations all the time. Most of the time user spends time in navigation and reading/printing/analyzing the data that is displayed on the client machine. That means, each client’s database connection has a lot of idle time. To maximize the database performance, you can make use of the above described idle database connection time for each client and reduce the number of database connections that are required to be open at any given time. To make use of this, you need to pool the connections. When you don’t use the transaction pooling, PowerBuilder physically terminates the database connection when the Disconnect statement is issued. Connecting and disconnecting a database connection takes a lot of resources and time. When you use transaction pooling, PowerBuilder disconnects the database connection logically and commits all the changes and it reuses the disconnected database connection for another client as long as the transaction object parameters match. To use the transaction pooling, you need to call SetTransPool() function.



PBMSServer.SetTransPool( 100, 150, 10 ) The above code is setting a minimum of 100 database connections and a maximum of 150 database connections. The last parameter specifies the number of seconds to wait for a database connection. If the client is not able to get the database connection within the timeout period (10 seconds in this example), the server application sends the error to the client. When you first start the application server, there are zero connection open to the database. As users keep connecting, the number of connections increases. For example, say 120 clients are connected that means there will be 120 connections open to the database. As users keep disconnecting the number of open connections keep decreasing till it 100. When 20 users disconnect, there are 100 connections open. When the 21st client disconnects, there are still 100 connections open; this is because we set minimum open connections 100 in the above function. This is a good feature especially for web server applications. Typically, web related transactions are very short in nature and also most of those applications use few standard logins to connect to the database. That means, these applications do the user validation checking in the application server and connect to the database using some standard—internal to the company—logins. So, if you keep good amount of minimum connections open, then the overhead of connecting to the database server for each user request is very minimal versus connecting and disconnecting for every user request. On the other hand this feature also helps to put cap on number of connection that a particular application can open to the database server. What I mean is, enterprises have a lot of applications running all the time. Sometimes, a particular application—may be running on the same machine or on different machines—opens most of the connections and block other applications for whatever is the beneath reason. For example, a batch query & printing job which runs in the night may open too many connections that even the DBA can't open a connection till the application completes. All



databases do not support putting cap on connections according to our needs which we can accomplish using this feature. You might have got a doubt about database connection pooling, if client 1 uses a connection as "DBA" and disconnects it, and if the client 2 is trying to connect as "Prasad", will the application server use the first client’s database connection. A good question. If the application server reuse the connection, it would be wrong, since the application server is connecting to the database as "DBA" instead of "Prasad". PowerBuilder will reuse the database connection ONLY when the transaction object’s attribute values match. In the above example, it will not reuse the database connection since the user id from two clients are different.



DataWindow Synchronization in DPB PowerBuilder has a different set of APIs (listed below) to synchronize DataWindows/DataStores. All of them use a BLOB object as argument.











 







GetFullState()—Reads the full state of the DataWindow and populates the BLOB object. The full state includes the DataWindow object definition, data and the status of each row and column. The resuling BLOB object can be used to set the another DataWindow/DataStore. SetFullState()—Typically, the BLOB object returned by the GetFullState() is send as an argument to this function. This function sets the DataWindow with the DataWindow object, data and status as specified in the BLOB object. Since this function also sets the DataWindow object, the target DataWindow control/DataStore do not have a DataWindow object assigned before calling this function. GetChanges()—This function takes all the changes in the specified DataWindow and populates the BLOB object. SetChanges()—Typically, the BLOB object returned by the GetChanges() is send as an argument to this function. This function applies all the changes to the target DataWindow. If you call Update() on either the source DataWindow or target DataWindow, both will result in same. Similar to the SetFullState(), this function also sets the DataWindow object. You do not have to keep the retrieved data in the target DataWindow in order to apply changes with SetChanges() function. GetStateStatus()—Retrieves the internal state flags of the given DataWindow into a BLOB object. This function is used when you have one source DataWindow and multiple target DataWindows and want to keep all of them in sync. This function is obsolete with version 7.0.



The GetFullState() loads the following into the BLOB object.



 



All Data from all buffers (Only changed info is taken by the GetChanges()) Row/Column and any internal status flags



 



Complete DataWindow syntax All DropDownDataWindow syntax and data



The following illustration illustrates all the steps involved in the DataWindow synchronization. We are not including any examples in this section, since we will be writing in the actual application later in this session.



Shared Objects Each client that connects to the server gets a separate program variable space. That means, the values that are sent from one client aren’t available for another client. If your application needs sharing data between different clients, you need to either write to a file & read from it or maintain using the database.



Building Distributed PowerBuilder Applications In this demo, we are going to build client and server applications. The client will use proxy object to retrieve data from and update data in the database server instead of connecting to the database server directly. For the server application we will create objects to send data to the requested client and also a connection monitor. The following lists the steps we need to follow to create a distributed PowerBuilder application.



            



Define custom class user objects in the client app Set Proxy name for each custom class user object Move/Copy custom classes into the server library and keep the proxy objects in the client app Define and create a connection object in the client app and connect to the server app using connection object Instantiate the proxy object and make calls to methods Build the Server application in a separate library Define and create a transport object in the server app and let the transport object start listening to the client requests Write scripts to the ConnectionBegin and ConnectEnd events in the server applications Build user interface to set the server startup options Build user interface to monitor client connections and manage them Creating a Custom Connection Object Select File > New menu option and double click on Standard Class icon located under Object tab page and select Connection and click OK button. Define a function of_GetConnectionInfo function as shown below.



// Object: nco_connection // Function: of_GetConnectionInfo // Access: protected // Returns: integer // Arguments: // as_server, string, by reference // as_driver, string, by reference // as_location, string, by reference // server: PMSServer, Driver: WinSock, Location: localhost CONSTANT string LS_REGKEY = "HKEY_CURRENT_USER\Software\asi\pms\DPB" RegistryGet( LS_REGKEY, "Server", RegString!, as_server ) RegistryGet( LS_REGKEY, "Driver", RegString!, as_driver ) RegistryGet( LS_REGKEY, "Location", RegString!, as_location ) Return 1







This function reads values from the registry. You need to define those registry entries and set the values as listed in the comments. The next function calls this function.



// Object: nco_connection // Function: of_ConnectToServer // Access: public // Returns: integer // Arguments: None string ls_server, ls_driver, ls_location long ll_rc If of_GetConnectionInfo( ls_server, ls_driver, ls_location ) = 1 Then this.Application = ls_server this.Driver = ls_driver this.UserID = SQLCA.UserID this.Password = SQLCA.DBPass this.Location = ls_location ll_rc = This.ConnectToServer() IF ll_rc 0 THEN MessageBox("DPB", "Cannot connect to server: #" + string(ll_rc)) RETURN -1 END IF RETURN 1 End If return –1 



The above function is calling of_GetConnectionInfo and connecting to the DPB server by calling ConnectToServer() function. Please note that we are using the UserID and Password from the SQLCA object and we are not storing them in the registry. Save this object as nuo_connection.



Creating the Remote Object Select File > New menu option and double click on Custom Class icon located under Object tab page and select Connection and click OK button. This class has two methods, of_Retrieve() to retrieve products and of_Update() to save changes done to the product. These two functions act on an instance variable ids_product DataStore.



Protected: DataStore ids_Product Let us create the DataStore in the Constructor event and initialize it.



// Event: Constructor // Object: ncst_product_master // Create a DataStore ids_product = CREATE DataStore // Assign DataWindow object that points to the product_master table ids_product.DataObject = 'd_products_maint' // Set the transaction object ids_product.SetTransObject( SQLCA ) Now let's declare the method to retrieve products from the database.



// Function: of_Retrieve // Access: Public // Return Value: Long // Arguments: ablb_data of type BLOB by reference Long ll_RowCount ids_product.Retrieve() ll_RowCount = ids_product.GetFullState( ablb_data ) Return ll_RowCount In this function we are basically retrieving data using Retrieve(). Then we are calling GetFullState()introduced in v6.0, retrieves complete DataWindow/DataStore state information such as data buffers and status flags including the DataWindow object about the specified DataWindow into a BLOB object. This function is primarily used in distributed PowerBuilder applications to synchronize DataStore on the server with DataWindow/DataStore on the client side, even though you can use it in normal PowerBuilder applications. Once you have the information in a BLOB object, you can use that BLOB object to set the target DataWindow using SetFullState() function. There are two more interesting functions GetChanges() and SetChanges()that allows you to update a DataWindow. These functions also take a BLOB variable as argument. GetChanges()populates the BLOB object with the changes information and the size is a lot smaller compared to the BLOB returned in the GetFullState(). The following is the code for the of_Update() at ncst_Product_Master.



// Function: of_Update // Access: Public // Returns: Long // Arguments: ablb_changes of BLOB datatype by reference long ll_rc int li_UpdateStatus ll_rc = ids_Product.SetChanges(ablb_changes) If ll_rc >= 0 Then li_UpdateStatus = ids_Product.Update() If li_UpdateStatus = 1 Then COMMIT; ll_rc = ids_Product.GetChanges(ablb_changes) Else ROLLBACK; End If End If return ll_rc In the above function first we are applying the changes to the DataStore and then updating the DataStore. Later we are getting the changes into the BLOB variable which is used in the SetChanges()at the client side.



Building Proxy Objects The proxy object is generated internally by PowerBuilder as a wrapping layer for the remote object. It defines the remote object's interface and instance variables and exists only on the client side to represent the remote object and redirects any messages and calls to it.



Select File > New menu option and double click on Proxy Library option located under Project tab page. Select Edit > Select Objects menu option and check product.pbl from the Libraries list and select ncst_Product_Master from the Objects list and click OK button. Select Edit > Properties menu option and specify product-proxy.pbl for the Output library and click OK button. Select Design > Build Project menu option. Now, if you visit Library painter and open product-proxy.pbl, you will find the proxy object for ncst_product_master object. You can identify the proxy object from the icon in the Library painter.



The client application requires access to an object's proxy object only, not to the physical object itself. You need to move/copy the actual user object into the server library. Create a new PowerBuilder library product-server.pbl in the same directory and copy ncst_product_master into productserver.pbl. Put product-proxy.pbl in the library list for the current application. Please note that you don't have to include product-server.pbl into the library list for the current application.



Building the Server Application If you haven't created a library for the server application, create a library product-server.pbl and create an application pms in this library. Then copy all the DataWindows from the product.pbl into this library. This is needed because, we are using DataStores on the server. Then copy the user object ncst_product_master—you don't have to copy proxy object.



Create a window w_pms_server as shown below. Name CommandButtons as cb_start_or_stop_server, cb_server_options, cb_refresh and cb_exit respectively from left to right. Below is a DataWindow dw_users. There is another DataWindow dw_options right behind the dw_users.



Paint a tabular/Grid presentation style, external data source DataWindow d_users with the following structure Name userid connecttime



Type String datetime



Length 16



busy lastcalltime



String datetime



3



callcount



long



clientid location connectuserid connectstring



String String String String



16 16 16 100



Paint a FreeForm presentation style, external data source DataWindow d_server_options with the following structure. Name Application driver location opt_bufsize



Type String String String number



opt_ThreadPooling



number



Length 30 20 60



opt_maxListeningThreads



number



opt_nodelay



number



opt_rawdata



number



trace_console



number



trace_level



number



trace_log trace_objectcalls



String number



trace_objectlife



number



trace_dumpargs



number



trace_all



number



60



To make the server to listen to the clients, we need to do four things.



   



Declare a variable of type transport object that is available throughout the server application. Create an instance of the transport object Populate transport object with proper values Ask the server to listen to clients.



First let's define registry entries and set them with proper default values. Select Start > Run menu option from the taskbar and run REGEDIT command and define HKEY_LOCAL_MACHINE\SOFTWARE\PMS key in the registry. Then create the following sub-keys and populate them as shown below: Key/ String Value in the Registry Application



SubKey



Value PMSServer



Driver



WinSock



Location



LocalHost



Options BufSize



100



MaxRetry



5



NoDelay



1



RawData



1



TimeOut



60



Console



1



Log



C:\workdir\pmsserver.log



ObjectCalls



1



ObjectLife



1



DumpArgs



1



All



1



Trace



Declare the following instance variables.



CONSTANT STRING IS_REGKEY = 'HKEY_LOCAL_MACHINE\Software\PMS' CONSTANT STRING IS_REGKEY_TRACE = IS_REGKEY + '\TRACE' CONSTANT STRING IS_REGKEY_OPTIONS = IS_REGKEY + '\OPTIONS' Declare a global transport object. The reason we are declaring it as a global is, we need it through out the server application.



transport gtrp_Transport Let us create the transport object in the w_pms_server window's open event.



// Event: Open // Object: w_pms_server window gtrp_transport = CREATE transport We will be defining four functions. of_SetTransportObjectValues – Reads values from registry and sets the transport object. of_Disconnect—Disconnects the specified client from the server. of_GetServerOptions()—Reads server options and loads into the DataWindow. of_SetServerOptions()—Reads the server options from the DataWindow and saves in the registry. Declare of_SetTransportObjectValues() function at w_pms_server as shown below.



// Function: of_SetTransportObjectValues() at w_pms_server window. // Access: Private // Returns: Integer // Arguments: None String ls_str, ls_str1 RegistryGet(IS_REGKEY,'Driver', ls_str) gtrp_Transport.driver = ls_str RegistryGet(IS_REGKEY,'Application', ls_str) gtrp_Transport.application = ls_str RegistryGet(IS_REGKEY,'Location', ls_str) gtrp_Transport.location = ls_str RegistryGet(IS_REGKEY_OPTIONS,'BufSize', ls_str) ls_str1 = 'BufSize=' + ls_str RegistryGet(IS_REGKEY_OPTIONS,'MaxRetry', ls_str) ls_str1 += ',MaxRetry=' + ls_str RegistryGet(IS_REGKEY_OPTIONS,'NoDelay', ls_str) ls_str1 += ',NoDelay=' + ls_str RegistryGet(IS_REGKEY_OPTIONS,'RawData', ls_str) ls_str1 += ',RawData=' + ls_str RegistryGet(IS_REGKEY_OPTIONS,'TimeOut', ls_str) gtrp_Transport.Options = ls_str1 RegistryGet(IS_REGKEY_TRACE,'Console', ls_str) ls_str1 = 'Console=' + ls_str RegistryGet(IS_REGKEY_TRACE,'Log', ls_str) ls_str1 += ",Log='" + ls_str + "'" RegistryGet(IS_REGKEY_TRACE,'ObjectCalls', ls_str) ls_str1 += ',ObjectCalls=' + ls_str



RegistryGet(IS_REGKEY_TRACE,'ObjectLife', ls_str) ls_str1 += ',ObjectLife=' + ls_str RegistryGet(IS_REGKEY_TRACE,'DumpArgs', ls_str) ls_str1 += ',DumpArgs=' + ls_str RegistryGet(IS_REGKEY_TRACE,'All', ls_str) ls_str1 += ',All=' + ls_str gtrp_Transport.Trace = ls_str1 Return 0 In the above function, we are reading the registry entries and loading into the global transport object variable.



Stopping Connections Remotely Declare of_Disconnect function at w_pms_server as shown below.



// Function: of_Disconnect // Access: Public —We need to allow the menu to // fire this function, so, it should be public. // Returns: None // Arguments: as_user, String, by Value ConnectionInfo lci_ConInfo[] nuo_Connection lcn_Connection int li_RowNo, li_rc long ll_Rows, ll_Row String ls_User lcn_Connection = CREATE nuo_Connection lcn_Connection.Application = gtrp_transport.Application lcn_Connection.Driver = gtrp_transport.Driver lcn_Connection.Location = gtrp_transport.Location lcn_Connection.UserId = "DBA" lcn_Connection.Password = "SQL" lcn_Connection.ConnectToServer() IF lcn_Connection.ErrCode 0 THEN MessageBox("Error", string(lcn_Connection.ErrCode)& + ": " + lcn_Connection.ErrText, & StopSign!,OK!,1) lcn_Connection.DisconnectServer() DESTROY lcn_Connection RETURN END IF IF Upper(as_user) = "ALL" THEN ll_Rows = lcn_Connection.GetServerInfo( lci_ConInfo ) // Your connection is listed always top, so, don't // disconnect yourself first. Disconnect others. // Once done, you are disconnecting yourself at the // end anyway. FOR li_RowNo = 2 TO ll_Rows li_rc = lcn_Connection.RemoteStopConnection(& lci_ConInfo[li_RowNo].ClientId) NEXT dw_users.Reset() ElseIf Upper(as_user) = 'CURRENT' Then ll_Row = dw_users.GetRow() If ll_Row > 0 Then



ls_User = dw_users.getItemString(ll_row,'clientid') li_rc = lcn_Connection.RemoteStopConnection(ls_user) if li_rc = 0 Then dw_users.deleteRow( ll_Row ) End If ELSE li_rc = lcn_Connection.RemoteStopConnection(as_user) END IF lcn_Connection.DisconnectServer() DESTROY lcn_Connection We the user requests to stop all connections, we are calling GetServerInfo() and stopping each connection from connection #2 by calling RemoteStopConnection(). The reason we are starting from connection #2 instead of #1 is that, even though this function is being called from the server console window, still you need to connect to the server by opening another connection. GetServerInfo() always returns the current connection information as the first record. So, first we need to stop all other connections and disconnect from the server meaning all connections are dropped. If the user requests to drop a specific connection, then we are just stopping that specific connection.



Saving and Loading Server Options Now, let us write script to display server options—transport object properties—to the user using dw_options DataWindow. Let us write the script for this purpose in a function. Declare of_GetServerOptions() function at the w_pms_server window.



// Function: of_GetServerOptions() // Access: Private // Return Value: Integer // Arguments: None String ls_temp RegistryGet(IS_REGKEY,"Driver", ls_temp) dw_options.object.driver[1] = ls_temp RegistryGet(IS_REGKEY,"Application", ls_temp) dw_options.object.application[1] = ls_temp RegistryGet(IS_REGKEY,"Location", ls_temp) dw_options.object.location[1] = ls_temp RegistryGet(IS_REGKEY_OPTIONS,"BufSize", ls_temp) dw_options.object.opt_bufsize[1] = Integer(ls_temp) RegistryGet(IS_REGKEY_OPTIONS,"MaxListeningThreads", ls_temp) dw_options.object.opt_MaxListeningThreads[1] = Integer(ls_temp) RegistryGet(IS_REGKEY_OPTIONS,"NoDelay", ls_temp) dw_options.object.opt_nodelay[1] = Integer(ls_temp) RegistryGet(IS_REGKEY_OPTIONS,"RawData", ls_temp) dw_options.object.opt_rawdata[1] = Integer(ls_temp) RegistryGet(IS_REGKEY_OPTIONS,"ThreadPooling", ls_temp) dw_options.object.opt_ThreadPooling[1] = Integer(ls_temp) RegistryGet(IS_REGKEY_TRACE,"Console", ls_temp) dw_options.object.trace_console[1] = Integer( ls_temp ) RegistryGet(IS_REGKEY_TRACE,"ObjectCalls", ls_temp) dw_options.object.trace_objectcalls[1] = Integer(ls_temp) RegistryGet(IS_REGKEY_TRACE,"ObjectLife", ls_temp) dw_options.object.trace_objectlife[1] = Integer(ls_temp) RegistryGet(IS_REGKEY_TRACE,"DumpArgs", ls_temp) dw_options.object.trace_dumpargs[1] = Integer(ls_temp) RegistryGet(IS_REGKEY_TRACE,"All", ls_temp)



dw_options.object.trace_all[1] = Integer(ls_temp) RegistryGet(IS_REGKEY_TRACE,"Level", ls_temp) dw_options.object.trace_level[1] = Integer(ls_temp) RegistryGet(IS_REGKEY_TRACE,"Log", ls_temp) dw_options.object.trace_log[1] = ls_temp Return 0 All we are doing here is reading registry entries and populating the DataWindow after converting into appropriate datatype. The following function of_SaveServerOptions() saves transport object values into the registry. This is also a window level function.



// Function: of_SaveServerOptions() // Access: Private // Return Value: Integer // Arguments: None. dw_options.AcceptText() RegistrySet(IS_REGKEY, "Driver", & dw_options.object.driver[1] ) RegistrySet(IS_REGKEY, "Application",& dw_options.object.application[1] ) RegistrySet(IS_REGKEY, "Location", & dw_options.object.location[1] ) RegistrySet(IS_REGKEY_OPTIONS, "BufSize",& String(dw_options.object.opt_bufsize[1]) ) RegistrySet(IS_REGKEY_OPTIONS, "MaxListeningThreads",& String(dw_options.object.opt_maxListeningThreads[1]) ) RegistrySet(IS_REGKEY_OPTIONS, "NoDelay",& String(dw_options.object.opt_NoDelay[1]) ) RegistrySet(IS_REGKEY_OPTIONS,"RawData",& String(dw_options.object.opt_RawData[1]) ) RegistrySet(IS_REGKEY_OPTIONS,"ThreadPooling",& String(dw_options.object.opt_ThreadPooling[1]) ) RegistrySet(IS_REGKEY_TRACE,"ObjectCalls",& String(dw_options.object.trace_objectcalls[1] )) RegistrySet(IS_REGKEY_TRACE,"ObjectLife",& String(dw_options.object.trace_objectlife[1] )) RegistrySet(IS_REGKEY_TRACE,"DumpArgs",& String(dw_options.object.trace_dumpargs[1] )) RegistrySet(IS_REGKEY_TRACE,"Level",& String(dw_options.object.trace_level[1] )) RegistrySet(IS_REGKEY_TRACE,"All",& String(dw_options.object.trace_all[1] )) RegistrySet(IS_REGKEY_TRACE,"Console",& String(dw_options.object.trace_console[1] )) RegistrySet(IS_REGKEY_TRACE,"Log",& String(dw_options.object.trace_log[1] )) Return 0 Populate the transport object with server startup values. The following script reads values from the registry (PowerBuilder distributed server can work only on 32-bit platform anyway) and populates the transport object.



Starting/Stopping DPB Server // Object: cb_start_or_stop_server in w_pms_server



// Event: Clicked Long ll_rc, ll_row String ls_Temp Integer li_return dw_users.Reset() IF This.Text = '&Start Server' THEN of_SetTransportObjectValues() // Start listening for client connections. ll_rc = gtrp_transport.Listen() If ll_rc != 0 OR gtrp_transport.ErrCode != 0 Then MessageBox( "Error", gtrp_Transport.ErrText, StopSign!,OK!,1 ) Retun -1 END IF cb_start_or_stop_server.text = "&Stop Server" cb_refresh.Enabled = TRUE cb_exit.Enabled = FALSE Timer(60) ELSE Parent.of_disconnect("ALL") ll_rc = gtrp_transport.StopListening() IF li_return = 0 THEN cb_start_or_stop_server.text = "&Start Server" cb_refresh.Enabled = FALSE cb_exit.Enabled = TRUE END IF Timer(0) END IF Return In the above script, we are starting and stopping the server depending on the text displayed on the CommandButton. If it is 'Start Server' then we are starting the server and changing the text to 'Stop Server' and vice-versa. After this function call, we are calling Listen() function to make the server to listen to clients. Once the server starts, we are calling Timer() function to fire the timer event every 60 seconds to bring the connected users information and to refresh the screen. Timer event script is explained in a moment. To make the server to stop listening to the clients, we are calling StopListening() function at the transport object and enabling/disabling appropriate CommandButtons. The following code is written for cb_server_options CommandButton's clicked event toggles the CommandButton's text between Console, Server Options and Save Options and takes action depending on the text of that CommandButton.



// // // If



Event: Clicked Object: cb_server_options CommandButton in w_pms_server window This.Text = 'Server &Options' Then dw_options.Show() dw_users.Hide() This.Text = '&Console' cb_refresh.Enabled = False ElseIf This.Text = '&Console' Then dw_users.Show() dw_options.Hide() This.Text = 'Server &Options' IF cb_start_or_stop_server.text = '&Stop Server' THEN



cb_refresh.Enabled = True END IF ElseIf This.Text = 'Save &Options' Then Parent.of_SaveServerOptions() This.Text = '&Console' End If We need to change the CommandButton's text to 'Save Options' from the dw_options's ItemChanged event.



// Event: ItemChanged // Object: dw_options in w_pms_server window cb_server_options.Text = 'Save &Options'



Monitoring Connection Information From the Server Console Now, we need to write code to display connected users information in dw_users DataWindow. Declare the following function at w_pms_server.



// Function: of_RefreshUserInfo() // Access: Private // Return Value: Integer // Arguments: None. ConnectionInfo lci_ConInfo[] Connection lcn_Connection int li_RowNo, li_rc long ll_Rows // Create a connection object. lcn_Connection = CREATE Connection // Set connection object properties. lcn_Connection.Application = gtrp_transport.Application lcn_Connection.Driver = gtrp_transport.Driver lcn_Connection.Location = gtrp_transport.Location lcn_Connection.UserId = "DBA" lcn_Connection.Password = "SQL" // Connect to the server. lcn_Connection.ConnectToServer () // Check for errors. IF lcn_Connection.ErrCode 0 THEN MessageBox("Error", string(lcn_Connection.ErrCode)& + ": " + lcn_Connection.ErrText, & StopSign!,OK!,1) DESTROY lcn_Connection Return END IF // Check the users information. ll_rows = lcn_Connection.GetServerInfo(lci_ConInfo) // We are done. Disconnect from the server. lcn_Connection.DisconnectServer() DESTROY lcn_Connection dw_users.Reset() For li_RowNo = 2 to ll_rows // The following IF condition is filtering connections // that are connected to monitor connections. // NOTE: Your connection is ALWAYS the first one



// in the ConnectionInfo structure array. dw_users.InsertRow(0) if lci_ConInfo[li_RowNo].busy then dw_users.object.busy[li_RowNo - 1] = "Yes" else dw_users.object.busy[li_RowNo - 1] = "No" end if dw_users.object.connecttime[li_RowNo - 1] = & lci_ConInfo[li_RowNo].connecttime dw_users.object.lastcalltime[li_RowNo - 1] = & lci_ConInfo[li_RowNo].lastcalltime dw_users.object.callcount[li_RowNo - 1] = & lci_ConInfo[li_RowNo].callcount dw_users.object.clientid[li_RowNo - 1] = & lci_ConInfo[li_RowNo].clientid dw_users.object.location[li_RowNo - 1] = & lci_ConInfo[li_RowNo].location dw_users.object.userid[li_RowNo - 1] = & lci_ConInfo[li_RowNo].userid dw_users.object.connectuserid[li_RowNo - 1] = & lci_ConInfo[li_RowNo].connectuserid dw_users.object.connectstring[li_RowNo - 1] = & lci_ConInfo[li_RowNo].connectstring Next Return In the above function, we are creating an instance of a connection variable and populating with values—basically same values as transport object—and connecting to the server. Once connected, we are calling GetServerInfo() function—available at connection object—to get connected users information. This function returns an array of ConnectionObject objects. We are disconnecting immediatley after the GetServerInfo() function call, however, GetServerInfo() lists this connection also because this connection is active at that time. Please note that, this connection will get administration privilege—look in the Application Object's ConnectionBegin event—and that's why GetServerInfo() returns all users info, otherwise, it will return only your connection information. Then we are reading properties of each ConnectionInfo object and populating the dw_users DataWindow. Please note that, we are not displaying this connection—connected to pull user info. We are done with function declaration. Now call this function from cb_refresh CommandButton's clicked event.



Parent.of_RefreshUserInfo() Remember we are firing the timer event every 60 seconds. So, call this function from window's timer event also as shown below.



This.of_RefreshUserInfo() The following code prevents closing the window when the server is running. It prompts the user to stop the server before (s)he close the server window.



// Event: CloseQuery // Object: w_pms_server window If cb_start_or_stop_server.text = "&Stop Server" Then MessageBox("Warning!", "Please Stop the server before " + & "Closing the Server Monitor Window!", StopSign!, OK!,1 ) Return 1 // Stop window from closing.



End If Return 0 // Everything is Okay. Let the window close. We are displaying all connected users information. Don't you think it is a good idea to allow the administrator to disconnect the selected user or all users by invoking a popup menu on the dw_users DataWindow? Paint a menu m_ServerMenu as shown below.



Write the following code for Clicked event of Disconnect and Disconnect All menu options.



// Event: Clicked // Object: m_disconnect of m_ServerMenu menu ParentWindow.Dynamic Function of_Disconnect('CURRENT') // Event: Clicked // Object: m_disconnect_all of m_ServerMenu menu ParentWindow.Dynamic Function of_Disconnect('ALL') We need to declare an instance variable for this menu in w_pms_server.



m_ServerMenu im_dw We need to create it in the window's open event. Append the following code to the w_pms_server open event



im_dw = CREATE m_ServerMenu We need to destroy it in the window's close event.



DESTROY im_dw We need to display the popup menu at the mouse pointer position whenever user clicks with the right mouse button on dw_users DataWindow.



// Event: rButtonDown // Object: dw_users DataWindow in w_pms_server window im_dw.m_users.m_Disconnect.Enabled = ( Row > 0 ) im_dw.m_users.m_DisconnectAll.Enabled = ( This.RowCount() > 0 ) im_dw.m_users.PopMenu(Parent.PointerX(),Parent.PointerY()) Return 0 Observe parenthesis—plays important role here—around the expression in the right hand side. Those expressions return TRUE or FALSE and enable or disable menu options. The first line is equal to:



If Row > 0 Then im_dw.m_users.m_Disconnect.Enabled = True Else im_dw.m_users.m_Disconnect.Enabled = False End If I know the code is cryptic, but is compact and also you will get some exposure to this kind of coding and won't be surprised while debugging some one's crazy code. Remember calling of_Disconnect() function from the menu m_ServerMenu, but we did not get any compilation errors, because, we are using DYNAMIC key word. Now, let's define that function. We are basically calling RemoteStopConnection() function that is available at the connection object. If the argument is a user id, then we are disconnecting the specified user—actually we are not using this feature, however, code is there. If the option is CURRENT then we are finding the Clientid from the current row of the DataWindow and disconnecting him/her. If 'ALL' argument is passed, then we are disconnecting all users one at a time. How do you know that the connection is your connection? For example, there are 10 user connections and additionally you opened 3 more connections to the server from different terminals with the same user id and password. When you connect one more time to list connected users information, you will be connecting to the server and disconnecting immediately. That means by that time you display the connection information in the DataWindow, your connection was already disconnected from the server. Don't you think it is a good idea not to display the connection information that used to get connected users list. The question here is how do you identify your connection—the one used to get the connection information—from your other three connections? The answer is, the connection that is making GetServerInfo() function is always the first one in the array. If you want to disconnect connections automatically when the connection is idle for more than a specified time, do you know what you should do? Check the last call time in the ConnectionInfo structure array and act on it. One more important thing to note here is that the Userid member of the ConnectionInfo structure refers to the Userid that you used to log on to your MS-Windows 95/NT system. The Clientid member in the ConnectionInfo structure contains the user id you passed to the ConnectionBegin event using Connection object's Userid property. Add the following line to load the server info when you start the application.



// Event: Open // Object: w_pms_server window of_GetServeroptions() Finally, we need an application for the server. So, create an application object pms and save it in product-server.pbl. open w_pm_server from Application Open event.



// Event: Open // Object: pms Application Object located in product-server.pbl Open( w_pms_server ) As explained earlier, every time a client connects to the server, ConnectionBegin event is fired at the server. In that event, you need to assign privileges to the client. This event has three arguments, userid, password and ConnectString. You may want to validate userid and password arguments and also use them to connect to the database server. CommandString argument is similar to the argument available to the Application object's open event in a regular PowerBuilder application. If you pass a command line argument to the server application at startup, it will be available to the server in its



application object open event. However, when a client connects to the server, application object's open event is not fired, instead ConnectionBegin event is fired.



// Event: ConnectionBegin // Object: Application Object located in product-server.pbl CONSTANT STRING LS_REGKEY = "HKEY_LOCAL_MACHINE\Software\PMS\dbinfo" String ls_Temp, ls_privilege Integer li_Pos SQLCA.UserID = UserID SQLCA.LogID = UserID SQLCA.LogPass = Password SQLCA.DBPass = Password RegistryGet( LS_REGKEY, "DbParm", SQLCA.DbParm ) RegistryGet( LS_REGKEY, "Database", SQLCA.Database ) RegistryGet( LS_REGKEY, "DBMS", SQLCA.DBMS ) CONNECT USING SQLCA ; If SQLCA.SQLCode 0 Then RETURN NoConnectPrivilege! END IF SELECT privilege INTO :ls_privilege FROM dpb_privileges WHERE userid = :SQLCA.USERID; CHOOSE CASE Upper(ls_privilege) CASE "ADMINISTRATION" RETURN ConnectWithAdminPrivilege! CASE "CONNECTION" RETURN ConnectPrivilege! CASE ELSE RETURN NoConnectPrivilege! END CHOOSE Return NoConnectPrivilege! Please note that the datatype of the return value for this event is ConnectPrivilege, which is an enumerated datatype. There are three types of privileges available, ConnectPrivilege!, NoConnectPrivilege!, and ConnectWithAdminPrivilege!. We are assigning administrative privilege if the userid is 'Administrator', just connect privilege otherwise. We just hard-coded the checking to make this example simple, in real life you may want to validate these against a database. Now the server is ready to run. Make sure you put the following code also to make it perfect code—I know the PowerBuilder 7.0 does automatic garbage collection, but, I don't depend on that.



// Event: Close // Object: w_pms_Server window // Destory the transport because the window which // is the main visible component is being closed. DESTROY gtrp_transport This completes building the server application and is the time to create a project object and generate executable files.



Connecting from Client App to Middle Tier App In the client application, i.e., the application located in product.pbl, we have created a connection object, but we haven't coded anything to connect to the middle tier application.



Open the application object and declare a global variable as shown below:



nuo_connection g_connection In the application Open event, append the following code.



// Object: pms Application Object // Event: Open IF not IsValid( g_Connection ) THEN g_Connection = CREATE nuo_Connection End IF IF g_Connection.of_ConnectToServer() 1 THEN HALT CLOSE END IF w_mdi_frame.SetMicroHelp( "Connected to DPB Server " ) Now, add ncst_product_master instance variable to w_product_master window.



ncst_product_master incst_product_master Comment any code that is referring to any DataWindow in the w_product_master Open event and add the following code.



// Object: w_product_master // Event: Open IF g_Connection.CreateInstance(incst_product_master) 0 THEN MessageBox("Error", "Unable to create instance of " + & " Product master service object!") Return END IF Replace ue_retrieve event code with the following:



// Object: w_product_master // Event: ue_retrieve long ll_rowCount Blob lbl_data ll_rowCount = incst_product_master.of_retrieve(lbl_data) dw_product1.SetFullState(lbl_data) // Error Handling In the above code, we are calling of_retrieve() function that is declared in ncst_product_master. You may recall that ncst_product_master is residing in product-server.pbl which will eventually be moved to another machine. However, you have the proxy for ncst_product_master sitting in productproxy.pbl, which is in your current application library list. Later, we are making using of DataWindow synchronization functions. Replace ue_save event code with the following.



// Object: w_product_master // Event: ue_retrieve BLOB lblob_changes long ll_rc int lUserAnswer, lUpdateStatus



lUserAnswer = MessageBox( "Update", & "Apply Changes ?", Question!,YesNo!,2) if lUserAnswer = 1 then SetPointer( HourGlass! ) dw_product1.getChanges(lblob_changes) ll_rc = incst_product_master.of_Update( lblob_changes ) if ll_rc = 1 then dw_product1.ResetUpdate() else SetPointer( Arrow! ) MessageBox( "Update", "Error while " + & "applying changes to the database" ) return 0 end if end if SetPointer( Arrow! ) The logic here is similar to ue_retrieve event. Here we are calling ue_update instead of of_retrieve. We are reading the changes into the BLOB variable and sending to the middle-tier object by calling of_update(). Later, we are resetting the status flags for dw_product.



Testing Distributed Applications Once you complete both the client and server applications, create the executable file at least for the server application. Before you run the server application, you need to make an entry for your application in the 'services' file located under your MS-Windows installation directory. For our application make the following entry.



PMSServer



11000/tcp



In case 11000 is already existing in the 'services' file on your system, use another number that is not in use. Make sure you hit ENTER button at the end of the above entry in the services file. Please note that, those two entries are separated by a TAB. Now, run the server application first and start the server and run the client application either from the development environment using RUN icon or create executable and run it. If you have just only one machine and want to test both the client and server applications on the same machine, then you have couple of options. The first one is being to use 'Local' driver in the Connection object. When you do this, Listen() and few other functions will fail and you need to comment them before testing starts. When you use 'Local' driver, PowerBuilder takes care of everything such as listening to the client requests and connecting to the server internally. I believe this may not be a perfect test at all. The next one is to use 'LocalHost' driver when you test under Windows 95/NT. These two operating systems do maintain a loop-back TCP/IP connection where the local machine acts as the host also. This option is really good for testing distributed PB applications and also when you use personal web servers to create and/or test web applications. To check whether loop-back service is setup or not, open 'hosts' file located under your MS-Windows installation directory and check whether it has the following entry:



127.0.0.1



localhost



If you decide to test using the LocalHost option, replace Winsock with LocalHost in all the code explained so far in this session or in the registry entries for the DPB. Once testing is done, then reverse that and deploy the application. While testing the server application please note that any



MessageBox() dialog boxes that you fire in the server code will display on the server machine. Well, here you can see them since both the applications are running on the same machine, however, it will not be possible when you deploy the app. In that case, you may want to write a generic function to write a message to a log file and call that function instead of MessageBox() and check the log file later. The following listing is from the log file logged when the server started with All=1 trace option. You can see all the server options it is using when it started including the driver, server and service names.



SMI10 Listener (049A0548): Start Listening: computerName(localhost), serviceName(PMSServer), driverName(WinSock). ... (00000000) SMI Property: __DriverName='WinSock' SMI Property: __ApplicationName='PMSServer' SMI Property: __Location='localhost' SMI Property: __Options='BufSize=2,MaxRetry=2,NoDelay=0,RawData=1' SMI Property: BufSize='2' SMI Property: MaxRetry='2' SMI Property: NoDelay='0' SMI Property: RawData='1' SMI AddRef SMI_TRACE(02715AF8) refCount(2) WSD11 AddRef: RefCount for listener object = 1 WSD11 AddRef: RefCount for listener object = 2 WSD11 AddRef: RefCount for listener object = 3 WSD11 AddRef: RefCount for listener object = 4 WSD11 AddRef: RefCount for listener object = 5 SMI10 Listener (049A0548): Start Listening: computerName(localhost), serviceName(PMSServer), driverName(WinSock). SUCCEEDED (00000000) DPB30 Listener (030B5290): Start Listening : application(PMSServer), location(localhost), driver(WinSock). SUCCEEDED (00000000) The following listing is the server log created when the client application connected to the server. Recall that we have written code to connect to the server from the Application Open event. You can observe that the userid is logged but not the password.



DPB20 Connection(07C50810): ClientConnect : Administrator(CC304138-A) userId(DBA), connectString(), sessionId(06CC01A0). SUCCEEDED (00000000) DPB Release DPB_SESSION_SERVICE(07C50120) refCount(2) SMI06 Connection(07C50810): Process request Message: (06CC01F8) serviceId(0), sequenceNumber(57). SUCCEEDED (00000000) SMI01 Connection(07C50810): Create Message: (05C20020), initial size 0 bytes SMI03 Connection(07C50810): Send Reply Message: (05C20020) sequenceNumber(57) Asynchronous. ... (00000000) WSD08 Send: result = 0 SMI03 Connection(07C50810): Send Reply Message: (05C20020) sequenceNumber(57) Asynchronous. SUCCEEDED (00000000) The following listing is the server log created when we created ncst_product_master instance on the server.



SMI01 Connection(07C50810): Create Message: bytes DPB AddRef DPB_SESSION_SERVICE(07C50120) DPB40 SessionId (06CC01A0): Handle Request: SUCCEEDED (00000000) DPB AddRef DPB_SESSION_SERVICE(07C50120) DPB Release DPB_SESSION_SERVICE(07C50120)



(06CC0848), initial size 161 refCount(2) CREATE_INSTANCE(3), streamVer(0). refCount(3) refCount(2)



SMI06 Connection(07C50810): Process request Message: (06CC0848) serviceId(0), sequenceNumber(59). SUCCEEDED (00000000) DPB43 SessionId (06CC01A0): Create Object : className(ncst_product_master), instanceId(00000000). ... (00000000) SMI01 Connection(07C50810): Create Message: (05C20020), initial size 0 bytes SMI03 Connection(07C50810): Send Reply Message: (05C20020) sequenceNumber(59) Asynchronous. ... (00000000) WSD08 Send: result = 0 SMI03 Connection(07C50810): Send Reply Message: (05C20020) sequenceNumber(59) Asynchronous. SUCCEEDED (00000000) The following listing is the server log created when we called of_Retrieve() on the remote object.



SMI06 Connection(07C50810): Process request Message: (06CC0848) serviceId(0), sequenceNumber(61). SUCCEEDED (00000000) DPB AddRef DPB_MARSHALING(05C20A30) refCount(1) DPB AddRef DPB_MARSHALING(05C20A30) refCount(2) Read Invoke Request: 316.of_retrieve(LRO) Read Reference: asClassName(): Read BLOB: length(0) DPB48 SessionId (06CC01A0): Invoke : instanceId(0000013C), of_retrieve(LRO), numArgs(1) SYNCHRONOUS SUCCEEDED (00000000) SMI01 Connection(07C50810): Create Message: (05C20730), initial size 0 bytes Write Invoke Reply: Write LONG: value(5) Write Returned Reference Args: (1) Write BLOB: length(38788) SMI03 Connection(07C50810): Send Reply Message: (05C20730) sequenceNumber(61) Asynchronous. ... (00000000) WSD08 Send: result = 0 SMI03 Connection(07C50810): Send Reply Message: (05C20730) sequenceNumber(61) Asynchronous. SUCCEEDED (00000000) The first part in the above message has details about the called function and its arguments. You can observe the BLOB object sent to of_Retrieve() has zero bytes. The second part has details about the reply where the BLOB object has about 38K size. The last line has the result of the method invocation. The following listing is from the server log that was logged in response to the of_Update(). You can see from the listing that the object instance (id 316) is still the same since we haven't destoryed it.



SMI06 Connection(07C50810): Process request Message: (06CC0848) serviceId(0), sequenceNumber(63). SUCCEEDED (00000000) SMI AddRef SMI_TRACE(02715AF8) refCount(6) DPB AddRef DPB_MARSHALING(05C20A30) refCount(1) DPB AddRef DPB_MARSHALING(05C20A30) refCount(2) Read Invoke Request: 316.of_update(LRO) Read Reference: asClassName(): Read BLOB: length(262) DPB48 SessionId (06CC01A0): Invoke : instanceId(0000013C), of_update(LRO), numArgs(1) SYNCHRONOUS SUCCEEDED (00000000) SMI01 Connection(07C50810): Create Message: (05C20730), initial size 0 bytes Write Invoke Reply: Write LONG: value(1) Write Returned Reference Args: (1)



Write BLOB: length(164) SMI03 Connection(07C50810): Send Reply Message: (05C20730) sequenceNumber(63) Asynchronous. ... (00000000) WSD08 Send: result = 0 SMI03 Connection(07C50810): Send Reply Message: (05C20730) sequenceNumber(63) Asynchronous. SUCCEEDED (00000000) This section concludes building Distributed PowerBuilder applications using DPB technology. The next section takes you to the next level of n-tier computing using Jaguar Application server, CORBA and SSL protocols.



CORBA The Common Object Request Broker Architecture (CORBA), was developed by OMG (Object Management Group) to allow interoperability between applications even if they are written in different languages and/or are running on different computers using different operating systems. CORBA 1.1 was introduced in 1991 by Object Management Group (OMG) and defined the Interface Definition Language (IDL) and the Application Programming Interfaces (API) that enable client/server object interaction within a specific implementation of an Object Request Broker (ORB). CORBA 2.0, adopted in December of 1994, defines true interoperability by specifying how ORBs from different vendors can inter-operate. CORBA is a signal step on the road to object-oriented standardization and interoperability. With CORBA, users gain access to information transparently, without them having to know what software or hardware platform it resides on or where it is located on an enterprises' network. The communications heart of object-oriented systems, CORBA brings true interoperability to today's computing environment.



ORB CORBA provides this interoperability via an object bus, which is a facility for communication between software objects. An Object Request Broker (ORB) implements the CORBA object bus. Using an ORB, a client can transparently invoke a method on a server object, which can be on the same machine or across a network. The ORB intercepts the call and is responsible for finding an object that can implement the request, pass it the parameters, invoke its method, and return the results. The client does not have to be aware of where the object is located, its programming language, its operating system, or any other system aspects that are not part of an object's interface. In so doing, the ORB provides interoperability between applications on different machines in heterogeneous distributed environments and seamlessly interconnects multiple object systems. In fielding typical client/server applications, developers use their own design or a recognized standard to define the protocol to be used between the devices. Protocol definition depends on the implementation language, network transport and a dozen other factors. ORBs simplify this process. With an ORB, the protocol is defined through the application interfaces via a single implementation language-independent specification, the IDL. And ORBs provide flexibility. They let programmers choose the most appropriate operating system, execution environment and even programming language to use for each component of a system under construction. More importantly, they allow the integration of existing components. In an ORB-based solution, developers simply model the legacy component using the same IDL they use for creating new objects, then write "wrapper" code that translates between the standardized bus and the legacy interfaces.



GIOP/IIOP



CORBA specifies what an ORB should do, not how the ORB vendor should implement it; hence ORB vendors are free to choose how their ORBs are implemented. Under the initial CORBA specification 1.1, there was no standard for ORBs from different vendors to interoperate. This meant that for clients and server objects to interoperate, they had to be using the same ORB, or ORBs from the same vendor. OMG addressed this problem in the CORBA 2.0 specification by defining a standard for how ORBs from different vendors should communicate. The umbrella protocol is called the General InterORB Protocol (GIOP), and the most important specific flavor is the Internet Inter-ORB Protocol (IIOP), which applies to TCP/IP networks. IIOP lets a client make a request to one ORB and have the request relayed through a different ORB to the server object. IIOP leaves you free to choose different ORBs for different parts of your application, and perhaps more importantly, it lets anything that implements IIOP act as a CORBA server or client.



IDL In CORBA, to write software that interoperates with other software via the object bus, you only need to know the interface to that software; you do not need to know any implementation details. This separation of interface and implementation is what gives CORBA its language independence. Interfaces in CORBA are specified in an object-oriented fashion using the Interface Definition Language (IDL). You use the IDL to define component objects (or datatypes), including such things as inheritance, attributes, events, and methods (including their parameters and exceptions). Methods specified in IDL can be implemented in, or invoked from, any language for which IDL mappings have been defined—currently these include C, C++, Ada, Smalltalk, COBOL, and Java. You do not specify any implementation details in IDL, so IDL is strictly declarative and relatively simple. The syntax of IDL is a subset of C++, including preprocessing macros and pragmas, with some additional keywords for distributed computing concepts. The language independence of IDL provides flexibility. It leaves you free to choose the most appropriate programming language and platform for each component in your application and it lets you integrate existing legacy components. To use legacy components, you can model them in IDL and then write wrapper code in the legacy language to translate from the IDL-defined interface to the legacy interface. Thus business logic that is already implemented can be made into CORBA objects. You can then assemble these components as building blocks for new, distributed applications.



Stubs and skeletons In CORBA, methods invocation can be either static or dynamic. For static invocation, the client application needs to have prior knowledge of the object services that it will need, so the IDL specification must be incorporated into the client as well as the server object, using your chosen programming language. You take care of this by using an IDL compiler (supplied by your ORB vendor) to compile the IDL into client-side stub routines and server-side skeleton code. Stub is something like the proxy object you created in the earlier topics. For example, if you are using Java for the client and C++ for the object, you would use an IDL-to-Java compiler to make the stubs in Java and an IDL-toC++ compiler to make the skeleton code in C++. You can then write your client using calls to the stub routines to invoke the server object’s methods. You do not need to do any coding for the stubs. You use the skeleton code, along with the code that you write, to implement the server object.



Once you have completed your coding for the client and object, you can use your language compiler to compile and link them. The stub and skeleton code combine with the ORB to implement location transparency.



Static and dynamic invocation CORBA supports both compile-time static linking and run-time dynamic invocation interfaces for components on the object bus. The word "common" in "Common Object Request Broker Architecture" refers to its support for both static and dynamic invocation. Static invocations are simpler to program, more efficient and easier to understand. Dynamic invocations are more complex to program, but they offer more flexibility. For example, you would use an ORB’s dynamic invocation facilities to write a tool that browsed for and invoked available components at run time. In general, you would use static invocation unless there was a compelling reason to use dynamic invocation. The server cannot tell whether its methods were invoked statically or dynamically. With either type of invocation, a CORBA client needs to initialize the CORBA environment (specifically the ORB) then obtain an object reference (or proxy object) for the server object, before it can invoke methods on the server object. The steps for initializing the ORB and obtaining an object reference differ by ORB vendor and platform. In contrast, once you have a local proxy object for a remote CORBA object, you invoke methods on it just as you would a non-CORBA object, using the syntax that is standard for the programming language.



Jaguar CTS Jaguar is the component transaction engine of Enterprise Application Server and provides an environment for deploying the middle-tier logic of distributed component-based applications. It is no longer sold as a separate product and it is part of Enterprise Application Studio. The following describes the silent features of Jaguar and what you can do with them:







   



You can deploy components developed in PowerBuilder, Java, ActiveX, and C/C++ into Jaguar and make all of them to participate in transactions or use them to put you business logic. You can make your PowerBuilder applications CORBA-compliant with few clicks. Your PowerBuilder applications can participate in transactions using Secure Socket Layer (SSL) by turning on couple of options. Transparent client-session and component life cycle management Connection caching



Connection caching is similar to the transaction pooling in PowerBuilder. Connection caching allows Jaguar components to share pools of pre-allocated connections to a remote database server, avoiding the overhead imposed when each instance of a component creates a separate connection. Connection caching gives one more level of control in using the cached connection over the transaction pooling. In Connection caching, you can specify whether to reuse the connection when the connection cache name matches or the parameters in the connection cache matches. In transaction pooling, only the later option is available.







Transaction management



A Jaguar transaction is a transaction whose boundaries and outcome are determined by Jaguar. You can mark components to indicate that they will provide transaction support. When a component provides transaction support, Jaguar ensures that the component's database operations execute as part of a transaction. Multiple Jaguar components can participate in a single Jaguar transaction; Jaguar ensures that database changes performed by the participating components either all are committed or rolled back. With few mouse clicks, you can mark a PowerBuilder class object deployed as Jaguar component to participate in Jaguar transactions.







Instance pooling



Instance pooling allows Jaguar clients to reuse component instances. It eliminates the overhead of repeated creation and destruction of component instances. This improves the overall performance of a Jaguar server.







Shared Components



Jaguar CTS allows multiple clients to share the same component instance. Conceptually, even though PowerBuilder shared objects and Jaguar shared components are the same, they are different. While deploying the PowerBuilder class objects you have the option to mark them as shared component.



   



Transparent thread-safety features to simplify the use of shared data and resources Result-set support to enable efficient retrieval of tabular data in client applications Declarative, role-based security to restrict client connections and the components that can be invoked by a specific client session Native SSL protocol support, including X.509 certificate authentication



Sybase fully integrated both PowerBuilder and Jaguar by hosting the PowerBuilder virtual machine natively in Jaguar. Jaguar can communicate directly with PowerBuilder non-visual user objects and vice versa. You can leverage your PowerBuilder skills and develop Jaguar components in PowerBuilder using PowerScript and deploy them in Jaguar. At the same time, you can take advantage of the highperformance built-in transaction server in Jaguar. It takes care of efficient management client sessions, security, threads, third-tier database connections, and transaction flow. Unlike Distributed PowerBuilder server applications you develop, you will not need to write code to implement these services. On top of that, PowerBuilder version 7.0 has a lot wizards that creates the necessary PowerBuilder object to help you in migrating your Distributed PowerBuilder applications to Jaguar CTS. A PowerBuilder application can act as a client to a Jaguar server. In addition, a Jaguar server can contain PowerBuilder custom class user (non-visual) objects that execute as middle-tier components. To take advantage of those built-in services, you may want to migrate your Distributed PowerBuilder Applications to Jaguar CTS. That is exactly Sybase wants you to do, that’s why they did not add any new functionality to DPB side.



PB Distributed App using EAS In this section, other than learning all the options and concepts, we will be doing the following steps to convert w_product_master window to use Jaguar components for database connectivity.



1. Configure connection caches in Jaguar CTS 2. Create Connection user object 3. Create PowerBuilder class object in PowerBuilder to deploy as Jaguar CTS component 4. Deploy PowerBuilder class object in Jaguar 5. Generate Proxy objects 6. Write code in PowerBuilder to connect to Jaguar using the Connection user object created in the earlier step 7. Write code in w_product_master to retrieve and update data via Jaguar component. Let's start with the step 1 which is a onetime setup that is required on the Jaguar CTS side. You don't have to be a seasoned Jaguar CTS administrator to do this setup.



Starting Jaguar CTS If the Jaguar CTS is installed on a separate machine, then it is the time to ask the administrator to start it and setup an account for you. If you have installed Jaguar CTS on your Windows NT machine that you use to develop PowerBuilder applications, then you have to start it by yourself. If you installed as an NT service, then you can skip this step, but make sure it is running. Open Services dialog box by selecting Settings > Control Panel from your Start menu and double clicking on the Services icon. The Status column should say Started as shown in the picture.



If it is not installed as a Windows NT service, then start it by selecting Jaguar Server menu option under Start > Program Files > Sybase > Jaguar CTS 3.0 menu and wait till you see 'Accepting Connections' message on the console as shown in the following picture.



If you have installed Jaguar as an NT service and try to start Jaguar from the Start bar you will get a ‘cannot open port’ error. The error indicates that the Server is already running, although there is no icon for it on your task bar. Just ignore this error and close the Jaguar console window that displays the above error. If you like, you can go into Control Panel > Services and change it to be a manual service. Then you will have to start it manually each time you want to use Jaguar.



Connecting to Jaguar Server using Jaguar Manager In order to configure Jaguar Server, we need to start Jaguar Manager by selecting Start > Sybase > Jaguar CTS 3.0 > Jaguar Manager menu option from the Windows NT Start menu bar. Starting the Jaguar Manager will open 2 icons on your task bar, Jaguar Manager and Sybase Central. The DOS window is the Jaguar Manager console on which Jaguar Manager writes all messages. Sybase Central is the application that you use in order to configure your Jaguar Server. If Sybase Central doesn’t display in your workspace, restore it by clicking on the Sybase Central icon on the task bar. Sybase Central has 2 plug-ins, Jaguar Manager and Security Manager. In this session, we will only be using Jaguar Manager. Once it comes up, select Tools > Connect > Jaguar Manager and provide the following details and click OK button. Throughout this session, we use the default administrator login name, password. We assume the server name is installed on the local machine with port 9000. If they are different, then use them accordingly. User Name: jagadmin Password: jagadmin



Host Name: localhost Port: 9000
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