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Getting Started Basic Syntax Defining packages Package specification should be at the top of the source file: package my.demo import java.util.* // ... It is not required to match directories and packages: source files can be placed arbitrarily in the file system. See Packages.



Defining functions Function having two Int parameters with Int return type: fun sum(a: Int, b: Int): Int { return a + b } Function with an expression body and inferred return type: fun sum(a: Int, b: Int) = a + b Function returning no meaningful value: fun printSum(a: Int, b: Int): Unit { print(a + b) } Unit return type can be omitted: fun printSum(a: Int, b: Int) { print(a + b) } See Functions.
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Defining local variables Assign-once (read-only) local variable: val val val c =



a: Int = 1 b = 1 // `Int` type is inferred c: Int // Type required when no initializer is provided 1 // definite assignment



Mutable variable: var x = 5 // `Int` type is inferred x += 1 See also Properties And Fields.



Comments Just like Java and JavaScript, Kotlin supports end-of-line and block comments. // This is an end-of-line comment /* This is a block comment on multiple lines. */ Unlike Java, block comments in Kotlin can be nested. See Documenting Kotlin Code for information on the documentation comment syntax.



Using string templates fun main(args: Array) { if (args.size == 0) return print("First argument: ${args[0]}") } See String templates.



Using conditional expressions fun max(a: Int, b: Int): Int { if (a > b) return a else return b } Using if as an expression: fun max(a: Int, b: Int) = if (a > b) a else b
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See if-expressions.



Using nullable values and checking for null A reference must be explicitly marked as nullable when null value is possible. Return null if str does not hold an integer: fun parseInt(str: String): Int? { // ... } Use a function returning nullable value: fun main(args: Array) { if (args.size < 2) { print("Two integers expected") return } val x = parseInt(args[0]) val y = parseInt(args[1]) // Using `x * y` yields error because they may hold nulls. if (x != null && y != null) { // x and y are automatically cast to non-nullable after null check print(x * y) } } or // ... if (x == null) print("Wrong return } if (y == null) print("Wrong return }



{ number format in '${args[0]}'")



{ number format in '${args[1]}'")



// x and y are automatically cast to non-nullable after null check print(x * y) See Null-safety.



Using type checks and automatic casts The is operator checks if an expression is an instance of a type. If an immutable local variable or property is checked for a specific type, there’s no need to cast it explicitly:
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fun getStringLength(obj: Any): Int? { if (obj is String) { // `obj` is automatically cast to `String` in this branch return obj.length } // `obj` is still of type `Any` outside of the type-checked branch return null } or fun getStringLength(obj: Any): Int? { if (obj !is String) return null // `obj` is automatically cast to `String` in this branch return obj.length } or even fun getStringLength(obj: Any): Int? { // `obj` is automatically cast to `String` on the right-hand side of `&&` if (obj is String && obj.length > 0) return obj.length return null } See Classes and Type casts.



Using a for loop fun main(args: Array) { for (arg in args) print(arg) } or for (i in args.indices) print(args[i]) See for loop.



Using a while loop
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fun main(args: Array) { var i = 0 while (i < args.size) print(args[i++]) } See while loop.



Using when expression fun cases(obj: when (obj) { 1 "Hello" is Long !is String else } }



Any) { -> -> -> -> ->



print("One") print("Greeting") print("Long") print("Not a string") print("Unknown")



See when expression.



Using ranges Check if a number is within a range using in operator: if (x in 1..y-1) print("OK") Check if a number is out of range: if (x !in 0..array.lastIndex) print("Out") Iterating over a range: for (x in 1..5) print(x) See Ranges.



Using collections Iterating over a collection: for (name in names) println(name) Checking if a collection contains an object using in operator:
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if (text in names) // names.contains(text) is called print("Yes") Using lambda expressions to filter and map collections: names .filter { it.startsWith("A") } .sortedBy { it } .map { it.toUpperCase() } .forEach { print(it) } See Higher-order functions and Lambdas.
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Idioms A collection of random and frequently used idioms in Kotlin. If you have a favorite idiom, contribute it. Do a pull request. Creating DTOs (POJOs/POCOs) data class Customer(val name: String, val email: String) provides a Customer class with the following functionality: — getters (and setters in case of vars) for all properties — equals() — hashCode() — toString() — copy() — component1() , component2() , …, for all properties (see Data classes) Default values for function parameters fun foo(a: Int = 0, b: String = "") { ... }



Filtering a list val positives = list.filter { x -> x > 0 } Or alternatively, even shorter: val positives = list.filter { it > 0 }



String Interpolation println("Name $name")



Instance Checks when (x) { is Foo -> ... is Bar -> ... else -> ... }



Traversing a map/list of pairs for ((k, v) in map) { println("$k -> $v") }
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k , v can be called anything. Using ranges for (i in 1..100) { ... } for (x in 2..10) { ... }



Read-only list val list = listOf("a", "b", "c")



Read-only map val map = mapOf("a" to 1, "b" to 2, "c" to 3)



Accessing a map println(map["key"]) map["key"] = value



Lazy property val p: String by lazy { // compute the string }



Extension Functions fun String.spaceToCamelCase() { ... } "Convert this to camelcase".spaceToCamelCase()



Creating a singleton object Resource { val name = "Name" }



If not null shorthand val files = File("Test").listFiles() println(files?.size)



If not null and else shorthand
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val files = File("Test").listFiles() println(files?.size ?: "empty")



Executing a statement if null val data = ... val email = data["email"] ?: throw IllegalStateException("Email is missing!")



Execute if not null val data = ... data?.let { ... // execute this block if not null }



Return on when statement fun transform(color: String): Int { return when (color) { "Red" -> 0 "Green" -> 1 "Blue" -> 2 else -> throw IllegalArgumentException("Invalid color param value") } }



‘try/catch’ expression fun test() { val result = try { count() } catch (e: ArithmeticException) { throw IllegalStateException(e) } // Working with result }



‘if’ expression
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fun foo(param: Int) { val result = if (param == 1) { "one" } else if (param == 2) { "two" } else { "three" } }



Builder-style usage of methods that return Unit fun arrayOfMinusOnes(size: Int): IntArray { return IntArray(size).apply { fill(-1) } }



Single-expression functions fun theAnswer() = 42 This is equivalent to fun theAnswer(): Int { return 42 } This can be effectively combined with other idioms, leading to shorter code. E.g. with the when-expression: fun transform(color: String): Int = when (color) { "Red" -> 0 "Green" -> 1 "Blue" -> 2 else -> throw IllegalArgumentException("Invalid color param value") }



Calling multiple methods on an object instance (‘with’)
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class Turtle { fun penDown() fun penUp() fun turn(degrees: Double) fun forward(pixels: Double) } val myTurtle = Turtle() with(myTurtle) { //draw a 100 pix square penDown() for(i in 1..4) { forward(100.0) turn(90.0) } penUp() }



Java 7’s try with resources val stream = Files.newInputStream(Paths.get("/some/file.txt")) stream.buffered().reader().use { reader -> println(reader.readText()) }



Convenient form for a generic function that requires the generic type information // public final class Gson { // ... // public T fromJson(JsonElement json, Class classOfT) throws JsonSyntaxException { // ... inline fun Gson.fromJson(json): T = this.fromJson(json, T::class.java)



14



Coding Conventions This page contains the current coding style for the Kotlin language.



Naming Style If in doubt default to the Java Coding Conventions such as: — use of camelCase for names (and avoid underscore in names) — types start with upper case — methods and properties start with lower case — use 4 space indentation — public functions should have documentation such that it appears in Kotlin Doc



Colon There is a space before colon where colon separates type and supertype and there’s no space where colon separates instance and type: interface Foo : Bar { fun foo(a: Int): T }



Lambdas In lambda expressions, spaces should be used around the curly braces, as well as around the arrow which separates the parameters from the body. Whenever possible, a lambda should be passed outside of parentheses. list.filter { it > 10 }.map { element -> element * 2 } In lambdas which are short and not nested, it’s recommended to use the it convention instead of declaring the parameter explicitly. In nested lambdas with parameters, parameters should be always declared explicitly.



Unit If a function returns Unit, the return type should be omitted: fun foo() { // ": Unit" is omitted here }



Functions vs Properties In some cases functions with no arguments might be interchangeable with read-only properties. Although the semantics are similar, there are some stylistic conventions on when to prefer one to another. Prefer a property over a function when the underlying algorithm: — does not throw has a O(1) complexity — — is cheap to calculate (or caсhed on the first run)



15



— returns the same result over invocations
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Basics Basic Types In Kotlin, everything is an object in the sense that we can call member functions and properties on any variable. Some types are built-in, because their implementation is optimized, but to the user they look like ordinary classes. In this section we describe most of these types: numbers, characters, booleans and arrays.



Numbers Kotlin handles numbers in a way close to Java, but not exactly the same. For example, there are no implicit widening conversions for numbers, and literals are slightly different in some cases. Kotlin provides the following built-in types representing numbers (this is close to Java): Type



Bit width



Double



64



Float



32



Long



64



Int



32



Short



16



Byte



8



Note that characters are not numbers in Kotlin. Literal Constants There are the following kinds of literal constants for integral values: — Decimals: 123 — Longs are tagged by a capital L : 123L — Hexadecimals: 0x0F — Binaries: 0b00001011 NOTE: Octal literals are not supported. Kotlin also supports a conventional notation for floating-point numbers: — Doubles by default: 123.5 , 123.5e10 — Floats are tagged by f or F : 123.5f Representation
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On the Java platform, numbers are physically stored as JVM primitive types, unless we need a nullable number reference (e.g. Int? ) or generics are involved. In the latter cases numbers are boxed. Note that boxing of numbers does not preserve identity: val a: Int = 10000 print(a === a) // Prints 'true' val boxedA: Int? = a val anotherBoxedA: Int? = a print(boxedA === anotherBoxedA) // !!!Prints 'false'!!! On the other hand, it preserves equality: val a: Int = 10000 print(a == a) // Prints 'true' val boxedA: Int? = a val anotherBoxedA: Int? = a print(boxedA == anotherBoxedA) // Prints 'true'



Explicit Conversions Due to different representations, smaller types are not subtypes of bigger ones. If they were, we would have troubles of the following sort: // Hypothetical code, does not actually compile: val a: Int? = 1 // A boxed Int (java.lang.Integer) val b: Long? = a // implicit conversion yields a boxed Long (java.lang.Long) print(a == b) // Surprise! This prints "false" as Long's equals() check for other part to be Long as well So not only identity, but even equality would have been lost silently all over the place. As a consequence, smaller types are NOT implicitly converted to bigger types. This means that we cannot assign a value of type Byte to an Int variable without an explicit conversion val b: Byte = 1 // OK, literals are checked statically val i: Int = b // ERROR We can use explicit conversions to widen numbers val i: Int = b.toInt() // OK: explicitly widened Every number type supports the following conversions: — toByte(): Byte — toShort(): Short — toInt(): Int — toLong(): Long — toFloat(): Float — toDouble(): Double — toChar(): Char
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Absence of implicit conversions is rarely noticeable because the type is inferred from the context, and arithmetical operations are overloaded for appropriate conversions, for example val l = 1L + 3 // Long + Int => Long



Operations Kotlin supports the standard set of arithmetical operations over numbers, which are declared as members of appropriate classes (but the compiler optimizes the calls down to the corresponding instructions). See Operator overloading. As of bitwise operations, there’re no special characters for them, but just named functions that can be called in infix form, for example: val x = (1 shl 2) and 0x000FF000 Here is the complete list of bitwise operations (available for Int and Long only): — shl(bits) – signed shift left (Java’s > ) — ushr(bits) – unsigned shift right (Java’s >>> ) — and(bits) – bitwise and — or(bits) – bitwise or — xor(bits) – bitwise xor — inv() – bitwise inversion



Characters Characters are represented by the type Char . They can not be treated directly as numbers fun check(c: Char) { if (c == 1) { // ERROR: incompatible types // ... } } Character literals go in single quotes: '1' . Special characters can be escaped using a backslash. The following escape sequences are supported: \t , \b , \n , \r , \' , \" , \\ and \$ . To encode any other character, use the Unicode escape sequence syntax: '\uFF00' . We can explicitly convert a character to an Int number: fun decimalDigitValue(c: Char): Int { if (c !in '0'..'9') throw IllegalArgumentException("Out of range") return c.toInt() - '0'.toInt() // Explicit conversions to numbers } Like numbers, characters are boxed when a nullable reference is needed. Identity is not preserved by the boxing operation.



Booleans
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The type Boolean represents booleans, and has two values: true and false. Booleans are boxed if a nullable reference is needed. Built-in operations on booleans include — || – lazy disjunction — && – lazy conjunction — ! - negation



Arrays Arrays in Kotlin are represented by the Array class, that has get and set functions (that turn into [] by operator overloading conventions), and size property, along with a few other useful member functions: class val fun fun



Array private constructor() { size: Int get(index: Int): T set(index: Int, value: T): Unit



fun iterator(): Iterator // ... } To create an array, we can use a library function arrayOf() and pass the item values to it, so that arrayOf(1, 2, 3) creates an array [1, 2, 3]. Alternatively, the arrayOfNulls() library function can be used to create an array of a given size filled with null elements. Another option is to use a factory function that takes the array size and the function that can return the initial value of each array element given its index: // Creates an Array with values ["0", "1", "4", "9", "16"] val asc = Array(5, { i -> (i * i).toString() }) As we said above, the [] operation stands for calls to member functions get() and set() . Note: unlike Java, arrays in Kotlin are invariant. This means that Kotlin does not let us assign an Array to an Array , which prevents a possible runtime failure (but you can use Array , see Type Projections). Kotlin also has specialized classes to represent arrays of primitive types without boxing overhead: ByteArray , ShortArray , IntArray and so on. These classes have no inheritance relation to the Array class, but they have the same set of methods and properties. Each of them also has a corresponding factory function: val x: IntArray = intArrayOf(1, 2, 3) x[0] = x[1] + x[2]



Strings Strings are represented by the type String . Strings are immutable. Elements of a string are characters that can be accessed by the indexing operation: s[i] . A string can be iterated over with a for-loop:
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for (c in str) { println(c) }



String Literals Kotlin has two types of string literals: escaped strings that may have escaped characters in them and raw strings that can contain newlines and arbitrary text. An escaped string is very much like a Java string: val s = "Hello, world!\n" Escaping is done in the conventional way, with a backslash. See Characters above for the list of supported escape sequences. A raw string is delimited by a triple quote ( """ ), contains no escaping and can contain newlines and any other characters: val text = """ for (c in "foo") print(c) """ You can remove leading whitespace with trimMargin() function: val text = """ |Tell me and I forget. |Teach me and I remember. |Involve me and I learn. |(Benjamin Franklin) """.trimMargin() By default | is used as margin prefix, but you can choose another character and pass it as a parameter, like trimMargin(">") . String Templates Strings may contain template expressions, i.e. pieces of code that are evaluated and whose results are concatenated into the string. A template expression starts with a dollar sign ($) and consists of either a simple name: val i = 10 val s = "i = $i" // evaluates to "i = 10" or an arbitrary expression in curly braces: val s = "abc" val str = "$s.length is ${s.length}" // evaluates to "abc.length is 3" Templates are supported both inside raw strings and inside escaped strings. If you need to represent a literal $ character in a raw string (which doesn’t support backslash escaping), you can use the following syntax:
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val price = """ ${'$'}9.99 """
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Packages A source file may start with a package declaration: package foo.bar fun baz() {} class Goo {} // ... All the contents (such as classes and functions) of the source file are contained by the package declared. So, in the example above, the full name of baz() is foo.bar.baz , and the full name of Goo is foo.bar.Goo . If the package is not specified, the contents of such a file belong to “default” package that has no name.



Imports Apart from the default imports, each file may contain its own import directives. Syntax for imports is described in the grammar. We can import either a single name, e.g. import foo.Bar // Bar is now accessible without qualification or all the accessible contents of a scope (package, class, object etc): import foo.* // everything in 'foo' becomes accessible If there is a name clash, we can disambiguate by using as keyword to locally rename the clashing entity: import foo.Bar // Bar is accessible import bar.Bar as bBar // bBar stands for 'bar.Bar' The import keyword is not restricted to importing classes; you can also use it to import other declarations: — top-level functions and properties; — functions and properties declared in object declarations; — enum constants Unlike Java, Kotlin does not have a separate “import static” syntax; all of these declarations are imported using the regular import keyword.



Visibility of Top-level Declarations If a top-level declaration is marked private, it is private to the file it’s declared in (see Visibility Modifiers).
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Control Flow If Expression In Kotlin, if is an expression, i.e. it returns a value. Therefore there is no ternary operator (condition ? then : else), because ordinary if works fine in this role. // Traditional usage var max = a if (a < b) max = b // With else var max: Int if (a > b) max = a else max = b // As expression val max = if (a > b) a else b if branches can be blocks, and the last expression is the value of a block: val max = if (a > b) { print("Choose a") a } else { print("Choose b") b } If you’re using if as an expression rather than a statement (for example, returning its value or assigning it to a variable), the expression is required to have an else branch. See the grammar for if.



When Expression when replaces the switch operator of C-like languages. In the simplest form it looks like this when (x) { 1 -> print("x == 1") 2 -> print("x == 2") else -> { // Note the block print("x is neither 1 nor 2") } } when matches its argument against all branches sequentially until some branch condition is satisfied. when can be used either as an expression or as a statement. If it is used as an expression, the value of the satisfied branch becomes the value of the overall expression. If it is used as a statement, the values of individual branches are ignored. (Just like with if, each branch can be a block, and its value is the value of the last expression in the block.)
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The else branch is evaluated if none of the other branch conditions are satisfied. If when is used as an expression, the else branch is mandatory, unless the compiler can prove that all possible cases are covered with branch conditions. If many cases should be handled in the same way, the branch conditions may be combined with a comma: when (x) { 0, 1 -> print("x == 0 or x == 1") else -> print("otherwise") } We can use arbitrary expressions (not only constants) as branch conditions when (x) { parseInt(s) -> print("s encodes x") else -> print("s does not encode x") } We can also check a value for being in or !in a range or a collection: when (x) { in 1..10 -> print("x is in the range") in validNumbers -> print("x is valid") !in 10..20 -> print("x is outside the range") else -> print("none of the above") } Another possibility is to check that a value is or !is of a particular type. Note that, due to smart casts, you can access the methods and properties of the type without any extra checks. val hasPrefix = when(x) { is String -> x.startsWith("prefix") else -> false } when can also be used as a replacement for an if-else if chain. If no argument is supplied, the branch conditions are simply boolean expressions, and a branch is executed when its condition is true: when { x.isOdd() -> print("x is odd") x.isEven() -> print("x is even") else -> print("x is funny") } See the grammar for when.



For Loops for loop iterates through anything that provides an iterator. The syntax is as follows: for (item in collection) print(item)
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The body can be a block. for (item: Int in ints) { // ... } As mentioned before, for iterates through anything that provides an iterator, i.e. — has a member- or extension-function iterator() , whose return type — has a member- or extension-function next() , and — has a member- or extension-function hasNext() that returns Boolean . All of these three functions need to be marked as operator . A for loop over an array is compiled to an index-based loop that does not create an iterator object. If you want to iterate through an array or a list with an index, you can do it this way: for (i in array.indices) print(array[i]) Note that this “iteration through a range” is compiled down to optimal implementation with no extra objects created. Alternatively, you can use the withIndex library function: for ((index, value) in array.withIndex()) { println("the element at $index is $value") } See the grammar for for.



While Loops while and do..while work as usual while (x > 0) { x-} do { val y = retrieveData() } while (y != null) // y is visible here! See the grammar for while.



Break and continue in loops Kotlin supports traditional break and continue operators in loops. See Returns and jumps.
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Returns and Jumps Kotlin has three structural jump operators — return. By default returns from the nearest enclosing function or anonymous function. — break. Terminates the nearest enclosing loop. — continue. Proceeds to the next step of the nearest enclosing loop.



Break and Continue Labels Any expression in Kotlin may be marked with a label. Labels have the form of an identifier followed by the @ sign, for example: abc@ , fooBar@ are valid labels (see the grammar). To label an expression, we just put a label in front of it loop@ for (i in 1..100) { // ... } Now, we can qualify a break or a continue with a label: loop@ for (i in 1..100) { for (j in 1..100) { if (...) break@loop } } A break qualified with a label jumps to the execution point right after the loop marked with that label. A continue proceeds to the next iteration of that loop.



Return at Labels With function literals, local functions and object expression, functions can be nested in Kotlin. Qualified returns allow us to return from an outer function. The most important use case is returning from a lambda expression. Recall that when we write this: fun foo() { ints.forEach { if (it == 0) return print(it) } } The return-expression returns from the nearest enclosing function, i.e. foo . (Note that such non-local returns are supported only for lambda expressions passed to inline functions.) If we need to return from a lambda expression, we have to label it and qualify the return: fun foo() { ints.forEach lit@ { if (it == 0) return@lit print(it) } }
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Now, it returns only from the lambda expression. Oftentimes it is more convenient to use implicits labels: such a label has the same name as the function to which the lambda is passed. fun foo() { ints.forEach { if (it == 0) return@forEach print(it) } } Alternatively, we can replace the lambda expression with an anonymous function. A return statement in an anomymous function will return from the anonymous function itself. fun foo() { ints.forEach(fun(value: Int) { if (value == 0) return print(value) }) } When returning a value, the parser gives preference to the qualified return, i.e. return@a 1 means “return 1 at label @a ” and not “return a labeled expression (@a 1) ”.
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Classes and Objects Classes and Inheritance Classes Classes in Kotlin are declared using the keyword class: class Invoice { } The class declaration consists of the class name, the class header (specifying its type parameters, the primary constructor etc.) and the class body, surrounded by curly braces. Both the header and the body are optional; if the class has no body, curly braces can be omitted. class Empty



Constructors A class in Kotlin can have a primary constructor and one or more secondary constructors. The primary constructor is part of the class header: it goes after the class name (and optional type parameters). class Person constructor(firstName: String) { } If the primary constructor does not have any annotations or visibility modifiers, the constructor keyword can be omitted: class Person(firstName: String) { } The primary constructor cannot contain any code. Initialization code can be placed in initializer blocks, which are prefixed with the init keyword: class Customer(name: String) { init { logger.info("Customer initialized with value ${name}") } } Note that parameters of the primary constructor can be used in the initializer blocks. They can also be used in property initializers declared in the class body:
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class Customer(name: String) { val customerKey = name.toUpperCase() } In fact, for declaring properties and initializing them from the primary constructor, Kotlin has a concise syntax: class Person(val firstName: String, val lastName: String, var age: Int) { // ... } Much the same way as regular properties, the properties declared in the primary constructor can be mutable ( var) or readonly (val). If the constructor has annotations or visibility modifiers, the constructor keyword is required, and the modifiers go before it: class Customer public @Inject constructor(name: String) { ... } For more details, see Visibility Modifiers. Secondary Constructors The class can also declare secondary constructors, which are prefixed with constructor: class Person { constructor(parent: Person) { parent.children.add(this) } } If the class has a primary constructor, each secondary constructor needs to delegate to the primary constructor, either directly or indirectly through another secondary constructor(s). Delegation to another constructor of the same class is done using the this keyword: class Person(val name: String) { constructor(name: String, parent: Person) : this(name) { parent.children.add(this) } } If a non-abstract class does not declare any constructors (primary or secondary), it will have a generated primary constructor with no arguments. The visibility of the constructor will be public. If you do not want your class to have a public constructor, you need to declare an empty primary constructor with non-default visibility: class DontCreateMe private constructor () { }
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NOTE: On the JVM, if all of the parameters of the primary constructor have default values, the compiler will generate an additional parameterless constructor which will use the default values. This makes it easier to use Kotlin with libraries such as Jackson or JPA that create class instances through parameterless constructors. class Customer(val customerName: String = "")



Creating instances of classes To create an instance of a class, we call the constructor as if it were a regular function: val invoice = Invoice() val customer = Customer("Joe Smith") Note that Kotlin does not have a new keyword. Class Members Classes can contain — Constructors and initializer blocks — Functions — Properties — Nested and Inner Classes — Object Declarations



Inheritance All classes in Kotlin have a common superclass Any , that is a default super for a class with no supertypes declared: class Example // Implicitly inherits from Any Any is not java.lang.Object ; in particular, it does not have any members other than equals() , hashCode() and toString() . Please consult the Java interoperability section for more details. To declare an explicit supertype, we place the type after a colon in the class header: open class Base(p: Int) class Derived(p: Int) : Base(p) If the class has a primary constructor, the base type can (and must) be initialized right there, using the parameters of the primary constructor. If the class has no primary constructor, then each secondary constructor has to initialize the base type using the super keyword, or to delegate to another constructor which does that. Note that in this case different secondary constructors can call different constructors of the base type:
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class MyView : View { constructor(ctx: Context) : super(ctx) { } constructor(ctx: Context, attrs: AttributeSet) : super(ctx, attrs) { } } The open annotation on a class is the opposite of Java’s final: it allows others to inherit from this class. By default, all classes in Kotlin are final, which corresponds to Effective Java, Item 17: Design and document for inheritance or else prohibit it. Overriding Members As we mentioned before, we stick to making things explicit in Kotlin. And unlike Java, Kotlin requires explicit annotations for overridable members (we call them open) and for overrides: open class Base { open fun v() {} fun nv() {} } class Derived() : Base() { override fun v() {} } The override annotation is required for Derived.v() . If it were missing, the compiler would complain. If there is no open annotation on a function, like Base.nv() , declaring a method with the same signature in a subclass is illegal, either with override or without it. In a final class (e.g. a class with no open annotation), open members are prohibited. A member marked override is itself open, i.e. it may be overridden in subclasses. If you want to prohibit re-overriding, use final: open class AnotherDerived() : Base() { final override fun v() {} }



Wait! How will I hack my libraries now?! One issue with our approach to overriding (classes and members final by default) is that it would be difficult to subclass something inside the libraries you use to override some method that was not intended for overriding by the library designer, and introduce some nasty hack there. We think that this is not a disadvantage, for the following reasons: — Best practices say that you should not allow these hacks anyway — People successfully use other languages (C++, C#) that have similar approach — If people really want to hack, there still are ways: you can always write your hack in Java and call it from Kotlin ( see Java Interop), and Aspect frameworks always work for these purposes Overriding Rules



32



In Kotlin, implementation inheritance is regulated by the following rule: if a class inherits many implementations of the same member from its immediate superclasses, it must override this member and provide its own implementation (perhaps, using one of the inherited ones). To denote the supertype from which the inherited implementation is taken, we use super qualified by the supertype name in angle brackets, e.g. super : open class A { open fun f() { print("A") } fun a() { print("a") } } interface B { fun f() { print("B") } // interface members are 'open' by default fun b() { print("b") } } class C() : A(), B { // The compiler requires f() to be overridden: override fun f() { super.f() // call to A.f() super.f() // call to B.f() } } It’s fine to inherit from both A and B , and we have no problems with a() and b() since C inherits only one implementation of each of these functions. But for f() we have two implementations inherited by C , and thus we have to override f() in C and provide our own implementation that eliminates the ambiguity.



Abstract Classes A class and some of its members may be declared abstract. An abstract member does not have an implementation in its class. Note that we do not need to annotate an abstract class or function with open – it goes without saying. We can override a non-abstract open member with an abstract one open class Base { open fun f() {} } abstract class Derived : Base() { override abstract fun f() }



Companion Objects In Kotlin, unlike Java or C#, classes do not have static methods. In most cases, it’s recommended to simply use packagelevel functions instead. If you need to write a function that can be called without having a class instance but needs access to the internals of a class (for example, a factory method), you can write it as a member of an object declaration inside that class. Even more specifically, if you declare a companion object inside your class, you’ll be able to call its members with the same syntax as calling static methods in Java/C#, using only the class name as a qualifier.



Sealed Classes
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Sealed classes are used for representing restricted class hierarchies, when a value can have one of the types from a limited set, but cannot have any other type. They are, in a sense, an extension of enum classes: the set of values for an enum type is also restricted, but each enum constant exists only as a single instance, whereas a subclass of a sealed class can have multiple instances which can contain state. To declare a sealed class, you put the sealed modifier before the name of the class. A sealed class can have subclasses, but all of them must be nested inside the declaration of the sealed class itself. sealed class Expr { class Const(val number: Double) : Expr() class Sum(val e1: Expr, val e2: Expr) : Expr() object NotANumber : Expr() } Note that classes which extend subclasses of a sealed class (indirect inheritors) can be placed anywhere, not necessarily inside the declaration of the sealed class. The key benefit of using sealed classes comes into play when you use them in a when expression. If it’s possible to verify that the statement covers all cases, you don’t need to add an else clause to the statement. fun eval(expr: Expr): Double = when(expr) { is Expr.Const -> expr.number is Expr.Sum -> eval(expr.e1) + eval(expr.e2) Expr.NotANumber -> Double.NaN // the `else` clause is not required because we've covered all the cases }
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Properties and Fields Declaring Properties Classes in Kotlin can have properties. These can be declared as mutable, using the var keyword or read-only using the val keyword. public class public var public var public var public var public var }



Address { name: String = ... street: String = ... city: String = ... state: String? = ... zip: String = ...



To use a property, we simply refer to it by name, as if it were a field in Java: fun copyAddress(address: Address): Address { val result = Address() // there's no 'new' keyword in Kotlin result.name = address.name // accessors are called result.street = address.street // ... return result }



Getters and Setters The full syntax for declaring a property is var : [= ] [] [] The initializer, getter and setter are optional. Property type is optional if it can be inferred from the initializer or from the base class member being overridden. Examples: var allByDefault: Int? // error: explicit initializer required, default getter and setter implied var initialized = 1 // has type Int, default getter and setter The full syntax of a read-only property declaration differs from a mutable one in two ways: it starts with val instead of var and does not allow a setter: val simple: Int? // has type Int, default getter, must be initialized in constructor val inferredType = 1 // has type Int and a default getter We can write custom accessors, very much like ordinary functions, right inside a property declaration. Here’s an example of a custom getter:
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val isEmpty: Boolean get() = this.size == 0 A custom setter looks like this: var stringRepresentation: String get() = this.toString() set(value) { setDataFromString(value) // parses the string and assigns values to other properties } By convention, the name of the setter parameter is value , but you can choose a different name if you prefer. If you need to change the visibility of an accessor or to annotate it, but don’t need to change the default implementation, you can define the accessor without defining its body: var setterVisibility: String = "abc" private set // the setter is private and has the default implementation var setterWithAnnotation: Any? = null @Inject set // annotate the setter with Inject



Backing Fields Classes in Kotlin cannot have fields. However, sometimes it is necessary to have a backing field when using custom accessors. For these purposes, Kotlin provides an automatic backing field which can be accessed using the field identifier: var counter = 0 // the initializer value is written directly to the backing field set(value) { if (value >= 0) field = value } The field identifier can only be used in the accessors of the property. The compiler looks at the accessors’ bodies, and if they use the backing field (or the accessor implementation is left by default), a backing field is generated, otherwise it is not. For example, in the following case there will be no backing field: val isEmpty: Boolean get() = this.size == 0



Backing Properties If you want to do something that does not fit into this “implicit backing field” scheme, you can always fall back to having a backing property:



36



private var _table: Map? = null public val table: Map get() { if (_table == null) _table = HashMap() // Type parameters are inferred return _table ?: throw AssertionError("Set to null by another thread") } In all respects, this is just the same as in Java since access to private properties with default getters and setters is optimized so that no function call overhead is introduced.



Compile-Time Constants Properties the value of which is known at compile time can be marked as compile time constants using the const modifier. Such properties need to fulfil the following requirements: — Top-level or member of an object — Initialized with a value of type String or a primitive type — No custom getter Such properties can be used in annotations: const val SUBSYSTEM_DEPRECATED: String = "This subsystem is deprecated" @Deprecated(SUBSYSTEM_DEPRECATED) fun foo() { ... }



Late-Initialized Properties Normally, properties declared as having a non-null type must be initialized in the constructor. However, fairly often this is not convenient. For example, properties can be initialized through dependency injection, or in the setup method of a unit test. In this case, you cannot supply a non-null initializer in the constructor, but you still want to avoid null checks when referencing the property inside the body of a class. To handle this case, you can mark the property with the lateinit modifier: public class MyTest { lateinit var subject: TestSubject @SetUp fun setup() { subject = TestSubject() } @Test fun test() { subject.method() }



// dereference directly



} The modifier can only be used on var properties declared inside the body of a class (not in the primary constructor), and only when the property does not have a custom getter or setter. The type of the property must be non-null, and it must not be a primitive type. Accessing a lateinit property before it has been initialized throws a special exception that clearly identifies the property being accessed and the fact that it hasn’t been initialized.
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Overriding Properties See Overriding Members



Delegated Properties The most common kind of properties simply reads from (and maybe writes to) a backing field. On the other hand, with custom getters and setters one can implement any behaviour of a property. Somewhere in between, there are certain common patterns of how a property may work. A few examples: lazy values, reading from a map by a given key, accessing a database, notifying listener on access, etc. Such common behaviours can be implemented as libraries using delegated properties.
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Interfaces Interfaces in Kotlin are very similar to Java 8. They can contain declarations of abstract methods, as well as method implementations. What makes them different from abstract classes is that interfaces cannot store state. They can have properties but these need to be abstract or to provide accessor implementations. An interface is defined using the keyword interface interface MyInterface { fun bar() fun foo() { // optional body } }



Implementing Interfaces A class or object can implement one or more interfaces class Child : MyInterface { override fun bar() { // body } }



Properties in Interfaces You can declare properties in interfaces. A property declared in an interface can either be abstract, or it can provide implementations for accessors. Properties declared in interfaces can’t have backing fields, and therefore accessors declared in interfaces can’t reference them. interface MyInterface { val property: Int // abstract val propertyWithImplementation: String get() = "foo" fun foo() { print(property) } } class Child : MyInterface { override val property: Int = 29 }



Resolving overriding conflicts When we declare many types in our supertype list, it may appear that we inherit more than one implementation of the same method. For example
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interface A { fun foo() { print("A") } fun bar() } interface B { fun foo() { print("B") } fun bar() { print("bar") } } class C : A { override fun bar() { print("bar") } } class D : A, B { override fun foo() { super.foo() super.foo() } } Interfaces A and B both declare functions foo() and bar(). Both of them implement foo(), but only B implements bar() (bar() is not marked abstract in A, because this is the default for interfaces, if the function has no body). Now, if we derive a concrete class C from A, we, obviously, have to override bar() and provide an implementation. And if we derive D from A and B, we don’t have to override bar(), because we have inherited only one implementation of it. But we have inherited two implementations of foo(), so the compiler does not know which one to choose, and forces us to override foo() and say what we want explicitly.
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Visibility Modifiers Classes, objects, interfaces, constructors, functions, properties and their setters can have visibility modifiers. (Getters always have the same visibility as the property.) There are four visibility modifiers in Kotlin: private , protected , internal and public . The default visibility, used if there is no explicit modifier, is public . Below please find explanations of these for different type of declaring scopes.



Packages Functions, properties and classes, objects and interfaces can be declared on the “top-level”, i.e. directly inside a package: // file name: example.kt package foo fun baz() {} class Bar {} — If you do not specify any visibility modifier, public is used by default, which means that your declarations will be visible everywhere; — If you mark a declaration private , it will only be visible inside the file containing the declaration; — If you mark it internal , it is visible everywhere in the same module; — protected is not available for top-level declarations. Examples: // file name: example.kt package foo private fun foo() {} // visible inside example.kt public var bar: Int = 5 // property is visible everywhere private set // setter is visible only in example.kt internal val baz = 6



// visible inside the same module



Classes and Interfaces When declared inside a class: — private means visible inside this class only (including all its members); — protected — same as private + visible in subclasses too; — internal — any client inside this module who sees the declaring class sees its internal members; — public — any client who sees the declaring class sees its public members. NOTE for Java users: outer class does not see private members of its inner classes in Kotlin. Examples:
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open class Outer { private val a = 1 protected val b = 2 internal val c = 3 val d = 4 // public by default protected class Nested { public val e: Int = 5 } } class Subclass : Outer() { // a is not visible // b, c and d are visible // Nested and e are visible } class Unrelated(o: Outer) { // o.a, o.b are not visible // o.c and o.d are visible (same module) // Outer.Nested is not visible, and Nested::e is not visible either }



Constructors To specify a visibility of the primary constructor of a class, use the following syntax (note that you need to add an explicit constructor keyword): class C private constructor(a: Int) { ... } Here the constructor is private. By default, all constructors are public , which effectively amounts to them being visible everywhere where the class is visible (i.e. a constructor of an internal class is only visible within the same module). Local declarations Local variables, functions and classes can not have visibility modifiers.



Modules The internal visibility modifier means that the member is visible with the same module. More specifically, a module is a set of Kotlin files compiled together: — an IntelliJ IDEA module; — a Maven or Gradle project; — a set of files compiled with one invocation of the Ant task.
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Extensions Kotlin, similar to C# and Gosu, provides the ability to extend a class with new functionality without having to inherit from the class or use any type of design pattern such as Decorator. This is done via special declarations called extensions. Kotlin supports extension functions and extension properties.



Extension Functions To declare an extension function, we need to prefix its name with a receiver type, i.e. the type being extended. The following adds a swap function to MutableList : fun MutableList.swap(index1: Int, index2: Int) { val tmp = this[index1] // 'this' corresponds to the list this[index1] = this[index2] this[index2] = tmp } The this keyword inside an extension function corresponds to the receiver object (the one that is passed before the dot). Now, we can call such a function on any MutableList : val l = mutableListOf(1, 2, 3) l.swap(0, 2) // 'this' inside 'swap()' will hold the value of 'l' Of course, this function makes sense for any MutableList , and we can make it generic: fun MutableList.swap(index1: Int, index2: Int) { val tmp = this[index1] // 'this' corresponds to the list this[index1] = this[index2] this[index2] = tmp } We declare the generic type parameter before the function name for it to be available in the receiver type expression. See Generic functions.



Extensions are resolved statically Extensions do not actually modify classes they extend. By defining an extension, you do not insert new members into a class, but merely make new functions callable with the dot-notation on instances of this class. We would like to emphasize that extension functions are dispatched statically, i.e. they are not virtual by receiver type. This means that the extension function being called is determined by the type of the expression on which the function is invoked, not by the type of the result of evaluating that expression at runtime. For example:
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open class C class D: C() fun C.foo() = "c" fun D.foo() = "d" fun printFoo(c: C) { println(c.foo()) } printFoo(D()) This example will print “c”, because the extension function being called depends only on the declared type of the parameter c , which is the C class. If a class has a member function, and an extension function is defined which has the same receiver type, the same name and is applicable to given arguments, the member always wins. For example: class C { fun foo() { println("member") } } fun C.foo() { println("extension") } If we call c.foo() of any c of type C , it will print “member”, not “extension”.



Nullable Receiver Note that extensions can be defined with a nullable receiver type. Such extensions can be called on an object variable even if its value is null, and can check for this == null inside the body. This is what allows you to call toString() in Kotlin without checking for null: the check happens inside the extension function. fun Any?.toString(): String { if (this == null) return "null" // after the null check, 'this' is autocast to a non-null type, so the toString() below // resolves to the member function of the Any class return toString() }



Extension Properties Similarly to functions, Kotlin supports extension properties: val List.lastIndex: Int get() = size - 1 Note that, since extensions do not actually insert members into classes, there’s no efficient way for an extension property to have a backing field. This is why initializers are not allowed for extension properties. Their behavior can only be defined by explicitly providing getters/setters.
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Example: val Foo.bar = 1 // error: initializers are not allowed for extension properties



Companion Object Extensions If a class has a companion object defined, you can also define extension functions and properties for the companion object: class MyClass { companion object { } }



// will be called "Companion"



fun MyClass.Companion.foo() { // ... } Just like regular members of the companion object, they can be called using only the class name as the qualifier: MyClass.foo()



Scope of Extensions Most of the time we define extensions on the top level, i.e. directly under packages: package foo.bar fun Baz.goo() { ... } To use such an extension outside its declaring package, we need to import it at the call site: package com.example.usage import foo.bar.goo // importing all extensions by name "goo" // or import foo.bar.* // importing everything from "foo.bar" fun usage(baz: Baz) { baz.goo() ) See Imports for more information.



Declaring Extensions as Members Inside a class, you can declare extensions for another class. Inside such an extension, there are multiple implicit receivers objects members of which can be accessed without a qualifier. The instance of the class in which the extension is declared is called dispatch receiver, and the instance of the receiver type of the extension method is called extension receiver.
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class D { fun bar() { ... } } class C { fun baz() { ... } fun D.foo() { bar() // calls D.bar baz() // calls C.baz } fun caller(d: D) { d.foo() // call the extension function } } In case of a name conflict between the members of the dispatch receiver and the extension receiver, the extension receiver takes precedence. To refer to the member of the dispatch receiver you can use the qualified this syntax. class C { fun D.foo() { toString() [email protected]() }



// calls D.toString() // calls C.toString()



Extensions declared as members can be declared as open and overridden in subclasses. This means that the dispatch of such functions is virtual with regard to the dispatch receiver type, but static with regard to the extension receiver type.
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open class D { } class D1 : D() { } open class C { open fun D.foo() { println("D.foo in C") } open fun D1.foo() { println("D1.foo in C") } fun caller(d: D) { d.foo() // call the extension function } } class C1 : C() { override fun D.foo() { println("D.foo in C1") } override fun D1.foo() { println("D1.foo in C1") } } C().caller(D()) C1().caller(D()) C().caller(D1())



// prints "D.foo in C" // prints "D.foo in C1" - dispatch receiver is resolved virtually // prints "D.foo in C" - extension receiver is resolved statically



Motivation In Java, we are used to classes named “*Utils”: FileUtils , StringUtils and so on. The famous java.util.Collections belongs to the same breed. And the unpleasant part about these Utils-classes is that the code that uses them looks like this: // Java Collections.swap(list, Collections.binarySearch(list, Collections.max(otherList)), Collections.max(list)) Those class names are always getting in the way. We can use static imports and get this: // Java swap(list, binarySearch(list, max(otherList)), max(list)) This is a little better, but we have no or little help from the powerful code completion of the IDE. It would be so much better if we could say
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// Java list.swap(list.binarySearch(otherList.max()), list.max()) But we don’t want to implement all the possible methods inside the class List , right? This is where extensions help us.
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Data Classes We frequently create a class to do nothing but hold data. In such a class some standard functionality is often mechanically derivable from the data. In Kotlin, this is called a data class and is marked as data : data class User(val name: String, val age: Int) The compiler automatically derives the following members from all properties declared in the primary constructor: — equals() / hashCode() pair, — toString() of the form "User(name=John, age=42)" , — componentN() functions corresponding to the properties in their order of declaration, — copy() function (see below). If any of these functions is explicitly defined in the class body or inherited from the base types, it will not be generated. To ensure consistency and meaningful behavior of the generated code, data classes have to fulfil the following requirements: — The primary constructor needs to have at least one parameter; — All primary constructor parameters need to be marked as val or var ; — Data classes cannot be abstract, open, sealed or inner; — Data classes may not extend other classes (but may implement interfaces). On the JVM, if the generated class needs to have a parameterless constructor, default values for all properties have to be specified (see Constructors). data class User(val name: String = "", val age: Int = 0)



Copying It’s often the case that we need to copy an object altering some of its properties, but keeping the rest unchanged. This is what copy() function is generated for. For the User class above, its implementation would be as follows: fun copy(name: String = this.name, age: Int = this.age) = User(name, age) This allows us to write val jack = User(name = "Jack", age = 1) val olderJack = jack.copy(age = 2)



Data Classes and Destructuring Declarations Component functions generated for data classes enable their use in destructuring declarations: val jane = User("Jane", 35) val (name, age) = jane println("$name, $age years of age") // prints "Jane, 35 years of age"



Standard Data Classes
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The standard library provides Pair and Triple . In most cases, though, named data classes are a better design choice, because they make the code more readable by providing meaningful names for properties.
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Generics As in Java, classes in Kotlin may have type parameters: class Box(t: T) { var value = t } In general, to create an instance of such a class, we need to provide the type arguments: val box: Box = Box(1) But if the parameters may be inferred, e.g. from the constructor arguments or by some other means, one is allowed to omit the type arguments: val box = Box(1) // 1 has type Int, so the compiler figures out that we are talking about Box



Variance One of the most tricky parts of Java’s type system is wildcard types (see Java Generics FAQ). And Kotlin doesn’t have any. Instead, it has two other things: declaration-site variance and type projections. First, let’s think about why Java needs those mysterious wildcards. The problem is explained in Effective Java, Item 28: Use bounded wildcards to increase API flexibility. First, generic types in Java are invariant, meaning that List is not a subtype of List . Why so? If List was not invariant, it would have been no better than Java’s arrays, since the following code would have compiled and caused an exception at runtime: // Java List strs = new ArrayList(); List objs = strs; // !!! The cause of the upcoming problem sits here. Java prohibits this! objs.add(1); // Here we put an Integer into a list of Strings String s = strs.get(0); // !!! ClassCastException: Cannot cast Integer to String So, Java prohibits such things in order to guarantee run-time safety. But this has some implications. For example, consider the addAll() method from Collection interface. What’s the signature of this method? Intuitively, we’d put it this way: // Java interface Collection ... { void addAll(Collection items); } But then, we would not be able to do the following simple thing (which is perfectly safe): // Java void copyAll(Collection to, Collection from) { to.addAll(from); // !!! Would not compile with the naive declaration of addAll: // Collection is not a subtype of Collection } (In Java, we learned this lesson the hard way, see Effective Java, Item 25: Prefer lists to arrays)
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That’s why the actual signature of addAll() is the following: // Java interface Collection ... { void addAll(Collection 
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