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Book of Vaadin: 4th Edition Vaadin Ltd Marko Grönroos Vaadin Framework 6.7.0 Published: 2011-11-04 Copyright © 2000-2011 Vaadin Ltd Abstract Vaadin is a server-side AJAX web application development framework that enables developers to build high-quality user interfaces with Java. It provides a library of ready-to-use user interface components and a clean framework for creating your own components. The focus is on ease-of-use, re-usability, extensibility, and meeting the requirements of large enterprise applications. Vaadin has been used in production since 2001 and it has proven to be suitable for building demanding business applications. All rights reserved.
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Preface This book provides an overview of the Vaadin Framework and covers the most important topics which you might encounter when developing applications with it. A more detailed documentation of individual classes, interfaces, and methods is given in the Java API Reference. Writing this manual is ongoing work and this edition represents a snapshot at a time after the release of Vaadin 6.6. This edition is the first one to include documentation for Vaadin add-ons. As the book is becoming more detached from the core library, and is not completely up-to-date with the quick-evolving product, we have also changed the edition numbering to independent numbering. You can browse an online version of this book at the Vaadin website at http://vaadin.com/book. A PDF version is also included in the Vaadin installation package and if you install the Vaadin Plugin for Eclipse, you can browse it in the Eclipse Help. You may find the HTML or the Eclipse Help plugin version more easily searchable than this printed book or the PDF version, but the content is the same. This edition includes an index, which is not yet complete. Many sections are under work and will be expanded in future.



Who is This Book For? This book is intended for software developers who use, or are considering to use, Vaadin to develop web applications. The book assumes that you have some experience with programming in Java, but if not, it is as easy to begin learning Java with Vaadin as with any other UI framework if not easier. No knowledge of AJAX is needed as it is well hidden from the developer. You may have used some desktop-oriented user interface frameworks for Java, such as AWT, Swing, or SWT. Or a library such as Qt for C++. Such knowledge is useful for understanding the scope of Vaadin, the event-driven programming model, and other common concepts of UI frameworks, but not necessary. If you don't have a web graphics designer at hand, knowing the basics of HTML and CSS can help, so that you can develop presentation themes for your application. A brief introduction to CSS is provided. Knowledge of Google Web Toolkit (GWT) may be useful if you develop or integrate new client-side components.



Organization of This Book The Book of Vaadin gives an introduction to what Vaadin is and how you use it to develop web applications. Part I: Vaadin Core Framework Chapter 1, Introduction



The chapter gives introduction to the application architecture supported by Vaadin, the core design ideas behind the framework, and some historical background.



Chapter 2, Getting Started with Vaadin



This chapter gives practical instructions for installing Vaadin and the reference toolchain, including the
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Vaadin Plugin for Eclipse, how to run and debug the demos, and how to create your own application project in the Eclipse IDE.
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Chapter 3, Architecture



This chapter gives an introduction to the architecture of Vaadin and its major technologies, including AJAX, Google Web Toolkit, JSON, and event-driven programming.



Chapter 4, Writing a Web Application



This chapter gives all the practical knowledge required for creating applications with Vaadin, such as window management, application lifecycle, deployment in a servlet container, and handling events, errors, and resources.



Chapter 5, User Interface Components



This chapter essentially gives the reference documentation for all the core user interface components in Vaadin and their most significant features. The text gives examples for using each of the components.



Chapter 6, Managing Layout



This chapter describes the layout components, which are used for managing the layout of the user interface, just like in any desktop application frameworks.



Chapter 7, Visual User Interface Design with Eclipse



This chapter gives instructions for using the visual editor for Eclipse, which is included in the Vaadin Plugin for the Eclipse IDE.



Chapter 8, Themes



This chapter gives an introduction to Cascading Style Sheets (CSS) and explains how you can use them to build custom visual themes for your application.



Chapter 9, Binding Components to Data



This chapter gives an overview of the built-in data model of Vaadin, consisting of properties, items, and containers.



Chapter 10, Developing New Components



This chapter describes the process of creating new client-side widgets with Google Web Toolkit (GWT) and integrating them with server-side counterparts. The chapter also gives practical instructions for creating widget projects in Eclipse, and using the GWT Development Mode to debug widgets.



Chapter 11, Advanced Web Application Topics



This chapter provides many special topics that are commonly needed in applications, such as opening new browser windows, embedding applications in regular web pages, low-level management of resources, shortcut keys, debugging, etc.



Chapter 12, Rapid Development Using Vaadin and Roo



This chapter is a tutorial for rapid development with Vaadin using Spring Roo and Vaadin Plugin for Eclipse. The tutorial includes aspects such as internationalization, testing, and database binding with the JPAContainer add-on.
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Part II: Vaadin Add-ons Chapter 13, Using Vaadin Addons



This chapter gives a instructions for downloading and installing add-on components from the Vaadin Directory, and the user documentation for the Vaadin SQLContainer, Calendar, and Timeline add-on components.



Chapter 18, Mobile Applications with TouchKit



This chapter gives examples and reference documentation for using the Vaadin TouchKit add-on for developing mobile applications.



Chapter 19, Vaadin TestBench



This chapter gives the complete documentation for using the Vaadin TestBench tool for recording and executing user interface regression tests for Vaadin applications.



Appendix A, User Interface Definition Language (UIDL)



This appendix gives an outline of the low-level UIDL messaging language, normally hidden from the developer. The chapter includes the description of the serialization API needed for synchronizing the component state between the client-side and server-side components.



Appendix B, Songs of Vaadin



Mythological background of the name Vaadin.



Supplementary Material The Vaadin installation package and websites offer plenty of material that can help you understand what Vaadin is, what you can do with it, and how you can do it. Demo Applications



The installation package of Vaadin includes a number of demo applications that you can run and use with your web browser. The content browser allows you to view the source code of the individual demo applications. You should find especially the Sampler demo a good friend of yours. You can find the demo applications online at http://demo.vaadin.com/. Most of the code examples in this book and many others can be found online at http://demo.vaadin.com/book-examples/book/.



Address Book Tutorial



The Address Book is a sample application accompanied with a tutorial that gives detailed step-by-step instructions for creating a real-life web application with Vaadin. You can find the tutorial from the product website.



Developer's Website



Vaadin Developer's Site at http://dev.vaadin.com/ provides various online resources, such as the ticket system, a development wiki, source repositories, activity timeline, development milestones, and so on. The wiki provides instructions for developers, especially for those who wish to check-out and compile Vaadin itself from
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the source repository. The technical articles deal with integration of Vaadin applications with various systems, such as JSP, Maven, Spring, Hibernate, and portals. The wiki also provides answers to Frequently Asked Questions. Online Documentation



You can read this book online at http://vaadin.com/book. Lots of additional material, including technical HOWTOs, answers to Frequently Asked Questions and other documentation is also available on Vaadin web-site [http://dev.vaadin.com/].



Support Stuck with a problem? No need to lose your hair over it, the Vaadin Framework developer community and the Vaadin company offer support for all of your needs. Community Support Forum



You can find the user and developer community forum for Vaadin at http://vaadin.com/forum. Please use the forum to discuss any problems you might encounter, wishes for features, and so on. The answer for your problems may already lie in the forum archives, so searching the discussions is always the best way to begin.



Report Bugs



If you have found a possible bug in Vaadin, the demo applications, or the documentation, please report it by filing a ticket at the Vaadin developer's site at http://dev.vaadin.com/.You may want to check the existing tickets before filing a new one. You can make a ticket to make a request for a new feature as well, or to suggest modifications to an existing feature.



Commercial Support



Vaadin offers full commercial support and training services for the Vaadin Framework and related products. Read more about the commercial products at http://vaadin.com/pro for details.



About the Author Marko Grönroos is a professional writer and software developer working at Vaadin Ltd in Turku, Finland. He has been involved in web application development since 1994 and has worked on several application development frameworks in C, C++, and Java. He has been active in many open source software projects and holds an M.Sc. degree in Computer Science from the University of Turku.
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Part I. Vaadin Core Framework



Chapter 1



Introduction 1.1. Overview .................................................................................................... 3 1.2. Example Application Walkthrough ............................................................. 5 1.3. Support for the Eclipse IDE ....................................................................... 6 1.4. Goals and Philosophy ................................................................................ 6 1.5. Background ................................................................................................ 7 This chapter provides an introduction to software development with Vaadin, including installation of Vaadin, the Eclipse development environment, and any other necessary or useful utilities. We look into the design philosophy behind Vaadin, its history, and recent major changes.



1.1. Overview The core piece of Vaadin is the Java library that is designed to make creation and maintenance of high quality web-based user interfaces easy. The key idea in the server-driven programming model of Vaadin is that it allows you to forget the web and lets you program user interfaces much like you would program any Java desktop application with conventional toolkits such as AWT, Swing, or SWT. But easier. While traditional web programming is a fun way to spend your time learning new web technologies, you probably want to be productive and concentrate on the application logic. With the serverdriven programming model, Vaadin takes care of managing the user interface in the browser and AJAX communications between the browser and the server. With the Vaadin approach, you do not need to learn and debug browser technologies, such as HTML or JavaScript.



Book of Vaadin



3



Introduction



Figure 1.1. General Architecture of Vaadin



Figure 1.1, “General Architecture of Vaadin” illustrates the basic architecture of web applications made with Vaadin. Vaadin consists of the server-side framework and a client-side engine that runs in the browser as a JavaScript program, rendering the user interface and delivering user interaction to the server. As the application runs as a persistent Java Servlet session in an application server, you can easily bind your application to data and logic tiers. Because HTML, JavaScript, and other browser technologies are essentially invisible to the application logic, you can think of the web browser as only a thin client platform. A thin client displays the user interface and communicates user events to the server at a low level. The control logic of the user interface runs on a Java-based web server, together with your business logic. By contrast, a normal client-server architecture with a dedicated client application would include a lot of application specific communications between the client and the server. Essentially removing the user interface tier from the application architecture makes our approach a very effective one. As the Client-Side Engine is executed as JavaScript in the browser, no browser plugins are needed for using applications made with Vaadin. This gives it a sharp edge over frameworks based on Flash, Java Applets, or other plugins. Vaadin relies on the support of GWT for a wide range of browsers, so that the developer doesn't need to worry about browser support. Behind the server-driven development model, Vaadin makes the best use of AJAX (Asynchronous JavaScript and XML) techniques that make it possible to create Rich Internet Applications (RIA) that are as responsive and interactive as desktop applications. If you're a newcomer to AJAX, see Section 3.2.1, “AJAX” to find out what it is and how AJAX applications differ from traditional web applications. Hidden well under the hood, Vaadin uses GWT, the Google Web Toolkit, for rendering the user interface in the browser. GWT programs are written in Java, but compiled into JavaScript, thus freeing the developer from learning JavaScript and other browser technologies. GWT is ideal for implementing advanced user interface components (or widgets in GWT terminology) and interaction logic in the browser, while Vaadin handles the actual application logic in the server. Vaadin is designed to be extensible, and you can indeed use any 3rd-party GWT components easily, in addition to the component repertoire offered in Vaadin. The use of GWT also means that all the code you need to write is pure Java.
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The Vaadin library defines a clear separation between user interface presentation and logic and allows you to develop them separately. Our approach to this is themes, which dictate the visual appearance of applications. Themes control the appearance of the user interfaces using CSS and (optional) HTML page templates. As Vaadin provides excellent default themes, you do not usually need to make much customization, but you can if you need to. For more about themes, see Chapter 8, Themes. We hope that this is enough about the basic architecture and features of Vaadin for now. You can read more about it later in Chapter 3, Architecture, or jump straight to more practical things in Chapter 4, Writing a Web Application.



1.2. Example Application Walkthrough Let us follow the long tradition of first saying "Hello World!" when learning a new programming environment. After that, we can go through a more detailed example that implements the modelview-controller architecture. The two examples given are really simple, but this is mostly because Vaadin is designed to make things simple.



Example 1.1. HelloWorld.java import com.vaadin.ui.*; public class HelloWorld extends com.vaadin.Application { public void init() { Window main = new Window("Hello window"); setMainWindow(main); main.addComponent(new Label("Hello World!")); } }



The first thing to note is that the example application extends com.vaadin.Application class. The Application class is used as the base class for all user applications. Instances of the Application are essentially user sessions, and one is created for each user who uses the application. In the context of our HelloWorld application, it is sufficient to know that the application is started when the user first accesses it and at that time init method is invoked. Initialization of the application first creates a new window object and sets "Hello window" as its caption. The window is then set as the main window of the application; an application can actually have many windows. This means that when a user launches the application, the contents of the "main window" are shown to the user in the web page. The caption is shown as the title of the (browser) window. A new user interface component of class com.vaadin.ui.Label is created. The label is set to draw the text "Hello World!". Finally, the label is added to the main window. And here we are, when the application is started, it draws the text "Hello World!" to the browser window. The following screenshot shows what the "Hello World!" program will look like in a web browser.
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Before going into details, we should note that this example source code is complete and does not need any additional declaratively defined template files to be run. To run the program, you can just add it to your web application, as explained in Section 4.8, “Setting Up the Application Environment”.



1.3. Support for the Eclipse IDE While Vaadin is not bound to any specific IDE, and you can in fact easily use it without any IDE altogether, we provide special support for the Eclipse IDE, which has become the standard environment for Java development. The support includes: • Vaadin Plugin for Eclipse, which allows you to: • Create new Vaadin projects • Create custom themes • Create custom client-side widgets and widget sets • Create custom composite components with a visual designer • Easily upgrade to a newer version of the Vaadin library • Import the installation package as a QuickStart demo project in Eclipse The Vaadin Plugin for Eclipse is our recommended way of installing Vaadin; the actual installation package contains demos and documentation that are available also from the website, so you do not normally need to download and install it, unless you want to experiment with the demos or try debugging. Installing and updating the plugin is covered in Section 2.2.1, “Vaadin Plugin for Eclipse” and the creation of a new Vaadin project using the plugin in Section 2.3.1, “Creating the Project”. See Section 8.4, “Creating a Theme in Eclipse”, Section 10.2, “Doing It the Simple Way in Eclipse”, and Chapter 7, Visual User Interface Design with Eclipse for instructions on using the different features of the plugin.



1.4. Goals and Philosophy Simply put, Vaadin's ambition is to be the best possible tool when it comes to creating web user interfaces for business applications. It is easy to adopt, as it is designed to support both entrylevel and advanced programmers, as well as usability experts and graphical designers. When designing Vaadin, we have followed the philosophy inscribed in the following rules.
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Right tool for the right purpose Because our goals are high, the focus must be clear. This toolkit is designed for creating web applications. It is not designed for creating websites or advertisements demos. For such purposes, you might find (for instance) JSP/JSF or Flash more suitable.



Simplicity and maintainability We have chosen to emphasize robustness, simplicity, and maintainability. This involves following the well-established best practices in user interface frameworks and ensuring that our implementation represents an ideal solution for its purpose without clutter or bloat.



XML is not designed for programming The Web is inherently document-centered and very much bound to the declarative presentation of user interfaces. The Vaadin framework frees the programmer from these limitations. It is far more natural to create user interfaces by programming them than by defining them in declarative templates, which are not flexible enough for complex and dynamic user interaction.



Tools should not limit your work There should not be any limits on what you can do with the framework: if for some reason the user interface components do not support what you need to achieve, it must be easy to add new ones to your application. When you need to create new components, the role of the framework is critical: it makes it easy to create re-usable components that are easy to maintain.



1.5. Background The library was not written overnight. After working with web user interfaces since the beginning of the Web, a group of developers got together in 2000 to form IT Mill. The team had a desire to develop a new programming paradigm that would support the creation of real user interfaces for real applications using a real programming language. The library was originally called Millstone Library. The first version was used in a large production application that IT Mill designed and implemented for an international pharmaceutical company. IT Mill made the application already in the year 2001 and it is still in use. Since then, the company has produced dozens of large business applications with the library and it has proven its ability to solve hard problems easily. The next generation of the library, IT Mill Toolkit Release 4, was released in 2006. It introduced an entirely new AJAX-based presentation engine. This allowed the development of AJAX applications without the need to worry about communications between the client and the server.



Release 5 Into the Open IT Mill Toolkit 5, released initially at the end of 2007, took a significant step further into AJAX. The client-side rendering of the user interface was completely rewritten using GWT, the Google Web Toolkit. IT Mill Toolkit 5 introduced many significant improvements both in the server-side API and in the functionality. Rewriting the Client-Side Engine with GWT allowed the use of Java both on the client and the server-side. The transition from JavaScript to GWT made the development and integration of custom components and customization of existing components much easier than
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before, and it also allows easy integration of existing GWT components. The adoption of GWT on the client-side did not, by itself, cause any changes in the server-side API, because GWT is a browser technology that is hidden well behind the API. Also themeing was completely revised in IT Mill Toolkit 5. The Release 5 was published under the Apache License 2, an unrestrictive open source license, to create faster expansion of the user base and make the formation of a developer community possible.



Birth of Vaadin Release 6 IT Mill Toolkit was renamed as Vaadin Framework, or Vaadin in short, in spring 2009. Later IT Mill, the company, was renamed as Vaadin Ltd. Vaadin means an adult female semi-domesticated mountain reindeer in Finnish. Together with the Vaadin 6 was released the Vaadin Plugin for Eclipse. The initially experimental version of the visual editor, which was included with the plugin, has since then grown into to stable development tool. Vaadin 6 really exploded the number of developers using the framework. The introduction of Vaadin Directory in early 2010 gave it a further boost, as the number of available components multiplied almost overnight. Many of the originally experimental components have since then matured and are now used by thousands of developers. In 2011, we are seeing tremendous growth in the ecosystem around Vaadin. The size of the user community, at least if measured by forum activity, has already gone past the competing frameworks and is reaching the levels of GWT. Whether Vaadin is already past the tipping point can be seen soon. More technical details about the history of Vaadin can be found from the Release Notes of each version.
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Getting Started with Vaadin 2.1. Setting up the Development Environment ................................................. 9 2.2. Installing Vaadin ....................................................................................... 13 2.3. Your First Project with Vaadin .................................................................. 16 2.4. Creating a Project with NetBeans ............................................................ 25 2.5. Creating a Project with Maven ................................................................. 27 This chapter gives practical instructions for installing the recommended toolchain and either the Vaadin Plugin for Eclipse or, if you use another IDE or no IDE at all, the Vaadin JAR.



2.1. Setting up the Development Environment This section gives a step-by-step guide for setting up a development environment.Vaadin supports a wide variety of tools, so you can use any IDE for writing the code, most web browsers for viewing the results, any operating system or processor supported by the Java 1.5 platform, and almost any Java web server for deploying the application. In this example, we use the following toolchain: • Windows XP [http://www.microsoft.com/windowsxp/], Linux, or Mac OS X • Sun Java 2 Standard Edition 6.0 [http://java.sun.com/javase/downloads/index.jsp] (Java 1.5 or newer is required)
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• Eclipse IDE for Java EE Developers [http://www.eclipse.org/downloads/] • Apache Tomcat 6.0 (Core) or newer [http://tomcat.apache.org/] • Mozilla Firefox [http://www.getfirefox.com/] browser • Firebug [http://www.getfirebug.com/] debug tool (optional) • Vaadin Framework [http://vaadin.com/download/] The above reference toolchain is a good choice of tools, but you can use almost any tools you are comfortable with.



Figure 2.1. Development Toolchain and Process



Figure 2.1, “Development Toolchain and Process” illustrates the development environment and process.You develop your application as an Eclipse project. The project must include, in addition to your source code, the Vaadin Library. It can also include project-specific themes. You must compile and deploy a project to a web container before you can use use it. You can deploy a project through the Web Tools Platform for Eclipse, which allows automatic deployment of web applications from Eclipse. You can deploy a project also manually, by creating a web application archive (WAR) and deploying it through the web container's interface.



2.1.1. Installing Java SDK Java SDK is required by Vaadin and also by the Eclipse IDE. Vaadin is compatible with Java 1.5 and later editions.
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Windows 1. Download Sun Java 2 Standard Edition 6.0 from http://java.sun.com/javase/downloads/index.jsp [http://java.sun.com/javase/downloads/index.jsp] 2. Install the Java SDK by running the installer. The default options are fine.



Linux / UNIX 1. Download Sun Java 2 Standard Edition 6.0 from http://java.sun.com/javase/downloads/index.jsp [http://java.sun.com/javase/downloads/index.jsp] 2. Decompress it under a suitable base directory, such as /opt. For example, for Java SDK, enter (either as root or with sudo in Linux): # cd /opt # sh (path-to-installation-package)/jdk-6u1-linux-i586.bin



and follow the instructions in the installer.



2.1.2. Installing Eclipse IDE Windows Eclipse is now installed in C:\dev\eclipse and can be started from there (by double clicking eclipse.exe). 1. Download Eclipse IDE for Java EE Developers (Ganymede version) from http://www.eclipse.org/downloads/ [http://www.eclipse.org/downloads/] 2. Decompress the Eclipse IDE package to a suitable directory. You are free to select any directory and to use any ZIP decompressor, but in this example we decompress the ZIP file by just double-clicking it and selecting "Extract all files" task from Windows compressed folder task. In our installation example, we use C:\dev as the target directory.



Linux / UNIX You have two basic options for installing Eclipse in Linux and UNIX: you can either install it using the package manager of your operating system or by downloading and installing the packages manually. The manual installation method is recommended, because the latest versions of the packages available in a Linux package repository may be incompatible with Eclipse plugins that are not installed using the package manager. 1. Download Download Eclipse IDE for Java EE Developers (Ganymede version) from http://www.eclipse.org/downloads/ [http://www.eclipse.org/downloads/] 2. Decompress the Eclipse package into a suitable base directory. It is important to make sure that there is no old Eclipse installation in the target directory. Installing a new version on top of an old one probably renders Eclipse unusable. 3. Eclipse should normally be installed as a regular user, as this makes installation of plugins easier. Eclipse also stores some user settings in the installation directory. To install the package, enter: $ tar zxf (path-to-installation-package)/eclipse-jee-ganymede-SR2-linux-gtk.tar.gz
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This will extract the package to a subdirectory with the name eclipse. 4. You may wish to add the Eclipse installation directory and the bin subdirectory in the installation directory of Java SDK to your system or user PATH. An alternative to the above procedure is to use the package management system of your operating system. For example, in Ubuntu Linux, which includes Sun Java SDK and Eclipse in its APT repository, you can install the programs from a package manager GUI or from command-line with a command such as: $ sudo apt-get install sun-java6-jdk eclipse



This is, however, not recommended, because the Eclipse package may not include all the necessary Java EE tools, most importantly the Web Standard Tools, and it may cause incompatibilities with some components that are not installed with the package management system of your operating system.



2.1.3. Installing Apache Tomcat Apache Tomcat is a lightweight Java web server suitable for both development and production. There are many ways to install it, but here we simply decompress the installation package. Apache Tomcat should be installed with user permissions. During development, you will be running Eclipse or some other IDE with user permissions, but deploying web applications to a Tomcat server that is installed system-wide requires administrator or root permissions. 1. Download the installation package: Apache Tomcat 6.0 (Core Binary Distribution) from http://tomcat.apache.org/ 2. Decompress Apache Tomcat package to a suitable target directory, such as C:\dev (Windows) or /opt (Linux or Mac OS X). The Apache Tomcat home directory will be C:\dev\apache-tomcat-6.0.x or /opt/apache-tomcat-6.0.x, respectively.



2.1.4. Firefox and Firebug Vaadin supports many web browsers and you can use any of them for development. If you plan to create a custom theme, customized layouts, or create new components, we recommend that you use Firefox together with Firebug. If you do not have Firefox installed already, go to www.getfirefox.com [http://www.getfirefox.com/] and download and run the installer. In Linux, you can install it also with a package manager. Optional. After installing Firefox, use it to open http://www.getfirebug.com/ [http://www.getfirebug.com/]. Follow the instructions on the site to install the latest stable version of Firebug available for the browser. You might need to tell Firefox to allow the installation by clicking the yellow warning bar at the top of the browser-window. When Firebug is installed, it can be enabled at any time from the bottom right corner of the Firefox window. Figure 2.2, “Firebug Debugger for Firefox” shows an example of what Firebug looks like.
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Figure 2.2. Firebug Debugger for Firefox



Now that you have installed the development environment, you can proceed to creating your first application.



2.2. Installing Vaadin This section gives instructions for installing Vaadin in your development environment. You have two basic options for installing: 1. If you use Eclipse, we recommend that you can install the Vaadin Plugin for Eclipse, as described in Section 2.2.1, “Vaadin Plugin for Eclipse” 2. Otherwise, download and install the JAR package, as described in Section 2.2.2, “Installing the JAR Package”. These options are explained in detail in the following sections.



2.2.1. Vaadin Plugin for Eclipse If you are using the Eclipse IDE, using the Vaadin plugin should help greatly. The plugin includes: • An integration plugin with wizards for creating new Vaadin-based projects, themes, and client-side widgets and widget sets. • A visual editor for editing custom composite user interface components in a WYSIWYG fashion. With full round-trip support from source code to visual model and back, the editor integrates seamlessly with your development process.
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• A version of Book of Vaadin that you can browse in the Eclipse Help system. You can install the plugin as follows: 1. Start Eclipse. 2. Select Help   Software Updates.... 3. Select the Available Software tab. 4. Add the Vaadin plugin update site by clicking Add Site....



Enter the URL of the Vaadin Update Site: http://vaadin.com/eclipse and click OK. The Vaadin site should now appear in the Software Updates window. 5. Select all the Vaadin plugins in the tree.



Finally, click Install. Detailed and up-to-date installation instructions for the Eclipse plugin can be found at http://vaadin.com/eclipse.



Updating the Vaadin Plugin If you have automatic updates enabled in Eclipse (see Window   Preferences   Install/Update   Automatic Updates), the Vaadin plugin will be updated automatically along with other plugins. Otherwise, you can update the Vaadin plugin (there are actually multiple plugins) manually as follows: 1. Select Help   Software Updates..., the Software Updates and Add-ons window will open. 2. Select the Installed Software tab.
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3. If you want to update only the Vaadin plugins, select them in the list by clicking the plugins and holding the Ctrl key pressed for all but the first.



4. Click Update. Notice that updating the Vaadin plugin updates only the plugin and not the Vaadin library, which is project specific. See below for instructions for updating the library.



Updating the Vaadin Library Updating the Vaadin plugin does not update Vaadin library. The library is project specific, as a different version might be required for different projects, so you have to update it separately for each project. To change the library to a newer (or some other) version, do as follows: 1. Select the project in the Project Explorer and select Project   Preferences or press Alt+Enter. 2. In the project preferences window that opens, select Vaadin   Vaadin Version. 3. If the version that you want to use is not included in the Vaadin version drop-down list, click Download to open the download window.
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If you want to use a development version, select Show pre-release versions and nightly builds. Select the version that you want to download and click OK. 4. Select the version that you want to use from the Vaadin version down-down list and click Apply. You can observe that the new library appears in the WebContent/WEB-INF/lib folder.



2.2.2. Installing the JAR Package You can install the Vaadin JAR package in a few simple steps: 1. Download the newest Vaadin JAR package from the download page at http://vaadin.com/download/. 2. Put the JAR in the WEB-APP/lib web library folder in the project. The location of the WEB-APP/lib folder depends on the project organization. • In Eclipse projects: WebContent/WEB-INF/lib. • In Maven projects: src/main/webapp/WEB-INF/lib.



2.3. Your First Project with Vaadin This section gives instructions for creating a new Eclipse project using the Vaadin Plugin. The task will include the following steps: 1. Create a new project 2. Write the source code 3. Configure and start Tomcat (or some other web server) 4. Open a web browser to use the web application We also show how you can debug the application in the debug mode in Eclipse. This walkthrough assumes that you have already installed the Vaadin Plugin and set up your development environment, as instructed in Section 2.2.2, “Installing the JAR Package” and Section 2.1, “Setting up the Development Environment”.



2.3.1. Creating the Project Let us create the first application project with the tools installed in the previous section. First, launch Eclipse and follow the following steps: 1. Start creating a new project by selecting from the menu File   New   Project....
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2. In the New Project window that opens, select Web   Vaadin Project and click Next.



3. In the Vaadin Project step, you need to set the basic web project settings. You need to give at least the project name and the runtime; the default values should be good for the other settings.



Project name



Give the project a name. The name should be a valid identifier usable cross-platform as a filename and inside a URL, so using only lower-case alphanumerics, underscore, and minus sign is recommended.



Use default



Defines the directory under which the project is created. You should normally leave it as it is. You may need to set the directory, for example, if you are creating an Eclipse project on top of a version-controlled source tree.
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Target runtime



Defines the application server to use for deploying the application. The server that you have installed, for example Apache Tomcat, should be selected automatically. If not, click New to configure a new server under Eclipse.



Configuration



Select the configuration to use; you should normally use the default configuration for the application server. If you need to modify the project facets, click Modify.



Deployment configuration



This setting defines the environment to which the application will be deployed, to generate the appropriate project directory layout and configuration files. The choises are: • Servlet (default) • Google App Engine Servlet • Generic Portlet (Portlet 2.0) • Old Portlet (Portlet 1.0) The further steps in the New Project Wizard depend on the selected deployment configuration; the steps listed in this section are for the default servlet configuration. See Section 11.9, “Google App Engine Integration” and Section 11.8, “Portal Integration” for details on the use of Vaadin in the alternative environments.



Vaadin version



Select the Vaadin version to use. The drop-down list shows, by default, the latest available version of Vaadin. If you want to use another version, click Download. The dialog that opens lists all official releases of Vaadin.



If you want to use a pre-release version or a nightly development build, select Show pre-release ver-
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sions and nightly builds. Select a version and click Ok to download it. It will appear as a choise in the drop-down list. If you want to change the project to use another version of Vaadin, for example to upgrade to a newer one, you can go to project settings and download and select the other version. You can click Finish here to use the defaults for the rest of the settings, or click Next. 4. The settings in the Web Module step define the basic servlet-related settings and the structure of the web application project. All the settings are pre-filled, and you should normally accept them as they are.



Context Root



The context root (of the application) identifies the application in the URL used for accessing it. For example, if the server runs in the apps context and the application has myproject context, the URL would be http://example.com/app/url. The wizard will suggest myproject for the context name.



Content Directory



The directory containing all the content to be included in the servlet and served by the web server. The directory is relative to the root directory of the project.



Java Source Directory



The default source directory containing the application sources. The src directory is suggested; another convention common in web applications is to use WebContent/WEB-INF/src, in which case the sources are included in the servlet (but not served in HTTP requests).



Generate deployment descriptor



Should the wizard generate the web.xml deployment descriptor required for running the servlet in the WebContent/WEB-INF directory. Strongly recommended. See Section 4.8.3, “Deployment Descriptor web.xml” for more details.
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This will be the sub-path in the URL, for example http://localhost:8080/myproject. The default for the application root will be / (root). You can just accept the defaults and click Next. 5. The Vaadin project step page has various Vaadin-specific application settings. If you are trying Vaadin out for the first time, you should not need to change anything. You can set most of the settings afterwards, except the creation of the portlet configuration.



Create project template



Make the wizard create an application class stub.



Application Name



The name of the application appears in the browser window title.



Base package name



The name of the Java package under which the application class is to be placed.



Application class name



Name of the Vaadin application class.



Create portlet configuration



When this option is selected, the wizard will create the files needed for running the application in a portal. See Section 11.8, “Portal Integration” for more information on portlets.



Finally, click Finish to create the project. 6. Eclipse may ask to switch to J2EE perspective. A Dynamic Web Project uses an external web server and the J2EE perspective provides tools to control the server and manage application deployment. Click Yes.
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2.3.2. Exploring the Project After the New Project wizard exists, it has done all the work for us: Vaadin libraries are installed in the WebContent/WEB-INF/lib directory, an application class skeleton has been written to src directory, and WebContent/WEB-INF/web.xml already contains a deployment descriptor.



Figure 2.3. A New Dynamic Web Project



The application class created by the plugin contains the following code: package com.example.myproject; import com.vaadin.Application; import com.vaadin.ui.*; public class MyprojectApplication extends Application { @Override public void init() { Window mainWindow = new Window("Myproject Application"); Label label = new Label("Hello Vaadin user"); mainWindow.addComponent(label); setMainWindow(mainWindow); } }



Let us add a button to the application to make it a bit more interesting. The resulting init() method could look something like: public void init() { final Window mainWindow = new Window("Myproject Application"); Label label = new Label("Hello Vaadin user"); mainWindow.addComponent(label); mainWindow.addComponent(
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new Button("What is the time?", new Button.ClickListener() { public void buttonClick(ClickEvent event) { mainWindow.showNotification( "The time is " + new Date()); } })); setMainWindow(mainWindow); }



The deployment descriptor WebContent/WEB-INF/web.xml defines Vaadin framework servlet, the application class, and servlet mapping:



Example 2.1. Web.xml Deployment Descriptor for our project myproject Vaadin production mode productionMode false Myproject Application com.vaadin.terminal.gwt.server.ApplicationServlet Vaadin application class to start application com.example.myproject.MyprojectApplication Myproject Application /* 



For a more detailed treatment of the web.xml file, see Section 4.8.3, “Deployment Descriptor web.xml”.



2.3.3. Setting Up and Starting the Web Server Eclipse IDE for Java EE Developers has the Web Standard Tools package installed, which supports control of various web servers and automatic deployment of web content to the server when changes are made to a project. Make sure that Tomcat was installed with user permissions. Configuration of the web server in Eclipse will fail if the user does not have write permissions to the configuration and deployment directories under the Tomcat installation directory.
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Follow the following steps. 1. Switch to the Servers tab in the lower panel in Eclipse. List of servers should be empty after Eclipse is installed. Right-click on the empty area in the panel and select New   Server.



2. Select Apache   Tomcat v6.0 Server and set Server's host name as localhost, which should be the default. If you have only one Tomcat installed, Server runtime has only one choice. Click Next.



3. Add your project to the server by selecting it on the left and clicking Add to add it to the configured projects on the right. Click Finish.



4. The server and the project are now installed in Eclipse and are shown in the Servers tab. To start the server, right-click on the server and select Debug. To start the server in non-debug mode, select Start.
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5. The server starts and the WebContent directory of the project is published to the server on http://localhost:8080/myproject/.



2.3.4. Running and Debugging Starting your application is as easy as selecting myproject from the Project Explorer and then Run   Debug As   Debug on Server. Eclipse then opens the application in built-in web browser.



Figure 2.4. Running a Vaadin Application



You can insert break points in the Java code by double-clicking on the left margin bar of the source code window. For example, if you insert a breakpoint in the buttonClick() method and click the What is the time? button, Eclipse will ask to switch to the Debug perspective. Debug perspective will show where the execution stopped at the breakpoint. You can examine and change the state of the application. To continue execution, select Resume from Run menu.
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Figure 2.5. Debugging a Vaadin Application



The procedure described above allows debugging the server-side application. For more information on debugging client-side widgets, see Section 10.8.6, “GWT Development Mode”. Restarting Application Session When you open the URL for the application, it creates a new user session. The session is preserved even if you reload the page. Moreover, as Eclipse likes to do hot deployment to Tomcat, and Tomcat likes to persist sessions on server shutdown, you may experience a problem that the application doesn't return to its initial state after modifying code or even restarting the server. Adding the ?restartApplication parameter in the URL tells the Vaadin servlet to create a new Application instance when reloading the page.



2.4. Creating a Project with NetBeans Vaadin has no official plugin for NetBeans at the moment, so the tasks have to be done more manually than with Eclipse. You have two choices to create a Vaadin project in NetBeans: as a regular web application project or as a Maven project. We cover these both ways in the following sections.



2.4.1. Regular Web Application Project This section describes the basic way of creating a Vaadin application project in NetBeans. This approach is useful if you do not wish to use Maven, but requires more manual work. 1. Open File   New Project. 2. Select Java Web   Web Application and click Next.
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3. Give a project name, such as myproject. As the project name is by default also used as the context path, it should contain only alphanumerics, underscore and minus sign. Click Next. 4. Select a server. The reference toolchain recommends Apache Tomcat, as many instructions in this book are given specifically for Tomcat, but any other server should work just as fine. Click Next. 5. Click Finish. The project is created. However, it is a simple skeleton for a JSP-based web application project. To make it a proper Vaadin project, you need to include the Vaadin library, create the application class, and define the web.xml deployment descriptor.



2.4.2. Maven Project from Vaadin Archetype Creating a Maven project with the Vaadin archetype is simpler than as a normal web application project in NetBeans. It creates an application skeleton, defines the web.xml deployment descriptor, and also retrieves the latest Vaadin library automatically. 1. Select File   New Project. 2. Select Maven   Project from Archetype and click Next. 3. Select an archetype from a repository: • If you have used Vaadin with Maven before, you might already have the archetype in local repository - select Archetypes from Local Repository. • Add a new archetype by clicking Add. For Group Id, given com.vaadin. For Artifact Id, give vaadin-archetype-clean for a normal project, vaadin-archetype-widget for a custom GWT widget project, or vaadin-archetype-sample for a more advanced application skeleton. For Version, give LATEST or a specific version number. Then, click OK.



Figure 2.6. Adding a New Maven Archetype in NetBeans



Then select the Custom archetype - vaadin-archetype-clean (LATEST) from the selection tree. Click Next. 4. In the Name and Location step, enter Project Name, which is recommended to be only lower-case alphabetics, as it is used also as a suggestion for the Java package name of the project. Modify the other parameters for your project and click Finish.
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Figure 2.7. Adding a New Maven Archetype in NetBeans



Creating the project can take a while as Maven loads all the needed dependencies. Once created, you can run it by right-clicking on the project in the Projects view and selecting Run. In the Select deployment server window that opens, select Apache Tomcat and click OK. If all goes well, NetBeans starts the server and launches the default browser to display the web application.



2.5. Creating a Project with Maven The Vaadin core library and all Vaadin add-ons are available through a Maven repository and can thereby be easily used with Apache Maven. You can use a Maven with a front-end from Eclipse or NetBeans, or by using the command-line as described in this section. You can create a new Maven project with the following command: $ mvn archetype:generate -DarchetypeGroupId=com.vaadin -DarchetypeArtifactId=vaadin-archetype-clean -DarchetypeVersion=LATEST -DgroupId=your.company -DartifactId=project-name -Dversion=1.0 -Dpackaging=war



The parameters are as follows: archetypeGroupId



The group ID of the archetype is com.vaadin for Vaadin archetypes.



archetypeArtifactId



The archetype ID. Vaadin currently supports the following archetypes: • vaadin-archetype-clean is a new project with a barebone skeleton for a regular Vaadin application. The pom.xml includes out-commented definitions for additional widgets. • vaadin-archetype-widget is a skeleton for a project with custom widgets.
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• vaadin-archetype-sample is also for project with custom widgets, but the skeleton includes the Color Picker example used in Chapter 10, Developing New Components. • vaadin-archetype-addon is for Vaadin add-on projects. It packages the add-on so that it can be published in Vaadin Directory. The archetype is for server-side add-ons and does not include definitions needed for building a widget set. If your add-on includes or requires other than the widgets in the Vaadin core library, you need to copy the required definitions from a POM of a vaadin-archetype-clean project. • vaadin-archetype-touchkit is for projects using Vaadin TouchKit, described in Chapter 18, Mobile Applications with TouchKit. Notice that this archetype uses the AGPL-licensed version of TouchKit, which requires that your project must also be licensed under the AGPL license. archetypeVersion



Version of the archetype to use. This should normally be LATEST.



groupId



A Maven group ID for your project. It is used for the Java package name and should normally be your domain name reversed, such as com.example.myproject. The group ID is used also for the Java source package name of your project, so it should be Java compatible - only alphanumerics and an underscore.



artifactId



Identifier of the artifact, that is, your project. The identifier may contain alphanumerics, minus, and underscore.



version



Initial version number of your application. The number must obey the Maven version numbering format.



packaging



How will the project be packaged. It is normally war.



Creating a project can take a while as Maven fetches all the dependencies. The created project structure is shown in Figure 2.8, “A New Vaadin Project with vaadin-archetype-clean”.



Figure 2.8. A New Vaadin Project with vaadin-archetype-clean
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Compiling and Running the Application Before the application can be deployed, it must be compiled and packaged as a WAR package. You can do this with the package goal as follows: $ mvn package



The location of the resulting WAR package should be displayed in the command output. You can then deploy it to your favorite application server. The easiest way to run Vaadin applications with Maven is to use the light-weight Jetty web server. After compiling the package, all you need to do is type: $ mvn jetty:run



The special goal starts the Jetty server in port 8080 and deploys the application. You can then open it in a web browser at http://localhost:8080/project-name.



Using Add-ons and Custom Widget Sets If you use Vaadin add-ons that include a widget set or make your custom widgets, you need to enable widget set compilation in the POM. The required configuration is described in Section 13.5, “Using Add-ons in a Maven Project”.
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Architecture 3.1. Overview .................................................................................................. 31 3.2. Technological Background ....................................................................... 34 3.3. Applications as Java Servlet Sessions .................................................... 35 3.4. Client-Side Engine ................................................................................... 35 3.5. Events and Listeners ............................................................................... 37 This chapter provides an introduction to the architecture of Vaadin at somewhat technical level.



3.1. Overview In Chapter 1, Introduction, we gave a short introduction to the general architecture of Vaadin. Let us now look deeper into it. Figure 3.1, “Vaadin Architecture” below illustrates the architecture. Vaadin consists of a web application API, a horde of user interface components, themes for controlling the appearance, and a data model that allows binding the user interface components directly to data. Behind the curtains it also employs a terminal adapter to receive requests from web browsers and make responses by rendering the pages. An application using Vaadin runs as a servlet in a Java web server, serving HTTP requests. The terminal adapter receives client requests through the web server's Java Servlet API, and inteprets them to user events for a particular session. An event is associated with a UI component and delivered to the application. As the application logic makes changes to the UI components, the terminal adapter renders them in the web browser by generating a response. In AJAX rendering mode, a client-side JavaScript component receives the responses and uses them to make any necessary changes to the page in the browser. The top level of a user application consists of an application class that inherits com.vaadin.Application. It creates the UI components (see below) it needs, receives events regarding them,
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Figure 3.1. Vaadin Architecture



and makes necessary changes to the components. For detailed information about inheriting the Application, see Chapter 4, Writing a Web Application. The major parts of the architecture and their function are as follows:
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The user interface consists of UI components that are created and laid out by the application. Each serverside component has a client-side counterpart, with which the user interacts. The server-side components can serialize themselves over the client connection using a terminal adapter. The client-side components, in turn, can serialize user interaction back to the application, which is received in the server-side components as events. The components relay these events to the application logic. Most components are bound to a data source (see below). For a complete description of UI component architecture, see Chapter 5, User Interface Components.



Client-Side Engine



The Client-Side Engine of Vaadin manages the rendering in the web browser using Google Web Toolkit (GWT). It communicates user interaction and UI changes with the server-side Terminal Adapter using
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the User Interface Definition Language (UIDL), a JSONbased language. The communications are made using asynchronous HTTP or HTTPS requests. See Section 3.4, “Client-Side Engine”. Terminal Adapter



The UI components do not render themselves directly as a web page, but use a Terminal Adapter. This abstraction layer allows users to use Vaadin applications with practically any web browser. Releases 3 and 4 of IT Mill Toolkit supported HTML and simple AJAX based rendering, while Vaadin Release 5 supports advanced AJAX-based rendering using Google Web Toolkit (GWT). You could imagine some other browser technology, not even based on HTML, and you - or we for that matter - could make it work just by writing a new adapter.Your application would still just see the Vaadin API. To allow for this sort of abstraction, UI components communicate their changes to the Terminal Adapter, which renders them for the user's browser. When the user does something in the web page, the events are communicated to the terminal adapter (through the web server) as asynchronous AJAX requests. The terminal adapter delivers the user events to the UI components, which deliver them to the application's UI logic.



Themes



The user interface separates between presentation and logic. While the UI logic is handled as Java code, the presentation is defined in themes as CSS. Vaadin provides a default themes. User themes can, in addition to style sheets, include HTML templates that define custom layouts and other resources, such as images. Themes are discussed in detail in Chapter 8, Themes.



UIDL



The Terminal Adapter draws the user interface to the web page and any changes to it using a special User Interface Definition Language (UIDL). The UIDL communications are done using JSON (JavaScript Object Notation), which is a lightweight data interchange format that is especially efficient for interfacing with JavaScriptbased AJAX code in the browser. See Section 3.2.3, “JSON” and Appendix A, User Interface Definition Language (UIDL) for details.



Events



User interaction with UI components creates events, which are first processed on the client-side with JavaScript and then passed all the way through the HTTP server, terminal adapter, and user component layers to the application. See Section 3.5, “Events and Listeners”.



Data Model



In addition to the user interface model, Vaadin provides a data model for interfacing data presented in UI components. Using the data model, the user interface components can update the application data directly,
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without the need for any control code. All the UI components use this data model internally, but they can be bound to a separate data source as well. For example, you can bind a table component to an SQL query response. For a complete overview of the Vaadin Data Model, please refer to Chapter 9, Binding Components to Data.



3.2. Technological Background This section provides an introduction to the various technologies and designs on which Vaadin is based: AJAX-based web applications in general, Google Web Toolkit, and JSON data interchange format. This knowledge is not necessary for using Vaadin, but provides some background if you need to make low-level extensions to Vaadin.



3.2.1. AJAX AJAX (Asynchronous JavaScript and XML) is a technique for developing web applications with responsive user interaction, similar to traditional desktop applications. While conventional JavaScript-enabled HTML pages can receive new content only with page updates, AJAX-enabled pages send user interaction to the server using an asynchronous request and receive updated content in the response. This way, only small parts of the page data can be loaded. This goal is archieved by the use of a certain set of technologies: XHTML, CSS, DOM, JavaScript, XMLHttpRequest, and XML. AJAX, with all the fuss and pomp it receives, is essentially made possible by a simple API, namely the XMLHttpRequest class in JavaScript. The API is available in all major browsers and, as of 2006, the API is under way to become a W3C standard. Communications between the browser and the server usually require some sort of serialization (or marshalling) of data objects. AJAX suggests the use of XML for data representation in communications between the browser and the server. While Vaadin Release 4 used XML for data interchange, Release 5 uses the more efficient JSON. For more information about JSON and its use in Vaadin, see Section 3.2.3, “JSON”. If you're a newcomer to Ajax, Section 11.1, “Special Characteristics of AJAX Applications” discusses the history and motivations for AJAX-based web applications, as well as some special characteristics that differ from both traditional web applications and desktop applications.



3.2.2. Google Web Toolkit Google Web Toolkit is a software development kit for developing client-side web applications easily, without having to use JavaScript or other browser technologies directly. Applications using GWT are developed with Java and compiled into JavaScript with the GWT Compiler. GWT is essentially a client-side technology, normally used to develop user interface logic in the web browser. GWT applications still need to communicate with a server using RPC calls and by serializing any data. Vaadin effectively hides all client-server communications, allows handling user interaction logic in a server application, and allows software development in a single serverside application. This makes the architecture of an AJAX-based web application much simpler. Vaadin uses GWT to render user interfaces in the web browser and handle the low-level tasks of user interaction in the browser. Use of GWT is largely invisible in Vaadin for applications that do not need any custom GWT components.
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See Section 3.4, “Client-Side Engine” for a description of how GWT is used in the Client-Side Engine of Vaadin. Chapter 10, Developing New Components provides information about the integration of GWT-based user interface components with Vaadin.



3.2.3. JSON JSON is a lightweight data-interchange format that is easy and fast to generate and parse. JSON messages are said to be possibly a hundred times faster to parse than XML with current browser technology. The format is a subset of the JavaScript language, which makes it possible to evaluate JSON messages directly as JavaScript expressions. This makes JSON very easy to use in JavaScript applications and therefore also for AJAX applications. The Client-Side Engine of Vaadin uses JSON through Google Web Toolkit, which supports JSON communications in the com.google.gwt.json.client package. Together with advanced update optimization and caching, Vaadin is able to update changes in the user interface to the browser in an extremely efficient way. The use of JSON is completely invisible to a developer using Vaadin. Implementation of clientserver serialization in custom widgets uses abstract interfaces that may be implemented as any low-level interchange format, such as XML or JSON. Details on JSON communications are given in Section A.2, “JSON Rendering”.



3.3. Applications as Java Servlet Sessions Vaadin framework does basically everything it does on top of the Java Servlet API, which lies hidden deep under the hood, with the terminal adapter being the lowest level layer for handling requests from the web container. When the web container gets the first request for a URL registered for an application, it creates an instance of the ApplicationServlet class in Vaadin framework that inherits the HttpServlet class defined in Java Servlet API. It follows sessions by using HttpSession interface and associates an Application instance with each session. During the lifetime of a session, the framework relays user actions to the proper application instance, and further to a user interface component.



3.4. Client-Side Engine This section gives an overview of the client-side architecture of Vaadin. Knowledge of the clientside technologies is generally not needed unless you develop or use custom GWT components. The client-side engine is based on Google Web Toolkit (GWT), which allows the development of the engine and client-side components solely with Java. Chapter 10, Developing New Components provides information about the integration of GWTbased user interface components with Vaadin.
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Figure 3.2. Architecture of Vaadin Client-Side Engine



Figure 3.2, “Architecture of Vaadin Client-Side Engine” illustrates the architecture of the clientside engine using a button component as an example. The user interface is managed by the ApplicationConnection class, which handles AJAX requests to the server and renders the user interface according to responses. Communications are done over HTTP(S) using the JSON data interchange format and the User Interface Definition Language (UIDL). In the server-side application, the button is used with the Button class of Vaadin. On the client-side, the user interface consists of various GWT components that inherit Widget class. In the figure above, the GWT class Button is used to render the button in the browser (the inheritance of Button is simplified in the figure). Vaadin provides an VButton class, which implements the Paintable interface needed for rendering the component with GWT.
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The actual initial web page that is loaded in the browser is an empty page that loads the JavaScript code of the Vaadin Client-Side Engine. After it is loaded and started, it handles the AJAX requests to the server. All server communications are done through the ApplicationConnection class. The communication with the server is done as UIDL (User Interface Definition Language) messages using the JSON message interchange format over a HTTP(S) connection. UIDL is described in Appendix A, User Interface Definition Language (UIDL) and JSON in Section 3.2.3, “JSON” and Section A.2, “JSON Rendering”.



3.5. Events and Listeners Vaadin offers an event-driven programming model for handling user interaction. When a user does something in the user interface, such as clicks a button or selects an item, the application needs to know about it. Many Java-based user interface frameworks follow the Event-Listener pattern (also known as the Observer design pattern) to communicate user input to the application logic. So does Vaadin. The design pattern involves two kinds of elements: an object that generates ("fires" or "emits") events and a number of listeners that listen for the events. When such an event occurs, the object sends a notification about it to all the listeners. In a typical case, there is only one listener. Events can serve many kinds of purposes. In Vaadin, the usual purpose of events is handling user interaction in a user interface. Session management can require special events, such as for time-out, in which case the event would actually be the lack of user interaction. Time-out is a special case of timed or scheduled events, where an event occurs at a specific date and time or when a set time has passed. Database and other asynchronous communications can cause events as well. To receive events of a particular type, an application must register a listener object with the event source. The listeners are registered in the components with the addListener() method. The method has a generic version defined at the level of AbstractComponent, the base class of all components. Most components that have related events define their own event class and corresponding listener classes. For example, the Button has Button.ClickEvent events, which can be listened to through the Button.ClickListener interface. In the following, we handle button clicks with a listener implemented as an anonymous class: final Button button = new Button("Push it!"); button.addListener(new Button.ClickListener() { public void buttonClick(ClickEvent event) { button.setCaption("You pushed it!"); } });



Figure 3.3, “Class Diagram of a Button Click Listener” illustrates the case where an applicationspecific class inherits the Button.ClickListener interface to be able to listen for button click events. The application must instantiate the listener class and register it with addListener(). When an event occurs, an event object is instantiated, in this case a ClickEvent.The event object knows the related UI component, in this case the Button.
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Figure 3.3. Class Diagram of a Button Click Listener



In the ancient times of C programming, callback functions filled largely the same need as listeners do now. In object-oriented languages, we have only classes and methods, not functions, so the application has to give a class interface instead of a callback function pointer to the framework. However, Vaadin supports defining a method as a listener as well, using the MethodListener wrapper. Notice that many listener interfaces inherit the java.util.EventListener superinterface, but it is not generally necessary to inherit it. Section 4.4, “Handling Events with Listeners” goes into details of handling events in practice.
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Writing a Web Application 4.1. Overview .................................................................................................. 39 4.2. Managing the Main Window .................................................................... 42 4.3. Sub-Windows .......................................................................................... 43 4.4. Handling Events with Listeners ................................................................ 46 4.5. Referencing Resources ........................................................................... 49 4.6. Shutting Down an Application .................................................................. 52 4.7. Handling Errors ........................................................................................ 53 4.8. Setting Up the Application Environment .................................................. 57 This chapter provides the fundamentals of web application development with Vaadin, concentrating on the basic elements of an application from a practical point-of-view. If you are a newcomer to AJAX development, you may benefit from Section 11.1, “Special Characteristics of AJAX Applications”. It explains the role of pages in AJAX web applications, and provides some basic design patterns for applications.



4.1. Overview An application made with Vaadin runs as a Java Servlet in a Servlet container. The entry-point is the application class, which needs to create and manage all necessary user interface components, including windows. User interaction is handled with event listeners, simplified by binding user interface components directly to data. Visual appearance is defined in themes as CSS files.
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Icons, other images, and downloadable files are handled as resources, which can be external or served by the application server or the application itself.



Figure 4.1. Application Architecture



Figure 4.1, “Application Architecture” above gives the basic architecture of an application made with the Vaadin framework, with all the major elements, which are introduced below and discussed in detail in this chapter. First of all, an application that uses Vaadin must define an application class that inherits the abstract com.vaadin.Application class. The application class must implement the init() method. public class MyApp extends com.vaadin.Application { public void init() { ... initialization code goes here ... } }



Besides acting as the entry-point in the servlet, the Application class provides facilities for window access, execution control, and theme selection. The application API may seem similar to Java Servlet API, but that is only superficial. Vaadin framework associates requests with sessions so that an application class instance is really a session object. Because of this, you can develop web applications much like you would develop desktop applications.
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Restarting Application Session When you open the URL for the application, it creates a new user session. The session is preserved even if you reload the page. However, if you use Eclipse, it likes to do hot deployment to Tomcat and you may experience a problem that the application does not return to its initial state after you modify code. As Tomcat likes to persist sessions on server shutdown, the application state can remain even if you restart the server. Adding the ?restartApplication parameter in the URL tells the Vaadin servlet to create a new Application instance on loading the page. If you also include a URI fragment, the parameter should be given before the fragment. The most important thing in the initialization is the creation of the main window (see below), which any application has. This, and the deployment of the application as a Java Servlet in the Servlet container, as described in Section 4.8, “Setting Up the Application Environment”, are the minimal requirements for an application. Below is a short overview of the basic elements of an application: Windows



An application always has a main window, as described in Section 4.2, “Managing the Main Window”. An application can actually have a number of such applicationlevel windows, all bound to the same application session, as described in Section 11.2, “Application-Level Windows”. Application-level windows can contain nonnative sub-windows, which are essentially floating layout components handled inside the browser.



User Interface Components



The user interface consists of UI components that are created and laid out by the application. User interaction with the components causes events (see below) related to the component, which the application must handle. Most components are bound to some data using the Data Model (see below). You can make your own UI components through either inheritance or composition. For a thorough reference of UI components, see Chapter 5, User Interface Components, for layout components, see Chapter 6, Managing Layout, and for composing components, see Section 5.23, “Component Composition with CustomComponent”.



Events and Listeners



Events, and listeners that handle events, are the basis of handling user interaction in an application. Section 3.5, “Events and Listeners” gave an introduction to events and listeners from an architectural point-ofview, while Section 4.4, “Handling Events with Listeners” later in this chapter takes a more practical view.



Resources



A user interface can display images or have links to web pages or downloadable documents. These are resources, which can be external or provided by the web server or the application itself. Section 4.5, “Refer-
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encing Resources” gives a practical overview of the different types of resources. Themes



The presentation and logic of the user interface are separated. While the UI logic is handled as Java code, the presentation is defined in themes as CSS. Vaadin provides a default theme. User-defined themes can, in addition to style sheets, include HTML templates that define custom layouts and other theme resources, such as images.Themes are discussed in detail in Chapter 8, Themes, custom layouts in Section 6.13, “Custom Layouts”, and theme resources in Section 4.5.4, “Theme Resources”.



Data Binding



Field components are essentially views to data, represented in a data model. Using the data model, the components can update the application data directly, without the need for any control code. A field component model is always bound to a property, an item, or a container, depending on the field type. While all the components have a default data model, they can be bound to a userdefined data source. For example, you can bind a table component to an SQL query response. For a complete overview of data binding in Vaadin, please refer to Chapter 9, Binding Components to Data.



4.2. Managing the Main Window As explained in Section 11.1, “Special Characteristics of AJAX Applications”, an AJAX web application usually runs in a single "web page" in a browser window. The page is generally not reloaded after it is opened initially, but it communicates user interaction with the server through AJAX communications. A window in an AJAX application is therefore more like a window in a desktop application and less like a web page. A Window is the top-level container of a user interface displayed in a browser window. As an AJAX application typically runs on a single "page" (URL), there is usually just one window -- the main window. The main window can be accessed using the URL of the application. You set the main window with the setMainWindow() method of the Application class. import com.vaadin.ui.*; public class HelloWorld extends com.vaadin.Application { public void init() { Window main = new Window("The Main Window"); setMainWindow(main); ... fill the main window with components ... } }



You can add components to the main window, or to any other window, with the addComponent() method, which actually adds the given component to the root layout component bound to the window. If you wish to use other than the default root layout, you can set it with setContent(), as explained in Section 6.2, “Window and Panel Root Layout”.
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Vaadin has two basic kinds of windows: application-level windows, such as the main window, and sub-windows inside the application-level windows. The sub-windows are explained in the next section, while application-level windows are covered in Section 11.2, “Application-Level Windows”.



4.3. Sub-Windows An application-level window can have a number of floating child or sub-windows. They are managed by the client-side JavaScript runtime of Vaadin using HTML features. Vaadin allows opening and closing sub-windows, refreshing one window from another, resizing windows, and scrolling the window content. Sub-windows are typically used for Dialog Windows and Multiple Document Interface applications. Sub-windows are by default not modal; you can set them modal as described in Section 4.3.4, “Modal Windows”. As with all user interface components, the appearance of a window and its contents is defined with themes. User control of a sub-window is limited to moving, resizing, and closing the window. Maximizing or minimizing are not yet supported.



4.3.1. Opening and Closing a Sub-Window You can open a new window by creating a new Window object and adding it to the main window with addWindow() method of the Application class. mywindow = new Window("My Window"); mainwindow.addWindow(mywindow);



You close the window in a similar fashion, by calling the removeWindow() of the Application class: myapplication.removeWindow (mywindow);



The user can, by default, close a sub-window by clicking the close button in the upper-right corner of the window. You can disable the button by setting the window as read-only with setReadOnly(true). Notice that you could disable the button also by making it invisible in CSS with a "display: none" formatting. The problem with such a cosmetic disabling is that a malicious user might re-enable the button and close the window, which might cause problems and possibly be a security hole. Setting the window as read-only not only disables the close button on the client side, but also prevents processing the close event on the server side. The following example demonstrates the use of a sub-window in an application. The example manages the window using a custom component that contains a button for opening and closing the window. /** Component contains a button that allows opening a window. */ public class WindowOpener extends CustomComponent implements Window.CloseListener { Window mainwindow; // Reference to main window Window mywindow; // The window to be opened Button openbutton; // Button for opening the window Button closebutton; // A button in the window Label explanation; // A descriptive text public WindowOpener(String label, Window main) { mainwindow = main; // The component contains a button that opens the window.
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final VerticalLayout layout = new VerticalLayout(); openbutton = new Button("Open Window", this, "openButtonClick"); explanation = new Label("Explanation"); layout.addComponent(openbutton); layout.addComponent(explanation); setCompositionRoot(layout); } /** Handle the clicks for the two buttons. */ public void openButtonClick(Button.ClickEvent event) { /* Create a new window. */ mywindow = new Window("My Dialog"); mywindow.setPositionX(200); mywindow.setPositionY(100); /* Add the window inside the main window. */ mainwindow.addWindow(mywindow); /* Listen for close events for the window. */ mywindow.addListener(this); /* Add components in the window. */ mywindow.addComponent( new Label("A text label in the window.")); closebutton = new Button("Close", this, "closeButtonClick"); mywindow.addComponent(closebutton); /* Allow opening only one window at a time. */ openbutton.setEnabled(false); explanation.setValue("Window opened"); } /** Handle Close button click and close the window. */ public void closeButtonClick(Button.ClickEvent event) { /* Windows are managed by the application object. */ mainwindow.removeWindow(mywindow); /* Return to initial state. */ openbutton.setEnabled(true); explanation.setValue("Closed with button"); } /** In case the window is closed otherwise. */ public void windowClose(CloseEvent e) { /* Return to initial state. */ openbutton.setEnabled(true); explanation.setValue("Closed with window controls"); } }



The example implements a custom component that inherits the CustomComponent class. It consists of a Button that it uses to open a window and a Label to describe the state of the window. When the window is open, the button is disabled. When the window is closed, the button is enabled again. You can use the above custom component in the application class with: public void init() { Window main = new Window("The Main Window"); setMainWindow(main);
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main.addComponent(new WindowOpener("Window Opener", main)); }



When added to an application, the screen will look as illustrated in the following screenshot:



Figure 4.2. Opening a Sub-Window



4.3.2. Window Positioning When created, a window will have a default size and position.You can specify the size of a window with setHeight() and setWidth() methods. You can set the position of the window with setPositionX() and setPositionY() methods. /* Create a new window. */ mywindow = new Window("My Dialog"); /* Set window size. */ mywindow.setHeight("200px"); mywindow.setWidth("400px"); /* Set window position. */ mywindow.setPositionX(200); mywindow.setPositionY(50);



Notice that the size of the main window is unknown and the getHeight and getWidth methods will return -1.



4.3.3. Scrolling Sub-Window Content If a sub-window has a fixed or percentual size and its content becomes too big to fit in the content area, a scroll bar will appear for the particular direction. On the other hand, if the sub-window has undefined size in the direction, it will fit the size of the content and never get a scroll bar. Scroll bars in sub-windows are handled with regular HTML features, namely overflow: auto property in CSS.
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As Window extends Panel, windows are also Scrollable. Note that the interface defines programmatic scrolling, not scrolling by the user. Please see Section 6.6, “Panel”.



4.3.4. Modal Windows A modal window is a child window that has to be closed by the user before the use of the parent window can continue. Dialog windows are typically modal. The advantage of modal windows is the simplification of user interaction, which may contribute to the clarity of the user interface. Modal windows are also easy to use from a development perspective, because as user interaction is isolated to them, changes in application state are more limited while the modal window is open. The disadvantage of modal windows is that they can restrict workflow too much.



Figure 4.3. Screenshot of the Modal Window Demo Application



Depending on theme settings, the parent window may be grayed while the modal window is open. The demo application of Vaadin includes an example of using modal windows. Figure 4.3, “Screenshot of the Modal Window Demo Application” above is from the demo application. The example includes the source code. Security Warning Modality of child windows is purely a client-side feature and can be circumvented with client-side attack code. You should not trust in the modality of child windows in security-critical situations such as login windows.



4.4. Handling Events with Listeners Let us put into practice what we learned of event handling in Section 3.5, “Events and Listeners”. You can handle events in three basic ways, as shown below.
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The following example follows a typical pattern where you have a Button component and a listener that handles user interaction (clicks) communicated to the application as events. Here we define a class that listens click events. public class TheButton implements Button.ClickListener { Button thebutton; /** Creates button into given container. */ public TheButton(AbstractComponentContainer container) { thebutton = new Button ("Do not push this button"); thebutton.addListener(this); container.addComponent(thebutton); } /** Handle button click events from the button. */ public void buttonClick (Button.ClickEvent event) { thebutton.setCaption ("Do not push this button again"); } }



As an application often receives events for several components of the same class, such as multiple buttons, it has to be able to distinguish between the individual components. There are several techniques to do this, but probably the easiest is to use the property of the received event, which is set to the object sending the event. This requires keeping at hand a reference to every object that emits events. public class TheButtons implements Button.ClickListener { Button thebutton; Button secondbutton; /** Creates two buttons in given container. */ public TheButtons(AbstractComponentContainer container) { thebutton = new Button ("Do not push this button"); thebutton.addListener(this); container.addComponent(thebutton); secondbutton = new Button ("I am a button too"); secondbutton.addListener(this); container.addComponent (secondbutton); } /** Handle button click events from the two buttons. */ public void buttonClick (Button.ClickEvent event) { if (event.getButton() == thebutton) thebutton.setCaption("Do not push this button again"); else if (event.getButton() == secondbutton) secondbutton.setCaption("I am not a number"); } }



Another solution to handling multiple events of the same class involves attaching an event source to a listener method instead of the class. An event can be attached to a method using another version of the addListener() method, which takes the event handler method as a parameter. The method can be passed either by the name of the method or as a Method object. In the example below, we use the name of the method, as a string (which is not checked at compile time). public class TheButtons2 { Button thebutton; Button secondbutton; /** Creates two buttons in given container. */ public TheButtons2(AbstractComponentContainer container) { thebutton = new Button ("Do not push this button"); thebutton.addListener(Button.ClickEvent.class, this,
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"theButtonClick"); container.addComponent(thebutton); secondbutton = new Button ("I am a button too"); secondbutton.addListener(Button.ClickEvent.class, this, "secondButtonClick"); container.addComponent (secondbutton); } public void theButtonClick (Button.ClickEvent event) { thebutton.setCaption ("Do not push this button again"); } public void secondButtonClick (Button.ClickEvent event) { secondbutton.setCaption ("I am not a number!"); } }



Adding a listener method with addListener() is really just a wrapper that creates a com.vaadin.event.ListenerMethod listener object, which is an adapter from a listener class to a method. It implements the java.util.EventListener interface and can therefore work for any event source using the interface. Notice that not all listener classes necessarily inherit the EventListener interface. The third way, which uses anonymous local class definitions, is often the easiest as it does not require cumbering the managing class with new interfaces or methods. The following example defines an anonymous class that inherits the Button.ClickListener interface and implements the buttonClick() method. public class TheButtons3 { Button thebutton; Button secondbutton; /** Creates two buttons in given container. */ public TheButtons3(AbstractComponentContainer container) { thebutton = new Button ("Do not push this button"); /* Define a listener in an anonymous class. */ thebutton.addListener(new Button.ClickListener() { /* Handle the click. */ public void buttonClick(ClickEvent event) { thebutton.setCaption ( "Do not push this button again"); } }); container.addComponent(thebutton); secondbutton = new Button ("I am a button too"); secondbutton.addListener(new Button.ClickListener() { public void buttonClick(ClickEvent event) { secondbutton.setCaption ("I am not a number!"); } }); container.addComponent (secondbutton); } }



Other techniques for separating between different sources also exist. They include using object properties, names, or captions to separate between them. Using captions or any other visible text is generally discouraged, as it may create problems for internationalization. Using other symbolic strings can also be dangerous, because the syntax of such strings is checked only runtime.
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Events are usually emitted by the framework, but applications may need to emit them too in some situations, such as when updating some part of the UI is required. Events can be emitted using the fireEvent(Component.Event) method of AbstractComponent.The event is then relayed to all the listeners of the particular event class for the object. Some components have a default event type, for example, a Button has a nested Button.ClickEvent class and a corresponding Button.ClickListener interface. These events can be triggered with fireComponentEvent().



4.5. Referencing Resources Web applications work over the web and have various resources, such as images or downloadable files, that the web browser has to get from the server. These resources are typically used in Embedded (images) or Link (downloadable files) user interface components.Various components, such as TabSheet, can also include icons, which are also handled as resources. A web server can handle many of such requests for static resources without having to ask them from the application, or the Application object can provide them. For dynamic resources, the user application must be able to create them dynamically. Vaadin provides resource request interfaces for applications so that they can return various kinds of resources, such as files or dynamically created resources. These include the StreamResource class and URI and parameter handlers described in Section 11.5.1, “URI Handlers” and Section 11.5.2, “Parameter Handlers”, respectively. Vaadin provides also low-level facilities for retrieving the URI and other parameters of a HTTP request. We will first look into how applications can provide various kinds of resources and then look into low-level interfaces for handling URIs and parameters to provide resources and functionalities. Notice that using URI or parameter handlers to create "pages" is not meaningful in Vaadin or in AJAX applications generally. Please see Section 11.1, “Special Characteristics of AJAX Applications” for a detailed explanation.



4.5.1. Resource Interfaces and Classes Vaadin has two interfaces for resources: a generic Resource interface and a more specific ApplicationResource interface for resources provided by the application.



Figure 4.4. Resource Interface and Class Diagram



ApplicationResource resources are managed by the Application class. When you create such a resource, you give the application object to the constructor. The constructor registers the resource in the application using the addResource method. Application manages requests for the resources and allows accessing resources using a URI. The URI consists of the base name of the application and a relative name of the resource. The
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relative name is "APP/"+resourceid+"/"+filename, for example "APP/1/myimage.png". The resourceid is a generated numeric identifier to make resources unique, and filename is the file name of the resource given in the constructor of its class. However, the application using a resource does not usually need to consider its URI. It only needs to give the resource to an appropriate Embedded or Link or some other user interface component, which manages the rendering of the URI.



4.5.2. File Resources File resources are files stored anywhere in the file system. The use of file resources generally falls into two main categories: downloadable files and embedded images. A file object that can be accessed as a file resource is defined with the standard java.io.File class. You can create the file either with an absolute or relative path, but the base path of the relative path depends on the installation of the web server. For example, in Apache Tomcat, the default current directory is the installation path of Tomcat.



4.5.3. Class Loader Resources The ClassResource allows resources to be loaded from the deployed package of the application using Java Class Loader. The one-line example below loads an image resource from the application package and displays it in an Embedded component. mainwindow.addComponent(new Embedded ("", new ClassResource("smiley.jpg", mainwindow.getApplication())));



4.5.4. Theme Resources Theme resources are files included in a theme, typically images. See Chapter 8, Themes for more information on themes.



4.5.5. Stream Resources Stream resources are application resources that allow creating dynamic resource content. Charts are typical examples of dynamic images. To define a stream resource, you need to implement the StreamResource.StreamSource interface and its getStream method. The method needs to return an InputStream from which the stream can be read. The following example demonstrates the creation of a simple image in PNG image format. import java.awt.image.*; public class MyImageSource implements StreamResource.StreamSource { ByteArrayOutputStream imagebuffer = null; int reloads = 0; /* We need to implement this method that returns * the resource as a stream. */ public InputStream getStream () { /* Create an image and draw something on it. */ BufferedImage image = new BufferedImage (200, 200, BufferedImage.TYPE_INT_RGB); Graphics drawable = image.getGraphics(); drawable.setColor(Color.lightGray); drawable.fillRect(0,0,200,200); drawable.setColor(Color.yellow);
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drawable.fillOval(25,25,150,150); drawable.setColor(Color.blue); drawable.drawRect(0,0,199,199); drawable.setColor(Color.black); drawable.drawString("Reloads="+reloads, 75, 100); reloads++; try { /* Write the image to a buffer. */ imagebuffer = new ByteArrayOutputStream(); ImageIO.write(image, "png", imagebuffer); /* Return a stream from the buffer. */ return new ByteArrayInputStream( imagebuffer.toByteArray()); } catch (IOException e) { return null; } } }



The content of the generated image is dynamic, as it updates the reloads counter with every call. The ImageIO.write() method writes the image to an output stream, while we had to return an input stream, so we stored the image contents to a temporary buffer. You can use resources in various ways. Some user interface components, such as Link and Embedded, take their parameters as a resource. Below we display the image with the Embedded component. The StreamResource constructor gets a reference to the application and registers itself in the application's resources. Assume that main is a reference to the main window and this is the application object. // Create an instance of our stream source. StreamResource.StreamSource imagesource = new MyImageSource (); // Create a resource that uses the stream source and give it a name. // The constructor will automatically register the resource in // the application. StreamResource imageresource = new StreamResource(imagesource, "myimage.png", this); // Create an embedded component that gets its contents // from the resource. main.addComponent(new Embedded("Image title", imageresource));



The image will look as follows:
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Figure 4.5. Screenshot of the stream resource example with an embedded image



We named the resource as myimage.png. The application adds a resource key to the file name o f t h e r e s o u r c e t o m a ke i t u n i q u e. T h e f u l l U R I w i l l b e l i ke http://localhost:8080/testbench/APP/1/myimage.png. The end APP/1/myimage.png is the relative part of the URI.You can get the relative part of a resource's URI from the application with Application.getRelativeLocation(). Another solution for creating dynamic content is an URI handler, possibly together with a parameter handler. See Section 11.5.1, “URI Handlers” and Section 11.5.2, “Parameter Handlers”.



4.6. Shutting Down an Application A user can log out or close the web page or browser, so a session and the associated application instance can end. Ending an application can be initiated by the application logic. Otherwise, it will be ended automatically when the Servlet session times out.



4.6.1. Closing an Application If the user quits the application through the user interface, an event handler should call the close() method in the Application class to shutdown the session. In the following example, we have a Logout button, which ends the user session. Button closeButton = new Button("Logout"); closeButton.addListener(new Button.ClickListener() { @Override public void buttonClick(ClickEvent event) { getMainWindow().getApplication().close(); } }); main.addComponent(closeButton);



You will soon notice that closing the application simply reloads the application with a new Application instance. You can set the window to redirect to a different URL (that does not reload the application) with setLogoutURL. In your application class, write: setLogoutURL("/logout.html");
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4.6.2. Handling the Closing of a Window Closing the main window (or all application-level windows) does not close session and the application instance will be left hanging. You need to program such behaviour by handling the close events of the windows. If the user closes a browser window, such as the main window or any other application-level window, the window will send a final AJAX request to the server, which will fire a Window.CloseEvent for the closed window.You can handle the event with a Window.CloseListener. In case the user closes the browser, the event is fired for every open window. // Close the application if the main window is closed. main.addListener(new Window.CloseListener(){ @Override public void windowClose(CloseEvent e) { System.out.println("Closing the application"); getMainWindow().getApplication().close(); } });



Notice that refreshing a window means closing and reopening it. Therefore, if you have a close handler as above, the user loses the possibility to refresh the browser window. In the likely case that the browser crashes, no close event is communicated to the server. As the server has no way of knowing about the problem, and the session will be left hanging until the session timeout expires. During this time, the user can restart the browser, open the application URL, and the main window will be rendered where the user left off. This can be desired behaviour in many cases, but sometimes it is not and can create a security problem.



4.7. Handling Errors 4.7.1. Error Indicator and message All components have a built-in error indicator that can be set explicitly with setComponentError() or can be turned on implicitly if validating the component fails. As with component caption, the placement of the indicator is managed by the layout in which the component is contained. Usually, the error indicator is placed right of the caption text. Hovering the mouse pointer over the field displays the error message. The following example shows how you can set the component error explicitly. The example essentially validates field value without using an actual validator. // Create a field. final TextField textfield = new TextField("Enter code"); main.addComponent(textfield); // Let the component error be initially clear. textfield.setComponentError(null); // (actually the default) // Have a button right of the field (and align it properly). final Button button = new Button("Ok!"); main.addComponent(button); ((VerticalLayout)main.getLayout()) .setComponentAlignment(button, Alignment.BOTTOM_LEFT); // Handle button clicks button.addListener(new Button.ClickListener() { public void buttonClick(ClickEvent event) { // If the field value is bad, set its error.
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// (Allow only alphanumeric characters.) if (! ((String) textfield.getValue()).matches("^\\w*$")) { // Put the component in error state and // set the error message. textfield.setComponentError( new UserError("Must be letters and numbers")); } else { // Otherwise clear it. textfield.setComponentError(null); } } });



Figure 4.6. Error indicator active



The Form component handles and displays also the errors of its contained fields so that it displays both the error indicator and the message in a special error indicator area. See Section 5.19, “Form” and Section 5.19.3, “Validating Form Input” for details on the Form component and validation of form input.



4.7.2. Notifications Notifications are error or information boxes that appear typically at the center of the screen. A notification box has a caption and optional description and icon. The box stays on the screen either for a defined time or until the user clicks it. The notification type defines the default appearance and behaviour of a notification. Notifications are always associated with a window object, which can be a child window (the positioning is always relative to the entire browser view). The Window class provides a showNotification() method for displaying notifications. The method takes the caption and an optional description and notification type as parameters. The method also accepts a notification object of type Window.Notification, as described further below. mainwindow.showNotification("This is the caption", "This is the description");



Figure 4.7. Notification



The caption and description are, by default, written on the same line. If you want to have a line break between them, use the XHTML line break markup "". You can use any XHTML markup in the caption and description of a notification. If it is possible to get the notification content
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from user input, you should sanitize the content carefully, as noted in Section 11.10.1, “Sanitizing User Input to Prevent Cross-Site Scripting”. main.showNotification("This is a warning", "This is the last warning", Window.Notification.TYPE_WARNING_MESSAGE);



Figure 4.8. Notification with Formatting



The notification type defines the overall default style and behaviour of a notification. If no notification type is given, the "humanized" type is used as the default. The notification types, listed below, are defined in the Window.Notification class. TYPE_HUMANIZED_MESSAGE



A user-friendly message that does not annoy too much: it does not require confirmation by clicking and disappears quickly. It is centered and has a neutral gray color.



TYPE_WARNING_MESSAGE



Warnings are messages of medium importance. They are displayed with colors that are neither neutral nor too distractive. A warning is displayed for 1.5 seconds, but the user can click the message box to dismiss it. The user can continue to interact with the application while the warning is displayed.



TYPE_ERROR_MESSAGE



Error messages are notifications that require the highest user attention, with alert colors and by requiring the user to click the message to dismiss it. The error message box does not itself include an instruction to click the message, although the close box in the upper right corner indicates it visually. Unlike with other notifications, the user can not interact with the application while the error message is displayed.



TYPE_TRAY_NOTIFICATION



Tray notifications are displayed in the "system tray" area, that is, in the lower-right corner of the browser view. As they do not usually obsure any user interface, they are displayed longer than humanized or warning messages, 3 seconds by default.The user can continue to interact with the application normally while the tray notification is displayed.



All of the features of specific notification types can be controlled with the attributes of Window.Notification. You can pass an explicitly created notification object to the showNotification() method. // Create a notification with default settings for a warning. Window.Notification notif = new Window.Notification( "Be warned!", "This message lurks in the top-left corner!", Window.Notification.TYPE_WARNING_MESSAGE); // Set the position.
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notif.setPosition(Window.Notification.POSITION_TOP_LEFT); // Let it stay there until the user clicks it notif.setDelayMsec(-1); // Show it in the main window. main.showNotification(notif);



The setPosition() method allows setting the positioning of the notification. The method takes as its parameter any of the constants: Window.Notification.POSITION_CENTERED Window.Notification.POSITION_CENTERED_TOP Window.Notification.POSITION_CENTERED_BOTTOM Window.Notification.POSITION_TOP_LEFT Window.Notification.POSITION_TOP_RIGHT Window.Notification.POSITION_BOTTOM_LEFT Window.Notification.POSITION_BOTTOM_RIGHT The setDelayMSec() allows you to set the time in milliseconds for how long the notification is displayed. Parameter value -1 means that the message is displayed until the user clicks the message box. It also prevents interaction with other parts of the application window, as is default behaviour for error messages. It does not, however, add a close box that the error notification has.



4.7.3. Handling Uncaught Exceptions Application development with Vaadin follows the event-driven programming model. Mouse and keyboard events in the client cause (usually higher-level) events on the server-side, which can be handled with listeners, and that is how most of the application logic works. Handling the events can result in exceptions either in the application logic or in the framework itself, but some of them may not be caught properly. For example, in the following code excerpt, we throw an error in an event listener but do not catch it, so it falls to the framework. final Button button = new Button ("Fail Me"); button.addListener(new Button.ClickListener() { public void buttonClick(ClickEvent event) { // Throw some exception. throw new RuntimeException("You can't catch this."); } });



Any such exceptions that occur in the call chain, but are not caught at any other level, are eventually caught by the terminal adapter in ApplicationServlet, the lowest-level component that receives client requests. The terminal adapter passes all such caught exceptions as events to the error listener of the Application instance through the Terminal.ErrorListener interface. The Application class does not, by default, throw such exceptions forward. The reason for this error-handling logic lies in the logic that handles component state synchronization between the client and the server. We want to handle all the serialized variable changes in the client request, because otherwise the client-side and server-side component states would become unsynchronized very easily, which could put the entire application in an invalid state.
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The default implementation of the Terminal.ErrorListener interface in the Application class simply prints the error to console. It also tries to find out a component related to the error. If the exception occurred in a listener attached to a component, that component is considered as the component related to the exception. If a related component is found, the error handler sets the component error for it, the same attribute which you can set with setComponentError(). In UI, the component error is shown with a small red "!" -sign (in the default theme). If you hover the mouse pointer over it, you will see the entire backtrace of the exception in a large tooltip box, as illustrated in Figure 4.9, “Uncaught Exception in Component Error Indicator” for the above code example.



Figure 4.9. Uncaught Exception in Component Error Indicator



You can change the logic of handling the terminal errors easily by overriding the terminalError() method in your application class (the one that inherits Application) or by setting a custom error listener with the setErrorHandler method. You can safely discard the default handling or extend its usage with your custom error handling or logging system. In the example code below, the exceptions are also reported as notifications in the main window. @Override public void terminalError(Terminal.ErrorEvent event) { // Call the default implementation. super.terminalError(event); // Some custom behaviour. if (getMainWindow() != null) { getMainWindow().showNotification( "An unchecked exception occured!", event.getThrowable().toString(), Notification.TYPE_ERROR_MESSAGE); } }



Handling other exceptions works in the usual way for Java Servlets. Uncaught exceptions are finally caught and handled by the application server.



4.8. Setting Up the Application Environment While more and more server based frameworks, libraries, standards, and architectures for Java are invented to make the programmer's life easier, software deployment seems to get harder and harder. For example, Java Enterprise Beans tried to make the creation of persistent and networked objects easy and somewhat automatic, but the number of deployment descriptions got enormous. As Vaadin lives in a Java Servlet container, it must follow the rules, but it tries to avoid adding extra complexity.



Setting Up the Application Environment
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All Vaadin applications are deployed as Java web applications, which can be packaged as WAR files. For a detailed tutorial on how web applications are packaged, please refer to any Java book that discusses Servlets. Sun has an excellent reference online at http://java.sun.com/j2ee/tutorial/1_3-fcs/doc/WCC3.html [http://java.sun.com/j2ee/tutorial/1_3-fcs/doc/WCC3.html].



4.8.1. Creating Deployable WAR in Eclipse To deploy an application to a web server, you need to create a WAR package. Here we give the instructions for Eclipse. Open project properties and first set the name and destination of the WAR file in Tomcat Export to WAR settings tab. Exporting to WAR is done by selecting Export to WAR from Tomcat Project in project context menu (just click calc with the right mouse button on Package contents tree).



4.8.2. Web Application Contents The following files are required in a web application in order to run it.



Web application organization WEB-INF/web.xml



This is the standard web application descriptor that defines how the application is organized. You can refer to any Java book about the contents of this file. Also see an example in Example 4.1, “web.xml”.



WEB-INF/lib/vaadin-6.2.0.jar This is the Vaadin library. It is included in the product package in lib directory. Your application classes



You must include your application classes either in a JAR file in WEB-INF/lib or as classes in WEB-INF/classes



Your own theme files (OPTIONAL)



If your application uses a special theme (look and feel), yo u mu s t i n c l u d e i t i n WEB-INF/lib/themes/themename directory.



4.8.3. Deployment Descriptor web.xml The deployment descriptor is an XML file with the name web.xml in the WEB-INF directory of a web application. It is a standard component in Java EE describing how a web application should be deployed. The structure of the deployment descriptor is illustrated by the following example. You simply deploy applications as servlets implemented by the special com.vaadin.terminal.gwt.server.ApplicationServlet wrapper class. The class of the actual application is specified by giving the application parameter with the name of the specific application class to the servlet. The servlet is then connected to a URL in a standard way for Java Servlets.
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Example 4.1. web.xml myservlet com.vaadin.terminal.gwt.server.ApplicationServlet application MyApplicationClass myservlet /* 



The descriptor defines a servlet with name myservlet. The servlet class, com.vaadin.terminal.gwt.server.ApplicationServlet, is provided by Vaadin framework and it should be the same for all Vaadin projects. The servlet takes the class name Calc of the user application class as a parameter, including the full package path to the class. If the class is in the default package the package path is obviously not used. The url-pattern is defined above as /*. This matches to any URL under the project context. We defined above the project context as myproject so the application URL will be http://localhost:8080/myproject/. If the project were to have multiple applications or servlets, they would have to be given different names to distinguish them. For example, url-pattern /myapp/* would match a URL such as http://localhost:8080/myproject/myapp/. Notice that the slash and the asterisk must be included at the end of the pattern. Notice also that if the URL pattern is other than root /* (such as /myapp/*), you will also need to make a servlet mapping to /VAADIN/* (unless you are serving it statically as noted below). For example: ... myservlet /myurl/* myservlet /VAADIN/* 



If you have multiple servlets, you should specify only one /VAADIN/* mapping . It doesn't matter which servlet you map the pattern to, as long as it is a Vaadin servlet. You do not have to provide the above /VAADIN/* mapping if you serve both the widget sets and (custom and default) themes statically in the WebContent/VAADIN/ directory.The mapping



Deployment Descriptor web.xml
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simply allows serving them dynamically from the Vaadin JAR. Serving them statically is recommended for production environments as it is faster. If you serve the content from within the same web application, you may not have the root pattern /* for the Vaadin servlet, as then all the requests would be mapped to the servlet. For a complete example on how to deploy applications, see the demos included in the Vaadin installation package, especially the WebContent/WEB-INF directory.



Deployment Descriptor Parameters Deployment descriptor can have many parameters and options that control the execution of a servlet. You can find a complete documentation of the deployment descriptor in Java Servlet Specification at http://java.sun.com/products/servlet/. By default, Vaadin applications run in debug mode, which should be used during development. This enables various debugging features. For production use, you should have put in your web.xml the following parameter: productionMode true Vaadin production mode 



The parameter and the debug and production modes are described in detail in Section 11.4, “Debug and Production Mode”. One often needed option is the session timeout. Different servlet containers use varying defaults for timeouts, such as 30 minutes for Apache Tomcat. You can set the timeout with: 30 



After the timeout expires, the close() method of the Application class will be called.You should implement it if you wish to handle timeout situations.
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5.21. Slider ................................................................................................... 145 5.22. LoginForm .......................................................................................... 147 5.23. Component Composition with CustomComponent ........................... 150 This chapter provides an overview and a detailed description of all non-layout components in Vaadin.



5.1. Overview Vaadin provides a comprehensive set of user interface components and allows you to define custom components. Figure 5.1, “UI Component Inheritance Diagram” illustrates the inheritance hierarchy of the UI component classes and interfaces. Interfaces are displayed in gray, abstract classes in orange, and regular classes in blue. An annotated version of the diagram is featured in the Vaadin Cheat Sheet.



Figure 5.1. UI Component Inheritance Diagram



At the top of the interface hierarchy, we have the Component interface. At the top of the class hierarchy, we have the AbstractComponent class. It is inherited by two other abstract classes: AbstractField, inherited further by field components, and AbstractComponentContainer, inher-
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ited by various container and layout components. Components that are not bound to a content data model, such as labels and links, inherit AbstractComponent directly. The layout of the various components in a window is controlled, logically, by layout components, just like in conventional Java UI toolkits for desktop applications. In addition, with the CustomLayout component, you can write a custom layout as an XHTML template that includes the locations of any contained components. Looking at the inheritance diagram, we can see that layout components inherit the AbstractComponentContainer and the Layout interface. Layout components are described in detail in Chapter 6, Managing Layout. Looking at it from the perspective of an object hierarchy, we would have a Window object, which contains a hierachy of layout components, which again contain other layout components, field components, and other visible components. You can browse the built-in UI components of Vaadin library in the Sampler application of the Vaadin Demo. The Sampler shows a description, JavaDoc documentation, and a code samples for each of the components. In addition to the built-in components, many components are available as add-ons, either from the Vaadin Directory or from independent sources. Both commercial and free components exist. The installation of add-ons is described in Chapter 13, Using Vaadin Add-ons.



5.2. Interfaces and Abstractions Vaadin user interface components are built on a skeleton of interfaces and abstract classes that define and implement the features common to all components and the basic logic how the component states are serialized between the server and the client. This section gives details on the basic component interfaces and abstractions. The layout and other component container abstractions are described in Chapter 6, Managing Layout. The interfaces that define the Vaadin data model are described in Chapter 9, Binding Components to Data.



Interfaces and Abstractions
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Figure 5.2. Component Interfaces and Abstractions



All components also implement the Paintable interface, which is used for serializing ("painting") the components to the client, and the reverse VariableOwner interface, which is needed for deserializing component state or user interaction from the client. In addition to the interfaces defined within the Vaadin framework, all components implement the java.io.Serializable interface to allow serialization. Serialization is needed in many clustering and cloud computing solutions.



5.2.1. Component Interface The Component interface is paired with the AbstractComponent class, which implements all the methods defined in the interface.



Component Tree Management Components are laid out in the user interface hierarchically. The layout is managed by layout components, or more generally components that implement the ComponentContainer interface. Such a container is the parent of the contained components. The getParent() method allows retrieving the parent component of a component. While there is a setParent(), you rarely need it as you usually add components with the addComponent() method of the ComponentContainer interface, which automatically sets the parent. A component does not know its parent when the component is created, so you can not refer to the parent in the constructor with getParent(). Also, it is not possible to fetch a reference to the application object with getApplication() before having a parent. For example, the following is invalid: public class AttachExample extends CustomComponent { public AttachExample() { // ERROR: We can't access the application object yet. ClassResource r = new ClassResource("smiley.jpg",
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getApplication()); Embedded image = new Embedded("Image:", r); setCompositionRoot(image); } }



Adding a component to an application triggers calling the attach() method for the component. Correspondingly, removing a component from a container triggers calling the detach() method. If the parent of an added component is already connected to the application, the attach() is called immediately from setParent(). public class AttachExample extends CustomComponent { public AttachExample() { } @Override public void attach() { super.attach(); // Must call. // Now we know who ultimately owns us. ClassResource r = new ClassResource("smiley.jpg", getApplication()); Embedded image = new Embedded("Image:", r); setCompositionRoot(image); } }



The attachment logic is implemented in AbstractComponent, as described in Section 5.2.2, “AbstractComponent”.



5.2.2. AbstractComponent AbstractComponent is the base class for all user interface components. It is the (only) implementation of the Component interface, implementing all the methods defined in the interface. AbstractComponent has a single abstract method, getTag(), which returns the serialization identifier of a particular component class. It needs to be implemented when (and only when) creating entirely new components. AbstractComponent manages much of the serialization of component states between the client and the server. Creation of new components and serialization is described in Chapter 10, Developing New Components, and the server-side serialization API in Appendix A, User Interface Definition Language (UIDL).



5.2.3. Field Components (Field and AbstractField) Fields are components that have a value that the user can change through the user interface. Figure 5.3, “Field Components” illustrates the inheritance relationships and the important interfaces and base classes.



AbstractComponent
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Figure 5.3. Field Components



Field components are built upon the framework defined in the Field interface and the AbstractField base class. Fields are strongly coupled with the Vaadin data model. The field value is handled as a Property of the field component. Selection fields allow management of the selectable items through the Container interface. The description of the field interfaces and base classes is broken down in the following sections.



Field Interface The Field interface inherits the Component superinterface and also the Property interface to have a value for the field. AbstractField is the only class implementing the Field interface directly. The relationships are illustrated in Figure 5.4, “Field Interface Inheritance Diagram”.
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Figure 5.4. Field Interface Inheritance Diagram



You can set the field value with the setValue() and read with the getValue() method defined in the Property interface. The actual value type depends on the component. The Field interface defines a number of attributes, which you can retrieve or manipulate with the corresponding setters and getters. description



All fields have a description. Notice that while this attribute is defined in the Field component, it is implemented in AbstractField, which does not directly implement Field, but only through the AbstractField class.



required



When enabled, a required indicator (usually the asterisk * character) is displayed in front of the field. If such fields are validated but are empty and the requiredError property (see below) is set, an error indicator is shown and the component error is set to the text defined with the error property. Without validation, the required indicator is merely a visual guide.



requiredError



Defines the error message to show when a value is required, but none is entered. The error message is set as the component error for the field and is usually displayed in a tooltip when the mouse pointer hovers over the error indicator. The Form component can display the error message in a special error indicator area.



Handling Field Value Changes Field inherits Property.ValueChangeListener to allow listening for field value changes and Property.Editor to allow editing values. When the value of a field changes, a Property.ValueChangeEvent is triggered for the field. You should not implement the valueChange() method in a class inheriting AbstractField, as it is already implemented in AbstractField. You should instead implement the method explicitly by adding the implementing object as a listener.



Field Components (Field and AbstractField)
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AbstractField Base Class AbstractField is the base class for all field components. In addition to the component features inherited from AbstractComponent, it implements a number of features defined in Property, Buffered, Validatable, and Component.Focusable interfaces.



5.3. Common Component Features The component base classes and interfaces provide a large number of features. Let us look at some of the most commonly needed features. Features not documented here can be found from the Java API Reference. The interface defines a number of properties, which you can retrieve or manipulate with the corresponding setters and getters.



5.3.1. Caption A caption is an explanatory textual label accompanying a user interface component, usually shown above, left of, or inside the component. The contents of a caption are automatically quoted, so no raw XHTML can be rendered in a caption. The caption can usually be given as the first parameter of a constructor or later with the setCaption() method. // New text field with caption "Name" TextField name = new TextField("Name"); layout.addComponent(name);



The caption of a component is, by default, managed and displayed by the layout component or component container in which the component is placed. For example, the VerticalLayout component shows the captions left-aligned above the contained components, while the FormLayout component shows the captions on the left side of the vertically laid components, with the captions and their associated components left-aligned in their own columns. The CustomComponent does not manage the caption of its composition root, so if the root component has a caption, it will not be rendered.



Figure 5.5. Caption Management by VerticalLayout and FormLayout components.



Some components, such as Button and Panel, manage the caption themselves and display it inside the component. Icon (see Section 5.3.4, “Icon”) is closely related to caption and is usually displayed horizontally before or after it, depending on the component and the containing layout.
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An alternative way to implement a caption is to use another component as the caption, typically a Label, a TextField, or a Panel. A Label, for example, allows highlighting a shortcut key with XHTML markup or to bind the caption to a data source. The Panel provides an easy way to add both a caption and a border around a component. Setting the caption with setCaption() will cause updating the component. A reimplementation of setCaption() should call the superclass implementation.



CSS Style Rules A caption will be rendered inside an HTML element that has the -caption CSS style class, where is the identifier of the component to which the caption is attached. For example, the caption of a TextField would have v-textfield-caption style.The containing layout may enclose a caption inside other caption-related elements.



5.3.2. Description and Tooltips All components (that inherit AbstractComponent) have a description separate from their caption. The description is usually shown as a tooltip that appears when the mouse pointer hovers over the component for a short time. You can set the description with setDescription() and retrieve with getDescription(). Button button = new Button("A Button"); button.setDescription("This is the tooltip");



The tooltip is shown in Figure 5.6, “Component Description as a Tooltip”.



Figure 5.6. Component Description as a Tooltip



A description is rendered as a tooltip in most components. Form shows it as text in the top area of the component, as described in Section 5.19.1, “Form as a User Interface Component”. When a component error has been set with setComponentError(), the error is usually also displayed in the tooltip, below the description (Form displays it in the bottom area of the form). Components that are in error state will also display the error indicator. See Section 4.7.1, “Error Indicator and message”. The description is actually not plain text, but you can use XHTML tags to format it. Such a rich text description can contain any HTML elements, including images. button.setDescription( ""+ "A richtext tooltip"+ ""+ " Use rich formatting with XHTML"+ " Include images from themes"+ " etc."+ "");



The result is shown in Figure 5.7, “A Rich Text Tooltip”.



Description and Tooltips
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Figure 5.7. A Rich Text Tooltip



Notice that the setter and getter are defined for all fields in the Field interface, not for all components in the Component interface.



5.3.3. Enabled The enabled property controls whether the user can actually use the component. A disabled component is visible, but grayed to indicate the disabled state. Components are always enabled by default. You can disable a component with setEnabled(false). Button enabled = new Button("Enabled"); enabled.setEnabled(true); // The default layout.addComponent(enabled); Button disabled = new Button("Disabled"); disabled.setEnabled(false); layout.addComponent(disabled);



Figure 5.8, “An Enabled and Disabled Button” shows the enabled and disabled buttons.



Figure 5.8. An Enabled and Disabled Button



A disabled component is automatically put in read-only state. No client interaction with such a component is sent to the server and, as an important security feature, the server-side components do not receive state updates from the client in the read-only state. This feature exists in all builtin components in Vaadin and is automatically handled for all Field components for the field property value. For custom widgets, you need to make sure that the read-only state is checked on the server-side for all safety-critical variables.



CSS Style Rules Disabled components have the v-disabled CSS style in addition to the component-specific style. To match a component with both the styles, you have to join the style class names with a dot as done in the example below. .v-textfield.v-disabled { border: dotted; }



This would make the border of all disabled text fields dotted. TextField disabled = new TextField("Disabled"); disabled.setValue("Read-only value"); disabled.setEnabled(false); layout.addComponent(disabled);
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The result is illustrated in Figure 5.9, “Styling Disabled Components”.



Figure 5.9. Styling Disabled Components



5.3.4. Icon An icon is an explanatory graphical label accompanying a user interface component, usually shown above, left of, or inside the component. Icon is closely related to caption (see Section 5.3.1, “Caption”) and is usually displayed horizontally before or after it, depending on the component and the containing layout. The icon of a component can be set with the setIcon() method. The image is provided as a resource, perhaps most typically a ThemeResource. // Component with an icon from a custom theme TextField name = new TextField("Name"); name.setIcon(new ThemeResource("icons/user.png")); layout.addComponent(name); // Component with an icon from another theme ('runo') Button ok = new Button("OK"); ok.setIcon(new ThemeResource("../runo/icons/16/ok.png")); layout.addComponent(ok);



The icon of a component is, by default, managed and displayed by the layout component or component container in which the component is placed. For example, the VerticalLayout component shows the icons left-aligned above the contained components, while the FormLayout component shows the icons on the left side of the vertically laid components, with the icons and their associated components left-aligned in their own columns. The CustomComponent does not manage the icon of its composition root, so if the root component has an icon, it will not be rendered.



Figure 5.10. Displaying an Icon from a Theme Resource.



Some components, such as Button and Panel, manage the icon themselves and display it inside the component.



CSS Style Rules An icon will be rendered inside an HTML element that has the v-icon CSS style class. The containing layout may enclose an icon and a caption inside elements related to the caption, such as v-caption.



5.3.5. Locale The locale property defines the country and language used in a component. You can use the locale information in conjunction with an internationalization scheme to acquire localized resources. Some components, such as DateField, use the locale for component localization. You can set the locale of a component (or the application) with setLocale().



Icon
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// Component for which the locale is meaningful InlineDateField date = new InlineDateField("Datum"); // German language specified with ISO 639-1 language // code and ISO 3166-1 alpha-2 country code. date.setLocale(new Locale("de", "DE")); date.setResolution(DateField.RESOLUTION_DAY); layout.addComponent(date);



The resulting date field is shown in Figure 5.11, “Set Locale for InlineDateField”.



Figure 5.11. Set Locale for InlineDateField



You can get the locale of a component with getLocale(). If the locale is undefined for a component, that is, not explicitly set, the locale of the parent component is used. If none of the parent components have a locale set, the locale of the application is used, and if that is not set, the default system locale is set, as given by Locale.getDefault(). Because of the requirement that the component must be attached to the application, it is awkward to use getLocale() for internationalization. You can not use it in the constructor, so you would have to get the locale in attach() as shown in the following example: Button cancel = new Button() { @Override public void attach() { ResourceBundle bundle = ResourceBundle.getBundle( MyAppCaptions.class.getName(), getLocale()); setCaption(bundle.getString("CancelKey")); } }; layout.addComponent(cancel);



It is normally a better practice to get the locale from an application-global parameter and use it to get the localized resource right when the component is created. // Captions are stored in MyAppCaptions resource bundle // and the application object is known in this context. ResourceBundle bundle = ResourceBundle.getBundle(MyAppCaptions.class.getName(), getApplication().getLocale()); // Get a localized resource from the bundle Button cancel = new Button(bundle.getString("CancelKey")); layout.addComponent(cancel);



Selecting a Locale A common task in many applications is selecting a locale. This is done in the following example with a Select component. // The locale in which we want to have the language // selection list Locale displayLocale = Locale.ENGLISH;
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// All known locales final Locale[] locales = Locale.getAvailableLocales(); // Allow selecting a language. We are in a constructor of a // CustomComponent, so preselecting the current // language of the application can not be done before // this (and the selection) component are attached to // the application. final Select select = new Select("Select a language") { @Override public void attach() { setValue(getLocale()); } }; for (int i=0; i1.0) indicator.setValue(new else indicator.setValue(new



some progress: until it reaches 1.0.



Float(1.0)); Float(current));



// After all the "work" has been done for a while, // take a break. if (current > 1.2) { // Restore the state to initial. indicator.setValue(new Float(0.0)); button.setVisible(true); break; } } } } // Clicking the button creates and runs a work thread button.addListener(new Button.ClickListener() { public void buttonClick(ClickEvent event) { final WorkThread thread = new WorkThread(); thread.start(); // The button hides until the work is done. button.setVisible(false); } });



Figure 5.67. Starting Heavy Work



5.21. Slider The Slider is a vertical or horizontal bar that allows setting a numeric value within a defined range by dragging a bar handle with the mouse. The value is shown when dragging the handle. Slider has a number of different constructors that take a combination of the caption, minimum and maximum value, resolution, and the orientation of the slider. // Create a vertical slider final Slider vertslider = new Slider(1, 100); vertslider.setOrientation(Slider.ORIENTATION_VERTICAL);



Slider Properties min



Minimum value of the slider range. The default is 0.0.



Slider



145



User Interface Components



max



Maximum value of the slider range. The default is 100.0.



resolution



The number of digits after the decimal point. The default is 0.



orientation



The orientation can be either horizontal (Slider.ORIENTATION_HORIZONTAL) or vertical (Slider.ORIENTATION_VERTICAL). The default is horizontal.



As the Slider is a field component, you can handle value changes with a ValueChangeListener. The value of the Slider field is a Double object. // Shows the value of the vertical slider final Label vertvalue = new Label(); vertvalue.setSizeUndefined(); // Handle changes in slider value. vertslider.addListener(new Property.ValueChangeListener() { public void valueChange(ValueChangeEvent event) { double value = (Double) vertslider.getValue(); // Use the value box.setHeight((float) value, Sizeable.UNITS_PERCENTAGE); vertvalue.setValue(String.valueOf(value)); } }); // The slider has to be immediate to send the changes // immediately after the user drags the handle. vertslider.setImmediate(true);



You can set the value with the setValue() method defined in Slider that takes the value as a native double value. The setter can throw a ValueOutOfBoundsException, which you must handle. // Set the initial value. This has to be set after the // listener is added if we want the listener to handle // also this value change. try { vertslider.setValue(50.0); } catch (ValueOutOfBoundsException e) { }



Alternatively, you can use the regular setValue(Object), which does not do bounds checking. Figure 5.68, “The Slider Component” shows both vertical (from the code examples) and horizontal sliders that control the size of a box. The slider values are displayed also in separate labels.
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Figure 5.68. The Slider Component



CSS Style Rules .v-slider {} .v-slider-base {} .v-slider-handle {}



The enclosing style for the Slider is v-slider. The slider bar has style v-slider-base. Even though the handle is higher (for horizontal slider) or wider (for vertical slider) than the bar, the handle element is nevertheless contained within the slider bar element. The appearance of the handle comes from a background image defined in the background CSS property.



5.22. LoginForm The LoginForm component is a login form that allows a password manager in the web browser to remember and later automatically fill in the username and password. This commonly used functionality does not work with regular Vaadin components and is a common problem with Ajax applications. // A wrapper with a caption for the login form Panel loginPanel = new Panel("Login"); loginPanel.setWidth("250px"); LoginForm login = new LoginForm(); loginPanel.addComponent(login);



The resulting form is shown in Figure 5.69, “The LoginForm Component”.



CSS Style Rules
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Figure 5.69. The LoginForm Component



The LoginForm uses static HTML inside an iframe element to enable the functionality. The component provides a default implementation of the static HTML; if you want to change the layout, you need to reimplement the getLoginHtml() method. The login form has by default 100%x100% relative size, taking all the space given by the containing layout. You may set the size to fixed values, but not undefined in either direction, because the contained iframe element takes all of this size (it also has 100%x100% size). How the actual form uses this space depends on the static HTML. Giving too little space for the form results in scroll bars.



5.22.1. Customizing LoginForm Customization of the login form is necessary, for example, if you need to change the layout or internationalize the form. Customization is done by overriding the getLoginHtml() method, which returns the static HTML of the form. The customization layer is very "unvaadin"-like, and at best hack-ish, but dictated by the form management in browsers. Let us look at a custom login form that lets the user of the form to give the field captions: class MyLoginForm extends LoginForm { String usernameCaption; String passwordCaption; String submitCaption; public MyLoginForm(String usernameCaption, String passwordCaption, String submitCaption) { this.usernameCaption = usernameCaption; this.passwordCaption = passwordCaption; this.submitCaption = submitCaption; }



Then we override the method that generates the static HTML for the form: @Override protected byte[] getLoginHTML() { // Application URI needed for submitting form String appUri = getApplication().getURL().toString() + getWindow().getName() + "/"; String x, h, b; // XML header, HTML head and body



The XML header is needed for the validity of the XHTML page:
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x = + + +



"\n";



Notice that it is important to have a newline (\n) at the end of the XML header line. The HTML header part contains JavaScript definitions that handle submitting the form data. It also copies the style sheet references from the parent window. h = + + + + + + + + + + + + + + + + + + + + + + + +



"" "var setTarget = function() {" " var uri = '" + appUri + "loginHandler';" " var f = document.getElementById('loginf');" " document.forms[0].action = uri;" " document.forms[0].username.focus();" "};" "" "var styles = window.parent.document.styleSheets;" "for(var j = 0; j < styles.length; j++) {\n" " if(styles[j].href) {" " var stylesheet = document.createElement('link');\n" " stylesheet.setAttribute('rel', 'stylesheet');\n" " stylesheet.setAttribute('type', 'text/css');\n" " stylesheet.setAttribute('href', styles[j].href);\n" " document.getElementsByTagName('head')[0]" " .appendChild(stylesheet);\n" " }" "}\n" "function submitOnEnter(e) {" " var keycode = e.keyCode || e.which;" " if (keycode == 13) {document.forms[0].submit();}" "}\n" "" "";



The HTML body element contains the actual form. Notice that it is contained within an inner iframe. The form and the button must have JavaScript calls to submit the form content. b = + + + + + + + + + + + + + + + + + + + + + + + + + +



"" "" "" "" "" "" + usernameCaption + "" "" "" + passwordCaption + "" " " "" "" "" "" "" submitCaption + "" "";
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Then combine and return the page as a byte array. return (x + "" + h + b + "").getBytes(); }



We can use the custom login form as follows: MyLoginForm loginForm = new MyLoginForm("Name of the User", "A passing word", "Login Me Now");



The customized LoginForm is shown in Figure 5.70, “Customizing the LoginForm”.



Figure 5.70. Customizing the LoginForm



Styling with CSS .v-customcomponent {} .v-customcomponent .v-embedded {} .v-app-loginpage {} .v-app-loginpage .v-textfield {} .v-app-loginpage .v-button {}



The LoginForm component is a purely server-side component that extends CustomComponent and therefore has a v-customcomponent base style. If you wish to do any styling for the component, you should give it a custom style name to distinguish it from the regular CustomComponent. The component contains an iframe in an element with v-embedded style. The other styles are defined in the static HTML code returned by the getLoginHTML() method. The default implementation reuses the styles of the TextField and Button components for the input fields and the button, that is, v-textfield and v-button. The root element has the same v-app style as a regular Vaadin application would have, and an additional v-app-loginpage style. ... + "" ... + " 

 View more...
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